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**WHAT IS THE ORACLE XML DATABASE?**

Oracle XML DB is the term used to describe technology in the Oracle Database 10g that delivers high-performance storage and retrieval of XML. This technology extends the popular Oracle relational database, delivering all of the functionality associated with a native XML database, in addition to all of the functionality provided by the most sophisticated and complete relational database currently available.

Oracle XML DB provides a storage-independent, content-independent and programming-language-independent infrastructure to store and manage XML data. It delivers new methods for navigating and querying XML content stored inside the database and introduces an XML Repository for managing XML document hierarchies. With Oracle XML DB, you get all the advantages of relational database technology and XML technology at the same time.

Oracle XML DB delivers the following functionality:

- A native XML data-type that is used to store and manage XML documents.
- A set of methods and SQL operators which allow XML operations to be performed on XML content.
- The ability to absorb a standard W3C XML Schema data model into the Oracle database.
- XML/SQL duality, allowing XML operations on SQL data and SQL operations on XML content.
- Industry-standard methods for accessing and updating XML, including XPath and SQL/XML.
- A simple, light-weight XML Repository that allows XML content to be organized and managed using a file / folder / URL metaphor.
- Native database support for industry-standard, content-oriented, protocols including FTP, HTTP and WebDAV making it possible to move XML content into and out of the Oracle database.
- Multiple, industry-standard APIs that allow programmatic access and update of XML content from Java, 'C' and PL/SQL.
- XML-specific memory management and optimizations.
- The ability to bring the enterprise class management capabilities of the Oracle database, -- reliability, availability, scalability and unbreakable security -- to bear on XML content.
Oracle XML DB Major Features

Any database that is going to be used manage XML must be capable of doing more than simply providing persistent storage for XML documents. It must provide standard database features like transaction control, data integrity, replication, reliability, availability, security and scalability. It must also provide the features required to efficiently index, query, update and search XML content in an XML centric manner.

One of the major challenges with using a traditional relational database to manage XML content is the hierarchical nature of the XML world. Examples of this include

- Uniquely identifying an XML document: The standard way of identifying an XML document is via a URL.
- Defining relationships between XML documents: The standard way of defining a relationship between two documents is via URL based standards like XLink.
- Accessing and updating the content of an XML document. The standard ways of addressing and updating content is via WC3 standards like XPath.

URLs and XPath expressions are both intrinsically hierarchical in nature. A URL uses a path through a folder hierarchy to uniquely identify a document. An XPath expression uses a path through the XML document’s node hierarchy to identify a particular piece of an XML document.

At first glance, the hierarchical metaphors used with XML do not map easily into the relational model. A relational database uses a table-row metaphor to organize content. Rows are identified using Unique Keys. Primary-Key Foreign-Key relationships are used to define the relationships between content. Content is accessed and updated using table-row-column based operations.

Oracle XML DB addresses these challenges by introducing new SQL operators and methods that provide direct support for the hierarchical nature of XML. These operators allow XML centric metaphors, such as XPath expressions and URLs, to be used to query and update XML documents that are stored in an Oracle database.

The major features of Oracle XML DB are as follows:
**XMLType**

XMLType is a native server data-type that allows the database to understand that a column or table contains XML; in the same way that the DATE data-type allows the database to understand that a column contains a date. XMLType also provide methods that allow common operations such as schema validation and XSL Transformations to be performed on XML content.

The XMLType data-type can be used just like any other data-type. It can be used when creating a column in a relational table. It can be used when declaring PL/SQL variables, and when defining and calling PL/SQL procedures and functions. Since XMLType is an object type, it is also possible to create a table of XMLType.

The XMLType data type can also be used when defining views. Creating an XMLType view, or a relational view that includes an XMLType column, allows Oracle XML DB to be used to expose content stored relational tables and external data sources as XML documents.

By default, an XMLType table or column can contain any well formed XML document. The content of the document is stored as XML text using the CLOB data type. This allows for maximum flexibility in terms of the shape of the XML structures that can be stored in a single table or column and the highest rates of ingestion and retrieval.

An XMLType table or column can be constrained to an XML Schema. Constraining a column or table to an XML Schema has a number of advantages associated with it:

- The database will ensure that only XML documents that validate against the XML Schema can be stored in the column or table.
- Since the contents of the table or column are conformant with a known XML structure, Oracle XML DB can use the information contained in the XML Schema to provide more intelligent query and update processing of the XML.
- Constraining the XMLType to an XML Schema provides the option of storing the content of the document using structured-storage techniques. Structured-storage decomposes or ‘shreds’ the content of the XML document and stores it as a set of SQL objects rather than simply storing the document as text in CLOB. The object-model used to store the document is automatically derived from the contents of the XML Schema.
The following diagram shows how XML can be stored and retrieved using Oracle XML DB and the XMLType data type:

XML can be stored one of two ways:

An XMLType column in a relational table.

An XML object in an XMLType table.

Non Schema based XML is always stored as CLOB.

Schema based XML can be stored as a CLOB or as a set of objects.

Relational and external data can be exposed as XML using views.

The view can be a relational view containing a column of XMLType or can be a XMLType View.

The XMLType data-type provides constructors that allow an XMLType to be created from a VARCHAR, CLOB or BFILE data-type. It also provides a number of XML specific methods which can operate on XMLType objects. The methods provided by XMLType provide support for common operations like extracting a subset of the nodes contained in the XMLType (extract, extractValue), checking whether or not a particular node exists in the XMLType (existsNode), validating the contents of the XMLType against an XML Schema (schemaValidate), and performing XSL Transformation (transform).
The following screen shot shows creating a simple table with an XMLType column and then performing insert and query options against the table.

The XMLType data type can be used just like any other data type.

The constructors of the XMLType allow XMLType to be created from VARCHAR and CLOB.

Inserting into a table with an XMLType column is like inserting into any other table.

New SQL operators make it possible to perform SQL queries over XML content.
XML Schema

Comprehensive support for the W3C XML Schema standard is one of the key features of Oracle XML DB. XML Schema is a W3C standard for specifying the structure, content, and certain semantics of a set of XML documents. The XML Schema standard is described by the W3C in http://www.w3.org/TR/xmlschema-0/. Since an XML Schema is used to define a class of XML documents, the term "instance document" is often used to describe an XML document that conforms to a particular XML Schema.

The W3C Schema Working Group publishes an XML Schema, often referred to as the "Schema for Schemas". This XML Schema provides the definition, or vocabulary, of the XML Schema language. An XML Schema is an XML document, which is compliant with the vocabulary defined by the "Schema for Schemas". An XML Schema document uses the vocabulary defined by W3C XML Schema Working Group to create a collection of type definitions and element declarations which declare a shared vocabulary that describe the contents and structure of a new class of XML documents.

The XML Schema language defines 47 scalar data types. This provides for strong typing of the elements and attributes. The XML Schema standard also supports the use of object-oriented techniques like inheritance and extension, making is possible for the schema designer to create complex objects from the base data types defined by the XML Schema language. The W3C XML Schema vocabulary also includes constructs that can be used to define ordering, default values, mandatory content, nesting, repeated sets, etc. Oracle XML DB supports all of constructs defined by the XML Schema standard, except for redefines.

The most common usage of an XML Schema is as a mechanism for validating that instance documents are conformant with a given XML Schema. The XMLType data type provides the methods isSchemaValid() and schemaValidate() that allow Oracle XML to use an XML Schema in this manner.

Namespaces

It is possible for two different XML Schemas to use the same name when defining an object (element, attribute, complex type, simple type, etc). Since the two objects are in different XML Schemas they cannot be treated as being the same item. This means that an instance document must identify which XML Schema a particular node is based on. The XML Namespace specification defines a mechanism which accomplishes this. An XML namespace is a collection of names, identified by a URI reference which are used in XML documents as element types and attribute names.

XML Schema and Namespaces

The targetNamespace attribute is used to define the namespace associated with a given XML Schema. The attribute is included in the definition of the schema element. If an XML Schema specifies a targetNamespace, all elements and types defined by the schema are associated with this namespace. This implies that any XML document that contains these elements and types must identify which namespace the elements and types are associated with. If the XML Schema does not specify a targetNamespace, all elements and types defined by the schema are associated with the NULL namespace.
The XML Schema standard also defines a mechanism that allows an instance document to identify which XML Schemas are required in order to process or validate the document. The XML Schemas in question are identified on a namespace by namespace basis using attributes defined in the WC3 XMLSchema-Instance namespace.

In order to use this mechanism the instance document must first declare the XMLSchema-instance namespace. The XMLSchema-Instance namespace is declared by including a variant of the following namespace declaration in the root element of the instance document:

```
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
```

Once the XMLSchema-instance namespace has been declared the set of required XML Schemas is defined by adding `schemaLocation` and `noNamespaceSchemaLocation` attributes to the root element of the document.

The `noNamespaceSchemaLocation` attribute is used to identify any XML Schemas that did not provide an explicit namespace declaration for the objects they define. The content of the `noNamespaceSchemaLocation` attribute is a hint, typically in the form of a URL, which describe where to find the required XML Schema. This hint is often referred to as the "Schema Location Hint".

The `schemaLocation` attribute is used to identify all of the XML Schemas that declared an explicit namespace using the `targetNamespace` attribute. The content of the `schemaLocation` attribute is a set of entries, once for each XML Schema. Each entry consists of a pair of values. The left hand value is the namespace declared by the XML Schema. The right hand value is the "Schema Location Hint".

**REGISTERING AN XML SCHEMA**

Before Oracle XML DB can make use of the information contained in an XML Schema, the XML Schema must be registered with the database. An XML Schema is registered by calling the PL/SQL procedure named `dbms_xmlschema.register_schema()`. The XML Schema is registered under a URL. The URL a used internally as a unique key used to identify the XML Schema. At no point does Oracle XML DB require direct access to the URL specified when registering the XML Schema.

When an XML Schema is registered with the database, a default table is created for each global element defined by the XML Schema. When an instance document is loaded in the Oracle XML DB repository, the content of the document will be stored in the default table. The default tables created by registering an XML Schema are XMLType tables, i.e. they are Object Tables, where each row in the table is represented as an instance of the XMLType data type.

Oracle XML DB can use the information contained in an XML Schema to derive an object model that allows XML content that is compliant with the XML Schema to be decomposed and stored in the database as a set of objects. The constructs defined by the XML Schema are mapped directly into SQL Types generated using the SQL 1999 Type Framework that is part of the Oracle database.
Using the SQL 1999 Type Framework to manage XML provides a number of significant benefits:

- It allows Oracle XML DB to leverage the full power of the Oracle database when managing XML.
- It can lead to significant reductions in the amount of space required to store the document.
- It can reduce the amount of memory required to query and update XML content.
- Capturing the XML Schema objects as SQL Types helps share the abstractions across schemas, and also across their SQL storage counterparts.
- It allows Oracle XML to support constructs defined by the XML Schema standard that do not easily map directly into the conventional relational model.

**DOM Fidelity**

Using SQL 1999 objects to persist XML allows Oracle XML DB to guarantee DOM fidelity. DOM, or the Document Object Model, is a W3C standard that defines a set of platform- and language-neutral interfaces that allow a program to dynamically access and update the content, structure and style of a document. In order to provide DOM fidelity Oracle XML DB must ensure that a DOM generated from a document that has been shredded and stored in Oracle XML DB will be identical to a DOM generated from the original document.

Providing DOM Fidelity requires Oracle XML DB to preserve all of the information contained in an XML document. This includes maintaining the order in which elements appear within a collection and within a document as well as storing and retrieving out-of-band data like comments, processing instructions and mixed text. By guaranteeing DOM fidelity, Oracle XML DB is able to ensure that there is no loss of information when the database is used to store and manage XML documents.

**Annotating an XML Schema**

Oracle XML DB provides the application developer or database administrator with control over how much decomposition, or 'shredding', takes place when an XML document is stored in the database. The XML Schema standard allows vendors to define schema annotations that add directives for specific schema processors. The Oracle XML DB schema processor recognizes a set of annotations that make it possible to customize the mapping between the XML Schema data types and the SQL data types, control how collections are stored in the database, and specify how much of a document should be shredded.

If you do not specify any annotations to your XML Schema to customize the mapping, Oracle XML DB will make certain default choices that may or may not be optimal for your application.

**Identifying and Processing Instance Documents**

Oracle XML DB assumes that instance documents will use the W3C approved mechanism for identifying which XML Schemas they are associated with. It assumes that the Document Location Hint contained in an instance document will map directly to the URL that was specified when registering the associated XML Schema with the database.
For example, assume an XML Schema defines a global element PurchaseOrder. The XML Schema does not include a targetNamespace declaration. The XML Schema has been registered under the URL [http://xmlns.oracle.com/demo/purchaseOrder.xsd](http://xmlns.oracle.com/demo/purchaseOrder.xsd). In order for an XML document to be recognized as an instance of the XML Schema the root element of an instance document would need to look like:

```xml
<PurchaseOrder xmlns:xsi=http://www.w3.org/2001/XMLSchema-instance
   xsi:noNamespaceSchemaLocation="http://xmlns.oracle.com/demo/purchaseOrder.xsd">
```

## STRUCTURED VS UNSTRUCTURED STORAGE

One of the key decisions to be made when using Oracle XML DB is persist XML documents is when to use structured-storage and when to use unstructured storage.

Unstructured-storage provides for the highest possible throughput when inserting and retrieving entire XML documents. It also provides the greatest degree of flexibility in terms of the structure of the XML that can be stored in a XMLType table or column. These throughput and flexibility benefits come at the expense of certain aspects of intelligent processing. There is little that the database can do to optimize queries or updates on XML that has been stored using a CLOB data type.

Structured-storage provides a number of advantages for managing XML, including optimized memory management, reduced storage requirements, b-tree indexing and in-place updates. These advantages come at a cost of somewhat increased processing overhead during ingestion and retrieval and reduced flexibility in terms of the structure of the XML that can be managed by a given XMLType table or column.

The relevant merits of Structured and Unstructured storage are outlined in the following table:

<table>
<thead>
<tr>
<th></th>
<th>Unstructured Storage</th>
<th>Structured Storage</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Throughput</strong></td>
<td>Highest possible throughput when ingesting and retrieving the entire content of an XML document.</td>
<td>The decomposition process results in slightly reduced throughput when ingesting or retrieving the entire content of an XML document.</td>
</tr>
<tr>
<td><strong>Flexibility</strong></td>
<td>Provides the maximum amount of flexibility in terms of the structure of the XML documents that can be stored in an XMLType column or table.</td>
<td>Limited Flexibility. Only documents that conform to the XML Schema can be stored in the XMLType table or column. Changes to the XML Schema will require evolution of the registered Schema.</td>
</tr>
<tr>
<td><strong>XML Fidelity</strong></td>
<td>Delivers Document Fidelity: Maintains the original XML byte for byte, which may be important to some applications</td>
<td>DOM Fidelity: A DOM created from an XML document that has been stored in the database will be identical to a DOM created from the original document. However trailing new lines, white space characters between tags and some data formatting may be lost</td>
</tr>
</tbody>
</table>
Optimized Update Operations

Optimized update operations are not possible. When any part of the document is updated the entire document must be written back to disk. The majority of update operations can be optimized using Query re-write. This allows in-place, piece-wise update, leading to significantly reduced response times and greater throughput.

XPath based queries.

XPath operations are evaluated by constructing DOM from CLOB and using functional evaluations. This can be very expensive when performing operations on large collections of documents. Where possible, XPath operations are evaluated using XPath-Rewrite, leading to significantly improved performance, particularly with large collections of documents.

SQL Constraint Support

SQL constraints are not currently available. SQL constraints are supported.

Indexing Support


Optimized Memory Management

XML operations on the document require creating a DOM from the document. XML operations can be optimized to reduce memory requirements.

<table>
<thead>
<tr>
<th>Table 1: Pros and cons of XML storage options</th>
</tr>
</thead>
</table>

**XML Schema Evolution**

XML Schema evolution is the term used to describe the process that takes place when the structure of an XML Schema changes. Oracle Database 10g introduces support for XML Schema evolution, allowing a developer to register a new version of a registered XML Schema with Oracle Database 10g.

The current implementation of XML Schema evolution requires that all instance documents be compliant with the current version of the registered schema. Oracle XML DB allows an XSL style sheet to be used to transform any existing documents into documents that are compliant with the new version of the XML Schema as part of the XML Schema evolution process.

In Oracle Database 10g, XML Schema evolution makes a complete copy of all of the instance documents as part of the migration process. This means that, like most application upgrades, an upgrade involving XML Schema evolution requires careful planning to ensure that adequate resources are available and application downtime is minimized.
XML / SQL DUALITY

Much of the valuable information within an organization is in the form of semi-structured and unstructured data. Typically this data is contained in files stored on a file server or in a CLOB column inside a database. The information in these files is in proprietary or application specific formats. It can only be accessed via specialist tools, such as word processors or spreadsheets, or programmatically using complex, proprietary APIs. Searching across this information is limited to the facilities provided by a crawler or full text indexing.

One of the major drivers behind the rapid adoption of XML is that it allows for stronger management and more open access to semi-structured and unstructured content. Replacing proprietary file formats with XML allows organizations to achieve much higher levels of reuse of their semi-structured and unstructured data. The content can be accurately described using XML Schema. The content can be easily accessed and updated using standard APIs based on DOM and XPath.

For instance, information contained in an Excel spreadsheet is only accessible to the Excel program, or to a program that uses Microsoft’s COM APIs. The same information, stored in an XML document is accessible to any tool that can leverage the XML programming model.

Structured data on the other hand does not suffer from these limitations. Structured data is typically stored as rows in tables within a relational database. These tables are accessed and searched using the relational model and the power and openness of SQL from a variety of tools and processing engines.

By delivering on the promise of XML / SQL duality, Oracle XML DB erases the traditional boundary between applications that work structured data and those that work with semi-structured and unstructured content. With Oracle XML DB the relational and XML metaphors become interchangeable. XML/SQL duality means that the same data can be exposed as rows in a table and manipulated using SQL or exposed as nodes in an XML document and manipulated using techniques like DOM or XSL transformation. The access metaphor and processing techniques used are totally independent of the underlying storage format.

This means that the XML programmer can leverage the power of the relational model when working with XML content and the SQL programmer can leverage the flexibility of XML when working with relational content. This provides application developers with maximum flexibility, allowing them to use the most appropriate tools to solving a particular business problem.

This allows Oracle XML DB to be used to provide new, simple solutions to a number of common business problems.

- Relational data can quickly and easily be converted into HTML pages. Oracle XML DB provides new SQL operators that make it possible to generate XML directly from a SQL query. The XML can be transformed into other formats, such as HTML using the database-resident XSLT processor.
- Organizations can easily leverage all of the information contained in their XML documents without having to incur the overhead of converting back and forth between different formats. Oracle XML DB makes it possible to access XML content using SQL queries, Online Analytical Processing (OLAP) and Business-Intelligence/Data Warehousing operations.
- Text, Spatial Data, and Multimedia operations can be performed on XML content.
**SQL/XML**

Oracle XML DB also provides an implementation of the majority of the operators that will be incorporated into the forthcoming SQL/XML standard. SQL/XML is defined by specifications prepared by the International Committee for Information Technology Standards (Technical Committee H2), which is the main standards body for developing standards for the syntax and semantics of database languages, including SQL. See http://sqlx.org and http://www.ncits.org/tc_home/h2.htm for more information.

The SQL/XML operators fall into two categories. The first category consists of a set of operators that make it possible to query and access XML content as part of normal SQL operations. The second category consists of a set of operators that provide an industry standard method for generating XML from the result of a SQL Select statement.

The SQL/XML operators make it possible to address XML content in any part of a SQL Statement. The SQL/XML operators use XPath notation is used to traverse the XML structure and identify the node or nodes on which to operate. XPath is a popular syntax (see http://www.w3.org/TR/xpath) familiar to both programmer and content-creators, and the ability to embed XPath expressions within SQL statements greatly simplifies XML access.

The **existsnode()** operator is used in the where clause of a SQL statement to restrict the set of documents returned by a query. The **existsnode()** operator takes an XPath expression and applies it an XML document. The operator and returns true (1) or false (0) depending on whether or not the document contains a node which matches the XPath expression.

The **extract()** operator takes an XPath expression and returns the node or nodes that matches the expression as an XML document or fragment. If a single node matches the XPath expression the result will be a well-formed XML document. If multiple nodes match the XPath expression the result will be a document fragment.

The **extractvalue()** operator takes an XPath expression and returns the corresponding leaf level node. The XPath expression passed to **extractvalue()** should identify a single attribute, or an element which has precisely one text node child. The result is returned in the appropriate SQL data type.

The **updatexml()** operator allows partial updates to be made to an XML document, based on a set of XPath expressions. Each XPath expression identifies a target node in the document, and a new value for that node. The **updatexml()** operator allows multiple updates to be specified for a single XML document.

The **xmlsequence()** operator converts a document fragment into a set of well formed XML documents.

Detailed examples of the way in which these functions are used are provided in the PurchaseOrder example.
**XPath Re-write**
The SQL/XML operators, and the corresponding XMLType methods, allow XPath expressions to be used to search collections of XML documents and to access a subset of the nodes contained within an XML document. Oracle XML DB has two methods of evaluating XPath expressions that operate on XMLType columns and tables.

For XML that has been stored using structured storage techniques, Oracle XML DB will attempt to translate the XPath expression in a SQL/XML operator into an equivalent SQL query. The SQL query references the Object-Relational data structures that underpin a schema-based XMLType. While this process is referred to as XPath-Rewrite, it can also occur when performing update operations.

For XML that has been stored using unstructured storage, Oracle XML DB will evaluate the XPath using functional evaluation. Functional evaluation builds a DOM tree for each XML document and then resolves the XPath programmatically using the methods provided by the DOM API. If the operation involves updating the DOM tree, the entire XML document has to be written back to disc when the operation is completed.

XPath-Rewrite makes it possible for the database to efficiently process SQL statements containing one or more XPath expressions using conventional relational SQL. By translating the XPath expression into a conventional SQL statement, Oracle XML DB insulates the database optimizer from having to understand XPath notation and the XML data model. The database optimizer simply processes the re-written SQL statement in the same manner as it would any other SQL statement.

This means that the database optimizer is able derive an execution plan based on conventional relational algebra. This allows Oracle XML DB to leverage all of the features of the database and ensure that SQL Statements containing XPath expressions are executed in a highly performant and efficient manner. There is very little overhead associated with the process of XPath-Rewrite, and this means that XPath-Rewrite allows Oracle XML DB to execute XPath based queries at near-relational speed while still preserving the XML abstraction.
XPath-Rewrite is possible in the following circumstances.

- The SQL statement contains SQL/XML operators or XMLType methods that use XPath expressions to refer to one or more nodes within a set of XML documents.
- The XMLType column or table containing the XML documents is associated with a registered XML Schema.
- The XMLType column or table uses structured storage techniques to provide the underlying storage model.
- The nodes referenced by the XPath expression can be mapped, via the XML Schema, to attributes of the underlying SQL object model.

The XPath-Rewrite process is as follows:

- Identify the set of XPath expressions included in the SQL statement.
- Translate each XPath expression into an Object Relational SQL expression that references the tables, types and attributes of the underlying SQL: 1999 object model.
- Re-write the original SQL statement into an equivalent Object Relational SQL statement.
- Pass the new SQL statement to the database optimizer for plan generation and query execution.

In certain cases XPath-Rewrite is not possible. This can occur when there is no SQL equivalent for a particular XPath expression. In this situation Oracle XML DB will create a DOM and then use the DOM to perform a functional evaluation of the XPath expressions.

In general, functional evaluation of a SQL statement will be much more expensive than XPath-Rewrite, particularly if the number of documents that needs to be processed is large. However, the advantage of functional evaluation is that it is can be used to evaluate any XPath expression, regardless of whether or not the XMLType is stored using structured storage and regardless of the expression's complexity. When documents are stored using unstructured storage (in a CLOB), functional evaluation will be necessary any time the `extract()`, `extractvalue()`, `updatexml()` operators are used. The `existsNode()` operator will also result in functional evaluation unless a `CTXPATH` index or functional index can be used to resolve the query.

Understanding the concept of Query-re-write, and the conditions under which query re-write can take place, is one of the key steps in developing Oracle XML DB applications that will deliver the required levels of scalability and performance.
XML DB Repository

The relational model, with its powerful table-row-column metaphor, is widely accepted as the most effective mechanism for managing structured data. The relational metaphor is not so effective when it comes to managing semi-structured and unstructured data, such as document- or content-oriented XML. A book does not easily lend itself to being represented as a set of rows in a table. It is more natural to represent a book as a hierarchy, book – chapter – section – paragraph, and to represent the hierarchy as a set of folders and subfolders.

Relational databases are traditionally considered to be poor at managing hierarchical structures and performing the kind hierarchical traversal operations that are required to resolve a path. In order to resolve this problem, Oracle XML DB introduces the concept of a query-able, hierarchically organized XML Repository. The Oracle XML DB repository allows the hierarchical metaphor to be used to manage document-centric XML content. Using the repository, it is possible to represent XML content as documents in a folder hierarchy, and use hierarchical metaphors, such as paths and URLs, to access documents and represent the relationships between documents.

Oracle XML DB includes a new, patented hierarchical index which speeds up folder- and path-traversals within the Oracle XML DB Repository. The hierarchical index is totally transparent to the end-user, and allows Oracle XML DB to perform folder and path traversals at speeds that are comparable to or faster than conventional file-systems.

One of the major advantages of the Oracle XML DB repository is that it allows content authors and editors to work directly with XML content stored in the database. The majority of the tools used to author XML are now able to access content using internet protocols like HTTP, FTP and WebDAV. Oracle XML DB adds native support for these popular protocols to the database, allowing authors and editors direct access to content managed by the Oracle XML DB repository. Oracle XML DB also provides the application programmer with direct access to the repository from both SQL and PL/SQL. This makes it possible to develop applications which access and update content managed by the Oracle XML DB repository.

The WebDAV protocol is an IETF standard that defines a set of extensions to HTTP that allow an HTTP Server to act as a file server for a DAV enabled client. The WebDAV standard uses the term resource to describe a file or a folder. Every resource managed by a WebDAV server is identified by a URL. This terminology is adopted by the Oracle XML DB repository.

Since the HTTP, FTP and WebDAV protocols were designed with document-centric operations in mind, they are typically more efficient than Oracle NET for manipulating large volumes of content. By providing support for these protocols at the database level Oracle XML DB allows Windows Explorer, Microsoft Office and products from vendors like Altova, Macromedia and Adobe to work directly with XML content stored in the Oracle XML DB repository.

Oracle Database 10g adds NLS support for the protocols supported by Oracle XML DB. This allows documents to be loaded into the repository from clients using different character sets. While content is loaded into the Oracle XML DB repository, it is converted into the database character set. When documents are retrieved from the repository they are converted back into the client’s character set. With HTTP and WebDAV this process is automatic, based on the mechanisms defined by the HTTP protocol. With FTP, `quot` commands are provided that allows the client to identify the client character set.
The following screen shot shows the root level directory of the Oracle XML DB repository as seen from Microsoft's Windows Explorer™.

As can be seen, WebDAV clients, such as Microsoft's Windows Explorer™, can connect directly to the XML DB repository. No additional Oracle or Microsoft specific software or other complex middleware needs to be installed in order to enable this functionality. This means that end users can work directly with the Oracle XML DB Repository using the tools and interfaces that they are already familiar with.

Each document in the Oracle XML DB is secured with an Access Control List. An Access Control List (ACL) is an XML document that contains a set of Access Control Entries (ACE). Each ACE grants or revokes a set of permissions to a particular user or group (database role). This access control mechanism is based on the WebDAV specification. The repository also provides support for basic versioning based on the WebDAV standard.

Another benefit of the XML DB Repository is that it is query-able from SQL. Content stored in the Oracle XML DB repository can be accessed and updated from SQL and PL/SQL. It is possible to interrogate the structure of the repository in complex ways (“how many documents with a .xsl extension are under a location other than /home/mystylesheetdir/?”). It is also possible to mix path-based repository access with content-based access to the documents (“how many documents not under /home/purchaseOrders have a node named “/PurchaseOrder/User/text()” with a value of “SBELL”?”)

All the meta-data required to manage the Oracle XML DB repository is stored in a database schema owned by the database user XDB. This user is created as part of the Oracle XML DB installation procedure. The primary table in this schema is an XMLType table called XDB$RESOURCE. The table contains one row for each file or folder managed by the Oracle XML DB repository. The documents in this table are referred to as resource documents.
The XDB$RESOURCE table is not directly exposed to the SQL programmer. Instead the contents of the repository are exposed via two public views, the RESOURCE_VIEW and the PATH_VIEW. The RESOURCE_VIEW and PATH_VIEW provide the SQL programmer the ability to access and update both the meta-data and content of a document stored in the Oracle XML DB repository.

Both the RESOURCE_VIEW and the PATH_VIEW contain a column called RES. This is an XMLType column that can be used to access and update the resource associated with a document stored in the Oracle XML DB repository. These views also make it possible to create SQL statements which access and update resource documents based on a path notation. Operations on these views translate into operations on the underlying tables in the Oracle XML DB repository.

Oracle XML DB includes two new repository specific SQL operators: exists_path() and under_path(). These operators make it possible to include path based predicates in the where clause of a SQL statement. This means that SQL operations can select repository content based on the location of the content within the folder hierarchy. The Hierarchical Index ensures that path-based queries are executed very efficiently.

When Schema Based XML documents are stored in the Oracle XML DB repository the document content is stored as an object in the default table identified by the XML Schema. The repository contains the meta-data about the document and a pointer (REF of XMLTYPE) that identifies the row in the default table that contains the content.

It is also possible to store other kinds of documents in the repository. When non-xml and non-schema based XML documents are stored in the repository, the content of the document is stored in a LOB alongside the meta-data about the document.

Since the Oracle XML DB repository can be accessed and updated using SQL, any application capable of calling a PL/SQL procedure can work with the Oracle XML DB repository. All SQL and PL/SQL repository operations are transactional, and access to the repository and its contents is subject to database security as well as XML DB Repository Access Control Lists (ACLs). When repository content is accessed via SQL ACL based security is enforced via Row Level security.

The supplied PL/SQL packages DBMS_XDB, DBMS_XDBZ and DBMS_XDB_VERSION provide the SQL programmer the ability to perform common tasks on the repository itself. The methods provided by these packages make it possible to create, delete and rename documents and folders, to move a file or folder within the folder hierarchy, to set and change the access permissions on a file or folder and the ability to initiate and manage versioning.
SQL and non SQL clients access the repository using the Oracle Net Services Listener.

SQL clients access the repository via the PATH_VIEW and RESOURCE_VIEW or the DBMS_XDB PL/SQL package.

Non-SQL clients access content via the Oracle XML DB protocol servers.

The protocol servers are Oracle MTS processes.

All meta-data is managed by the Oracle XML DB repository.

All content, other than schema-based XML is stored in the repository.

The content of Schema-based XML documents is stored in the default table defined by the Schema.

The Hierarchical Index enables high speed lookup based on a path.

SQL clients can access schema-based XML directly or via the repository.
The following screen shot shows the PL/SQL package DBMS_XDB being used to create a set of subfolders beneath the folder /home/SCOTT.

```
Oracle SQL*Plus
File Edit Search Options Help

SQL> --
SQL> declare
  2    result boolean;
  3    begin
  4    result := dbms_xdb.createFolder('/home/SCOTT/poSource');
  5    result := dbms_xdb.createFolder('/home/SCOTT/poSource/xsd');
  6    result := dbms_xdb.createFolder('/home/SCOTT/poSource/xsl');
  7    result := dbms_xdb.createFolder('/home/SCOTT/purchaseOrders');
  8    end;
  9 /

PL/SQL procedure successfully completed.

SQL> commit

Commit complete.
```

Figure V. Using PL/SQL to update Oracle XML DB Repository

Note that as a consequence of the transactional semantics enforced by the database, folders created using SQL statements will not be visible to other database users until the transaction is committed. Concurrent access to the Oracle XML DB repository is controlled by the same mechanism as is used to control concurrency in the database. The integration of the repository with the database brings the benefits of strong management to XML content.

One common problem encountered when using a relational database to maintain hierarchical folder structures is the problem of ensuring a high degree of concurrency when adding and removing items in a folder. In conventional file system there is no concept of a transaction. Each operation (add a file, create a subfolder, rename a file, delete a file, etc.) is treated as an atomic transaction. Once the operation has completed the change is immediately available to all other users of the file system.

As the above example shows, one of the key advantages of the Oracle XML DB Repository is the ability to use SQL to perform repository operations in the context of a logical transaction. This means that applications can create long-running transactions that include updates to one or more folders. In this situation a conventional locking strategy that takes an exclusive lock on each updated folder or directory tree would quickly result in significant concurrency problems and performance degradation.
XML DB solves this problem by providing for name-level locking rather than folder-level locking. Repository operations such as creating, renaming, moving or deleting a sub-folder or file do not require that the user performing the operation be granted an exclusive write lock on the target folder. The Repository manages concurrent folder operations by locking the name within the folder rather than the folder itself. The name and the modification type are put on a queue. Only when the transaction is committed is the folder locked and the contents of the folder modified. This model allows Oracle XML DB to allow multiple applications to perform concurrent updates on the contents of a folder. The queue is also used to manage concurrency with the folder by preventing two applications from creating objects with the same name. Queuing folder modifications until commit time also has the side benefit of minimizing I/O when a number of changes are made to a single folder in the same transaction.

This concurrency problem is seen most commonly in situations where a number of applications are generating files quickly in the same directory, such as when generating trace or log files, or when maintaining a spool directory for printing or email delivery.

### The Oracle XML DB Protocol Architecture

One of the key features of the Oracle XML DB architecture is that the HTTP, WebDAV and FTP protocols are supported using the same architecture that is used to support Oracle Net Services in a Shared Server configuration. The Listener listens for HTTP and FTP requests in the same way that it listens for Oracle Net Services requests. When the listener receives an HTTP or FTP request it hands it off to an Oracle Shared Server process which services it and sends the appropriate response back to the client.

As can be seen from the following screen short, the TNS Listener command `lsnrctl status` can be used to verify that HTTP and FTP support has been enabled.

![Figure VI. Listener Status, with FTP and HTTP protocol support enabled](image-url)
**Programmatic Access**

All of the Oracle XML DB functionality is accessible from ‘C’, PL/SQL and Java. Today, the most popular methods for building web-based applications are servlets/JSPs (Java Server Pages) and XSL/XSPs (XML Style sheets / XML Server Pages). Typically, servlets and JSPs access data via JDBC, while XSL/XSPs expect data in the form of XML documents, which are processed via a DOM (Document Object Model) API implementation. Oracle XML DB supports both styles of application development. ‘C’, Java and PL/SQL implementations of the DOM API are provided.

Applications that make use of JDBC, such as those based on servlets, need to have some advance knowledge of the structure of the data they are going to process. The Oracle JDBC drivers allow application programmers to access and update XMLType tables and columns, and to call the PL/SQL procedures that access the Oracle XML DB repository.

Applications that make use of DOM, such as those based on XSLT transformations, typically require less knowledge of the data structure. A DOM based application uses string names to identify pieces of content, and must dynamically walk through the DOM tree to find the required information. Oracle XML DB allows application developers to use the DOM API to access and update XMLType columns and tables. Programming to a DOM API is more flexible than programming via JDBC, but it may require more resources at run time.
**ORACLE XML DB PERFORMANCE**

One common objection to using XML to represent data is that it generates higher overhead than other representations. Oracle XML DB incorporates a number of features that are specifically designed to address this issue by significantly improving the performance of XML processing.

**XML STORAGE REQUIREMENTS**

Surveys have shown that data represented in XML and stored in a text file is three times the size of the same data in a Java object or in relational tables. There are two reasons for this. First, tag names (metadata describing the data) and white space (formatting characters) take up a significant amount of space in the document, particularly for highly structured, data-centric XML. Secondly, all of the data in an XML file is represented in human readable (string) format. In the case of numeric data the string representation of a numeric value needs about twice as many bytes as the native (binary) representation.

When XML documents are stored in Oracle XML DB using the structured storage option, the ‘shredding’ process discards all of the tags and white space contained in the document. The amount of space saved by this optimization depends on the ratio of tag names to data, and the number of collections in the document. For highly-structured, data-centric XML the savings can be significant. When a document is printed, or when node-based operations such as XPath evaluations take place, Oracle XML DB uses the information contained in the associated XML Schema to dynamically reconstruct any necessary tag information.

**XML MEMORY MANAGEMENT**

The Document Object Model (DOM) is the dominant programming model for XML documents. The DOM APIs are very easy to use but the DOM Tree that underpins them is expensive to generate, in terms of memory. A typical DOM implementation maintains approx 80 – 120 bytes of system overhead for each node in the DOM tree. This means that for highly structured data the DOM tree can require 10-20 times more memory than the document on which it is based.

A conventional DOM implementation requires that the entire contents of an XML document be loaded into the DOM tree before any operations can take place. If an application only needs to process a small percentage of the nodes in the document this is extremely inefficient in terms of both memory and processing overhead. The alternative SAX approach reduces the amount of memory required to process an XML document, but has the major disadvantage that it only allows linear processing of the nodes contained in the XML Document.

Oracle XML DB reduces the memory overhead associated with the DOM programming model by managing schema-based XML documents using an internal in-memory structure called a XML Object (XOB). A XOB is much smaller than the equivalent DOM since it does not duplicate information like tag names and node types, which can easily be obtained from the associated XML Schema. Oracle XML DB will automatically use a XOB whenever an application is working with the contents of a schema-based XMLType. The use of the XOB is transparent to the application developer; it is hidden behind the XMLType data-type and the ‘C”, PL/SQL and Java APIs.
The XOB is also able to reduce the amount of memory required to work with an XML document via a feature called the Lazily-Loaded Virtual DOM. This feature allows Oracle XML DB to defer loading the in-memory representation of nodes that are part of sub-elements or collection until some methods attempt to operate on a node within that object. Consequently, if an application only operates on few nodes in a document, only those nodes and their immediate siblings will be loaded into memory.

The XOB can only be used in conjunction with a XML document that is based on an XML Schema. If the contents of the XML document are not based on an XML Schema, a traditional DOM will be used instead of the XOB.

**XML Parsing Optimizations**

In order to populate a DOM tree the application must parse the XML document. The process of creating a DOM tree from an XML file is very CPU-intensive. In a typical DOM based application, where the XML documents are stored as text, every document has to be parsed and loaded into the DOM tree before the application can work with it. If the contents of the DOM tree are updated the whole tree has to be serialized back into a text format and written out to disk.

Oracle XML DB eliminates the need to keep re-parsing documents. Once an XML document has been stored using structured storage techniques no further parsing is required when the document is loaded from disk into memory. Oracle XML DB is able to map directly between the on-disk format and in-memory format using information derived from the associated XML Schema. When changes are made to the contents of a schema-based XMLType, Oracle XML DB is able to write just the updated data back to disk.

Once again, when the contents of the XMLType are not based on an XML Schema a traditional DOM will be used instead.

**Node Searching Optimizations**

Most DOM implementations suffer from the fact that they use string comparisons when searching for a particular node within the DOM tree. The means that performing even a simple search of a DOM tree can require hundreds or thousands of instruction cycles.

Searching for a node in a XOB is much more efficient than searching for a node in a DOM. A XOB is based a computed offset model (similar to a C/ C++ object) and it uses dynamic hash-tables rather than string comparisons to perform node searches.
XML SCHEMA OPTIMIZATIONS
Making use of the powerful features associated with XML Schema in a conventional XML application typically generates significant amounts of additional overhead. For instance, before an XML document can be validated against an XML Schema, the schema itself must be located, parsed and validated.

Oracle XML DB minimizes the overhead associated with using XML Schema. When an XML Schema is registered with the database it is loaded in the Oracle XML DB Schema cache, along with all of the meta-data required to map between the XML, XOB and on-disk representations of the data. This means that once the XML Schema has been registered with the database no additional parsing or validation of the XML Schema is required before it can be used. The schema cache is shared by all users of the database. Whenever an Oracle XML DB operation requires information contained in the XML Schema it is able access the required information directly from the cache.

LOAD BALANCING
Some operations, such as performing a full Schema validation, or serializing an XML document back into text form can still require significant memory and CPU resources.

Oracle XML DB allows these operations to be off-loaded to the client or mid tier processor. The OCI interface and thick JDBC driver both allow the XOB to be managed by the client. The cached representation of the XML Schema can also be downloaded to the client. This allows operations like XML printing, and XML Schema validation to performed using client or mid-tier resources, rather than server resources.

NON-NATIVE CODE
Another bottleneck for XML-based Java applications is the cost associated with parsing an XML file. Even natively compiled or JIT compiled Java performs XML passing operations twice as slowly as native ‘C’ implementations. One of the major performance bottlenecks in implementing XML applications is the cost of transforming the data contained in an XML document between text, Java and the native server representations. The cost of performing these transformations is proportional to the size and complexity of the XML file and becomes quite severe with even moderately sized files.

Oracle XML DB addresses these issues by implementing all of the Java and PL/SQL interfaces as very thin facades over a native ‘C’ implementation. This provides for language neutral XML support (Java, ‘C’, PL/SQL and SQL are all using the same underlying implementation), as well as for high performance XMP parsing and DOM processing.
TYPE CONVERSIONS

One of the biggest bottlenecks in using Java in conjunction with XML is the cost of type conversions. Internally Java uses UCS-2 to represent all character data. Most XML files and databases do not contain UCS-2 encoded data. This means that all the data contained in an XML file has to be converted from 8 Bit or UTF8 encoding into UCS-2 encoding before it can be manipulated inside a Java program.

XML DB addresses these problems with lazy type conversions. Lazy type conversions mean that the contents of a given node will be not be converted into the format required by Java until the application attempts to access the contents of the node. Data remains in the internal representation until the last possible moment. Avoiding unnecessary type conversions can result in significant performance improvements in the cases where an application only needs to access a few of the nodes contained in an XML document.

Consider the case of a JSP that wants to load a name from the database and print it out in the generated HTML output. Typical JSP implementations would read the name from the database (which probably contains data in the ASCII or ISO8859 character sets) convert the data to UCS-2, and return it to Java as a String. The JSP wouldn't look at the contents of the string, but merely print it out after printing the enclosing HTML, probably converting back to the same ASCII or ISO8859 for the client browser. XML DB provides a write interface on XMLTYPE so that any element can write itself directly to a stream (such as a ServletOutputStream) without conversion through Java character sets.

![Figure VII. Oracle XML DB Application Programming Stack](image)
XML MANAGEABILITY
Unlike niche ‘native XML’ database, with Oracle XML DB there is no need to compromise on the enterprise-class database features in order to get native XML support. Oracle XML DB is not a separate server; it is an integral part of the Oracle database, providing all of the reliability, high availability, scalability and unbreakable security features needed to run mission-critical applications.

The rest of this white paper will take a detailed look at the above features in terms of a simple example of using Oracle XML DB to manage XML documents.
**SAMPLE APPLICATION: USING ORACLE XML DB TO MANAGE PURCHASE ORDERS**

This sample application attempts to show how some of the concepts outlined in the first section of the white paper can be used. It is based around the idea of a XML representation of a Purchase Order. In this example, a Purchase Order is represented by a data-centric, highly structured XML document. Each Purchase Order is compliant with a XML Schema.

**LOADING CONFIGURATION DOCUMENTS INTO THE ORACLE XML DB REPOSITORY**

Many of the operations associated with configuring and using Oracle XML DB are based on processing one or more XML documents. Examples of this include registering an XML Schema and performing an XSL transformation. The easiest way to make the necessary documents available to Oracle is to load them into the Oracle XML DB repository.

WebDAV support makes it possible to load these documents from a local file system into the Oracle XML DB repository using Windows Explorer™. The following screen shot shows a simple drag and drop operation being used to copy the contents of the poSource folder from the local hard drive into the Oracle XML DB Repository.

![Figure VIII. Using Windows Explorer™ to load content into the Oracle XML DB Repository](image)

**KEY POINTS:**

- Windows Explorer™ and similar tools that support the WebDAV protocol can be used to upload documents into the XML DB repository.
- This procedure uploaded a directory tree containing an XML Schema document, an HTML page and a couple of XSLT style sheets.
- The Oracle XML DB repository can be used to store non XML content, such as HTML files, JPEG images, word documents etc, as well as Schema based and non-Schema based XML content.
**Oracle XML DB and the W3C XML Schema Standard**

**Creating an XML Schema**

The following screen shots show a simple XML Schema being displayed using XMLSpy. XMLSpy is a XML Schema and document editing tool created by Altova. See [http://www.altova.com](http://www.altova.com) for more details about the tool and its features.

One of the major features of the XMLSpy IDE is that it provides a developer with a graphical, easy to use, interface for creating and editing an XML Schema. XMLSpy also supports both WebDAV and FTP protocols. This allows XMLSpy to directly access content stored in Oracle XML DB Repository.

In this example XMLSpy is displaying a graphical representation of a simple XML Schema that defines a PurchaseOrder XML document.

![XMLSpy showing a Graphical Representation of an XML Schema](image_url)
**KEY POINTS:**
- The `PurchaseOrder` schema is a relatively simple XML Schema that demonstrates the key features of a typical XML document.
- The global element `PurchaseOrder` is an instance of the complexType `PurchaseOrderType`.
- `PurchaseOrderType` defines the set of nodes that make up a `PurchaseOrder` element.
- The `LineItems` element consists of a collection of `LineItem` elements.
- Each `LineItem` elements consists of two elements, `Description` and `Part`.
- The `Part` element has attributes `Id`, `Quantity` and `UnitPrice`.

**ANNOTATING AN XML SCHEMA**
Database administrators and Application developers can annotate the XML Schema to control the naming of the Tables, SQL Objects and SQL Attributes derived from the XML Schema. Annotations can also override the default mapping between the XML Schema data types and SQL data types.

Annotations also make it possible to control how collections with the XML Schema are stored in the database. The available options include storing the collection as CLOB; storing the entire collection as a VARRAY of objects stored in a LOB column; storing the collection as a set of rows in an Index Organized Nested Table, or storing the collection as a set of rows in a separate XMLType table. These options provide significant opportunities to tune the performance of applications that make use of the XMLType data-type to store XML in the database.
XMLSpy also allows the XML Schema editor to work directly with the XML Schema in its native form as can be seen from the following screen shot. This screen shot show how annotations are added to the XML Schema.

**KEY POINTS:**

- This schema defines two namespaces.

  The first, [http://www.w3c.org/2001/XMLSchema](http://www.w3c.org/2001/XMLSchema), is the namespace reserved by the W3C for the Schema for Schemas. This namespace is used to define the structure of the XML document.

  The second, [http://xmlns.oracle.com/xdb](http://xmlns.oracle.com/xdb), is the namespace reserved by Oracle for the Oracle XML DB schema annotations. This namespace is used to add annotations to the schema that control how the instance documents will be stored in the database.

- The annotation mechanism is the W3C approved mechanism for adding vendor specific information to a W3C XML Schema.

- Oracle XML DB can register an XML Schema that contains no annotations. It makes use of a set of default assumptions to register the XML Schema. The annotations provide the application developer or database administrator with the ability to override these assumptions.
XMLSpy provides an Oracle tab that allows Oracle XML DB Schema Annotations to be entered while working in graphical editing mode.

**Figure XI.** XMLSpy showing support for Oracle XML DB Schema Annotations

**KEY POINTS:**

- In this schema the following annotations are being used:
  
  - The storeArrayAsTable annotation is used to force collections to be stored as Nested Tables.
  
  - The defaultTable annotation is used in the PurchaseOrder element to define that XML documents, compliant with this schema will be stored in a table called \texttt{PURCHASEORDER}.
  
  - The SQLType annotation is used to provide an explicit name for the SQL Type that will be generated from the complexType PurchaseOrderType.
**REGISTERING AN XML SCHEMA**

Before Oracle XML DB can manage the instance documents associated with a given XML Schema the XML Schema must be registered with the database. XML Schema registration is performed using a simple PL/SQL procedure: called `dbms_xmlschema.registerschema()`. By default, when the XML Schema is registered, Oracle XML DB will automatically generate all of the SQL Object Types and Object tables required to manage the instance documents.

The following screen shot shows the process of registering an XML Schema stored in the Oracle XML DB repository.

![Figure XII. Using the DBMS_XMLSCHEMA package to register an XML Schema](image)

By default the XML Schema registration process generates the SQL Objects and XMLType tables required to manage the instance documents.
The following screen shot shows the XMLType Table, and some of the SQL Objects that were created as a result of registering the PurchaseOrder XML Schema.

![Oracle SQL*Plus](image)

Figure X III. Tables and Objects created as a result of XML Schema registration
**KEY POINTS:**

- The following objects were created as a result of registering the Schema.

  A table called `PURCHASEORDER`.

  The `PURCHASEORDER` table is an XMLType table. Each row in the table consists of a single XMLType object.

  The table is constrained so that it can only contain documents which conform to the definition of the global element `PurchaseOrder` contained in the XML Schema that was registered with Oracle XML DB under the URL `http://localhost:8080/home/SCOTT/posource/xsd/purchaseOrder.xsd`

  The XMLType is persisted using structured or object-relational storage.

  A SQLType called `PURCHASEORDER_T`.

  This SQLType provides the definition of the underlying storage model for `PurchaseOrder` documents. The definition of `PURCHASEORDER_T` is derived from the `complexType` `PurchaseOrderType`. When a `PurchaseOrder` is inserted into the `PURCHASEORDER` table it is shredded and stored as an instance of `PURCHASEORDER_T`.

  SQLTypes called `LINEITEMS_T`, `LINEITEMS_V` and `LINEITEM_T`.

  During the schema registration process a SQLType is generated for each `complexType` defined by the XML Schema.

  The `PurchaseOrder` XML Schema defines a `complexType` `LineItemsType` that can contain one or more `LineItem` elements. The definition of a `LineItem` element is provided by the `complexType` `LineItemType`. When an XML Schema defines that an element can occur more than once, Oracle XML DB uses a `VARRAY` to manage the members of the collection.

  The SQLType `LINEITEM_T` is derived from the complexType `LineItemType`. Each `LineItem` element in the `PurchaseOrder` will be persisted as an instance of the SQLType `LINEITEM_T`.

  The SQLType `LINEITEM_V` is used to manage the set of `LINEITEM_T` objects generated from a particular `PurchaseOrder` document. `LINEITEM_V` is defined as a `VARRAY` of `LINEITEM_T` objects.

  The SQLType `LINEITEMS_T` is derived from the complexType `LineItemsType`. It contains a single attribute called `LINEITEM` of type `LINEITEMS_V`.
Since the Oracle XML DB Schema annotation `storeVarrayAsTable = "true"` was specified in the root element of the PurchaseOrder XML Schema, the default tables generated by schema registration use nested tables to persist the contents of a VARRAY. There will be one nested table for each collection defined by the XML Schema. Each member of the VARRAY will be stored as a separate row in the nested table. The nested tables created by the schema registration process are given system-generated names.

Storing collections as nested tables makes it possible to create conventional b-tree indexes over the members of a collection, making queries over the collection much more efficient. However, in order to create an index on a particular collection, it is necessary to know the name of the nested table that manages that collection.

The following screen shot shows the process of renaming the Nested Tables generated by the schema registration process in order to provide more meaningful names.

Figure XIV. Renaming Nested Tables
**STORING XML IN ORACLE XML DB**

There are several ways of storing XML in an XMLType.

- **From SQL or PL/SQL**, a simple insert statement can be used to load data. The data can come from a variety of sources. Before the data can be stored as an XMLType it must first be converted from the source form into an XMLType instance using one of the XMLType constructors.

- There are a number of variants of the XMLType constructor that allow an XMLType to be created from a number of different sources including VARCHAR and CLOB data types. The constructors also provide options for reducing the amount of processing associated with creating the XMLType. For instance, if the source XML Document is known to be both Well formed and Valid, the constructor allows flags to be passed that disable the default checking that is typically performed when instantiating the XMLType.

- It is also possible to use the Oracle XML DB repository to store XML in an XMLType table. The XML in question must be schema-based, and it will be stored in the Default Table associated with the XML Schema. For the SQL programmer the PL/SQL package DBMS_XDB provides methods that can be used to load an XML Document into the Oracle XML DB repository. XML documents can also be loaded into the repository using the FTP, HTTP and WebDAV protocols.

- When a schema-based XML document is loaded into the Oracle XML DB repository Oracle XML DB will automatically recognize the document, shred it and store it in the Default Table defined by the XML Schema.
The following example shows the noNamespaceSchemaLocation attribute being used to identify that a PurchaseOrder XML document is associated with the PurchaseOrder XML Schema.

```xml
  <Reference>EABEL-20030409123336251PDT</Reference>
  <Actions>
    <Action>
    <User>EZLOTKEY</User>
    </Action>
  </Actions>
  <Reject/>
  <Requestor>Ellen S. Abel</Requestor>
  <User>EABEL</User>
  <CostCenter>R20</CostCenter>
  <ShippingInstructions>
    <name>Ellen S. Abel</name>
    <address>300 Oracle Parkway
    Redwood Shores
    CA
    94065
    USA</address>
    <telephone>650 506 7300</telephone>
  </ShippingInstructions>
  <SpecialInstructions>Counter to Counter</SpecialInstructions>
  <LineItems>
    <LineItem ItemNumber="1">
      <Description>Samurai 2: Duel at Ichijoji Temple</Description>
      <Part Id="37429125526" UnitPrice="29.95" Quantity="3"/>
    </LineItem>
    <LineItem ItemNumber="2">
      <Description>The Red Shoes</Description>
      <Part Id="37429128220" UnitPrice="39.95" Quantity="4"/>
    </LineItem>
    <LineItem ItemNumber="3">
      <Description>A Night to Remember</Description>
      <Part Id="715515009058" UnitPrice="39.95" Quantity="1"/>
    </LineItem>
  </LineItems>
</PurchaseOrder>
```

Figure XV. A XML Document with noNamespaceSchemaLocation tag
The next two screen shots show Windows Explorer™ being used to load content into an XMLType table. In this example the documents are loaded by copying an entire directory tree from the local hard drive into the Oracle XML DB repository. Each of the documents in the folder hierarchy includes the noNamespaceSchemaLocation attribute that allows Oracle XML DB to determine which table will be used to store the contents of the document.

Figure XVI. File Copy Operation in progress
The sequence of events that takes place here is as follows:

- The user selects a directory tree and drops it into the Oracle XML DB repository.
- The WebDAV client, in this case Windows explorer, generates a series of MKDIR and PUT commands that will copy the contents of the selected directory from the local hard drive into the Oracle XML DB repository.
- The client attempts to create the first directory or upload the first file.
- The Oracle XML DB repository requests authentication from the client. Since the client does not have access the required token, the user is prompted for the appropriate username and password.
- The user and password are authenticated using Database LDAP based authentication.
- Oracle XML DB recognizes that the files being transferred are XML files. It then looks at the root element of each document to see if it is associated with a known (registered) XML Schema.
- Since the file is based on a known XML Schema the meta data for the XML Schema is loaded from the XML Schema cache.
- The document is parsed and decomposed into a set the SQL Objects that were derived from the XML Schema.
- The SQL Objects created from the XML file are stored in the default table that was generated when the XML Schema was registered with the database.
- A resource document is created for each document stored in the default table. This allows the content of the document to be accessed using the Oracle XML DB repository.
- Each file operation is considered to be an atomic operation.
**Adding Database Integrity to XML Data**

XML Schema is a very powerful language. However, there are some simple data management concepts that are not addressed in the current version of the XML Schema standard. These include the ability to define that the value of an element or attribute must be unique across a set of XML documents (a `UNIQUE` constraint), or that the value of an element or attribute must exist in some data source outside of the current document (a `FOREIGN KEY` constraint).

Oracle XML DB allows database-enforced integrity to be applied to XML content. The mechanisms used to enforce integrity on XML are the same as the mechanisms that are used to enforce integrity on conventional relational data. Simple rules, like uniqueness and foreign-key relationships, are enforced by specifying constraints. More complex rules are enforced by specifying database triggers.

The following screen shot shows how constraints and triggers can be used to enforce a set of business rules associated with the PurchaseOrder documents.

![Oracle SQL*Plus Screenshot](image)

**Figure XVII. Applying Database Integrity Constraints and Triggers to an XMLType table.**
**KEY POINTS:**

- The unique constraint `REFERENCE_IS_UNIQUE` will enforce the rule that the value of the node `/PurchaseOrder/Reference/text()` is unique across all documents stored in the `PURCHASEORDER` table.

- The foreign key constraint `USER_IS_VALID` will enforce the rule that the value of the node `/PurchaseOrder/User/text()` corresponds to one of the values in the `EMAIL` column in the `EMPLOYEES` table in the `HR` schema.

- The trigger `VALIDATE_PURCHASEORDER` will enforce the rule that the PurchaseOrder document must be in full compliance with the XML Schema associated with the XML document. By default, performs a simple 'lax' validation of the incoming XML Document which ensures that mandatory information is present and that there are no unexpected elements or attributes in the document. In order to enforce a full schema validation, the `schemaValidate()` method has to be called on the XMLType.

Performing a full XML Schema validation is a fairly expensive process. This design allows the developer to determine if a full validation is required. If the developer is sure that the XML is always valid, they can avoid overhead of performing a full validation on the incoming XML document. If the developer is not sure about the validity of the XML, a simple trigger is all that is required to enforce a full validation.

- In the current release of Oracle XML DB it is necessary to define a constraint in terms of attributes of the associated SQL type. The SQL keyword `object_value` is used to refer to the content of row in an XMLType table from within a trigger.
The following screen shots show what happens when an attempt is made to load an XML document that does not conform to the constraints that have been defined for the PURCHASEORDER table. In this example case, the XML document is a valid XML document according to the XML Schema. However, the value of the node `/PurchaseOrder/Reference/text()` is a duplicate of one of the documents that has already been loaded into Oracle XML DB.

![Duplicate Reference](image)

**KEY POINTS:**
- Since there already is a document in the database that contains a reference element with the same value, the constraint `REFERENCE_IS_UNIQUE` is violated. Since the unique key constraint is violated the ftp ‘put’ operation fails.
In the second case, the XML document is a valid XML document according to the XML Schema. However the node `/PurchaseOrder/User/text()` contains the value 'HACKER'.

**Figure XIX. Violating a Foreign Key Constraint via FTP**

> **KEY POINTS:**
> - Since the value “HACKER” does not appear in the `EMAIL` column of the `EMPLOYEES` table, the constraint `USER_IS_VALID` is violated. Since the foreign key constraint is violated the ftp 'put' operation fails.
In the final case, the XML document is not a valid XML document according to the XML Schema. The XML Schema defines a minimum length of 18 characters for the node `/PurchaseOrder/Reference/text()`. In this document the node contains the value "SBELL-20031009", which is only 15 characters long.
**Key Points:**

- The full XML Schema validation performed by the `VALIDATE_PURCHASEORDER` trigger catches the fact that the document is not valid according to the XML Schema. Since the trigger returns an error, the ftp ‘put’ operation fails and the document is not uploaded. Without the trigger the document would pass the default ‘lax’ validation performed when a document is loaded into an XMLType table.

- When a document is being uploaded via a protocol, Oracle XML DB always provides the client with the full SQL Error Stack. How the error is interpreted and reported to the user is determined by the error handling built into the client application. Some clients will report the error returned by Oracle XML DB, while others will simply report a generic error message.

The above examples demonstrate two key features of Oracle XML DB. First, Oracle XML DB makes it possible to implement database enforced business rules on XML Content, in addition to those rules that can be specified using the constructs of XML Schema. Second, the database will enforce these business rules regardless of whether XML is inserted directly into a table, or uploaded using a protocol.
QUERYING AND INDEXING XML WITH ORACLE XML DB

QUERYING XML

Oracle XML DB defines a set of operations that make it possible to query XML content in a very efficient manner. These operations are implemented as a set of methods on the XMLType data-type and as a set of functions that are defined in the SQL/XML standard.

The following screen shot shows some simple, XPath-based queries:

![Oracle SQL Plus](image)

Figure XXI. Simple SQL queries against XML content

KEY POINTS:

- The first query finds the number of PurchaseOrder documents stored into the Oracle XML DB repository. Since each PurchaseOrder document is stored as a row in the default table defined by the PurchaseOrder XML Schema, the number of documents can be found by counting the number of rows in the `PURCHASEORDER` table.

- The second query uses a simple XPath expression and the `existsnode()` operator to find the number of PurchaseOrder documents where the value of the node `/PurchaseOrder/User/text()` contains the value "SBELL".

```sql
SQL> select count(*) from PURCHASEORDER
    2          133

SQL> select count(*) from purchaseorder
    2 where existsNode('object_value,'/PurchaseOrder/User="SBELL") = 1
    3          13

SQL> }
```
The following screen shot shows a query that returns an entire document based on the value of the node `/PurchaseOrder/Reference/text()`.

**Figure XXII. retrieving the entire XML content**

**KEY POINTS:**
- The object_value operator returns the entire contents of the XML Document. It is used when accessing the content of a row in an XMLElement table.
The previous queries operated on the values of the text nodes associated with elements that are direct descendents of the root node of the XML document. The following query shows how Oracle XML DB can perform queries against collections, and nodes that are inside collections.

```
SQL> select count(*)
2  from purchaseorder,
3  table (xmlsequence(extract(object_value,'/PurchaseOrder/LineItems/LineItem'))) l
4  /  
COUNT(*)  
----------
  2236

SQL> select extractValue(object_value,'/PurchaseOrder/Reference') "Reference"
2  from purchaseorder
3  where existsNode
4  [object_value,
5  '/PurchaseOrder/LineItems/LineItem[ItemNumber="1"]/Part[PartID="715515880858"]';
6  ] = 1
7  /  
Reference  
---------------------------------------------
SHELL-2080889123686801PT1

SQL> select extractValue(value(0),'/Description')
2  from purchaseorder,
3  table (xmlsequence(extract(object_value,'/PurchaseOrder/LineItems/LineItem/Description'))) d
4  where existsNode
5  [object_value,
6  '/PurchaseOrder[Reference="SHELL-2080889123686801PT1"]';
7  ] = 1
8  /  
EXTRACTVALUE(VALUETYPE(0),'/DESCRIPTION')
---------------------------------------------------------------------
A Night to Remember
The Unbearable Lightness of Being
Sisters
SQL>
```

**KEY POINTS:**
- The first query counts the number of LineItem elements in all of the PurchaseOrder documents.

The first step is to use the `extract()` operator to get the set of LineItem elements from each PurchaseOrder document. The result of using the `extract()` operator on a PurchaseOrder document will be an XML Fragment containing the set of LineItem elements contained in that document.
The next step is to use the `xmlsequence()` operator to generate a VARRAY of XMLType objects from the XMLType objects containing the fragments returned by the `extract()` operator. Each XMLType will contain a single LineItem element. There will be one member of the VARRAY for each LineItem element contained in the fragment.

The next step is to use the SQL `table()` operator to create a virtual table from the set of XMLType object contained in the VARRAYs generated by the `xmlsequence()` operator. This means that the virtual table will contain one row for each LineItem element in the set of XML documents processed by the `extract()` operator.

The last step is to obtain the required result by counting the number of rows in the virtual table.

- There is a correlated join between the set of documents in the `PURCHASEORDER` table and the result set generated by the `extract()` operator. This means that the set of LineItem elements from each document will only be processed once by the `xmlsequence()` operator.

- The second query demonstrates that Oracle XML DB can evaluate complex XPath expressions that reference nodes inside a collection. In this example the `extractvalue()` operator is used to find the value of the node `/PurchaseOrder/Reference/text()` in documents that contain a `/PurchaseOrder/LineItems/LineItem` element where the value of the `ItemNumber` attribute is `'1'` and the value of the `Id` attribute for the associated `Part` element is `'75515009058'`.

- The third query demonstrates that Oracle XML DB allows normal SQL operations to be performed on the contents of a collection. In this case a virtual table is created from the elements identified by the XPath expression `/PurchaseOrder/LineItems/LineItem/Description`. Operations can then be performed directly on each element, as if they were rows in an XMLType table.
**QUERY PLAN ANALYSIS**

Oracle XML DB delivers high performance execution of queries over XML content. This is possible only if the query plans chosen are able to make use of appropriate indexes. This means that it is extremely important for application developers to analyze their queries and ensure that the query plan chosen is an optimal one. Fortunately, XPath-Rewrite makes it possible to generate conventional query plans for queries that use XPath expressions to query XML content.

The following screen shot shows the output generated by the Explain Plan statement for the query “select PurchaseOrder documents where the value of the node /PurchaseOrder/Reference/text() is ‘SBELL-2003030912333601PDT’”.

![Figure XXIV. Simple Explain plan for existsnode() query](image)
**Key Points:**

- The query will be resolved using the unique index `REFERENCE_IS_UNIQUE`. The index was created as a result of adding the unique constraint on `/PurchaseOrder/Reference/text()` to the `PURCHASEORDER` table. Using this index will ensure the fastest possible response time for this kind of query.

- Query-Write converts the XPath expression into a SQL expression. This allows the database optimizer to determine that the index used to enforce uniqueness can also be used to resolve the XPath expression.

- An implicit filter is added to the query. This filter uses the `sys_checkacl()` operator to enforce ACL based security using Row Level Security Policies that are generated from the ACL.
The next screen shot shows the results generated by the Explain Plan statement for the query "count the number of PurchaseOrder documents where the value of the node /PurchaseOrder/User/text() is SBELL".

Figure XXV. Simple Explain plan for existsnode() query

**KEY POINTS:**

- The query plan shows that the query will be resolved by performing a full table scan of the PURCHASEORDER table.
- This plan may be acceptable when there are only a few hundred documents in the table, but would be unacceptable if there are thousands or even millions of documents in the table.
The final screen shot shows the results generated by the Explain Plan statement for the query “find the value of the node /PurchaseOrder/Reference/text() in documents that contain a /PurchaseOrder/LineItems/LineItem element where the value of ItemNumber attribute is ‘1’ and the value of the Id attribute for the associated Part element is ‘75515009058’.”

Figure XXVI. Simple Explain plan for existsnode() operation on collection
**KEY POINTS:**

- In this example the LineItem elements are stored in an Index Organized Table (IOT). There is an automatic foreign key relationship between the IOT containing the set of LineItem elements and the PURCHASEORDER Table.

- The query plan shows that the query will be resolved by performing a full table scan of the IOT containing the LineItem elements. It will then use the foreign key value to join back to the PURCHASEORDER table to get the value of the node /PurchaseOrder/Reference/text().

- This plan may be acceptable when there are only a few hundred documents in the table, but would be unacceptable if there 1000’s or 1,000,000’s of documents in the table.
INDEXING XML CONTENT

In a conventional relational database the standard way to ensure query response time is to create indexes that allow the query to be resolved in an efficient manner. Oracle XML DB allows the same techniques to be used to ensure optimal response times for queries over XML content.

Three kinds of indexes can be created on XML Content. Conventional B-Tree indexes can be created on XML content that is XML Schema based, and which is stored using structured storage techniques. Functional and Text based indexes can be created on any kind of XML document, regardless of whether or not the content is stored using structured storage.

Oracle XML DB allows XPath expressions to be used when creating indexes on XML content. During the index creation process Oracle XML DB uses XPath-Rewrite to determine whether or not the XPath expressions included in the Create Index statement can be re-written into equivalent Object Relational SQL expressions. If the XPath expression can be restated using Object Relational SQL, then the index is created as a conventional B-Tree index on the underlying SQL objects. If the XPath expression cannot be restated using Object Relational SQL then a functional index is created.

The following screen shot shows the creation of two B-Tree indexes on the PurchaseOrder documents
**KEY POINTS:**

- The first index created is on the node `/PurchaseOrder/User/text()`. The XPath-Rewrite process will use the XML Schema to determine the SQL Object and Attribute that corresponds to this node. The create index will result in a B-Tree index being created on the `PURCHASEORDER` table.

- The second index is a compound index on `/PurchaseOrder/LineItems/LineItem/@ItemNumber` and `/PurchaseOrder/LineItems/LineItem/Part/@Id`. In the PurchaseOrder XML Schema the LineItem element is allowed to occur multiple times within a single document. Each LineItem element is stored as a separate row in a Nested Table called `LINEITEM_TABLE`. Since a Nested Table is being used to manage the node being indexed the `Create Index` statement has to be specified in terms of an attribute of the Nested Table.
In a relational database application developers are not required to change their application because the indexes on the data change. This is also true for Oracle XML DB.

The following screen shot shows how indexing the node \( /PurchaseOrder/User/text() \) alters the query plan for the query “count the number of PurchaseOrder documents where the value of the node \( /PurchaseOrder/User/text() \) is ‘SBELL’”.

![Oracle SQL*Plus]

---

**KEY POINTS:**

- The query plan shows that the query will be resolved using the `PURCHASEORDERUSER` index.
The following screen shot shows how creating a compound index on the attributes `ItemNumber` and `Part.PARTNO` of the `LINEITEM_TABLE` alters the query plan for a query that references those nodes. This example shows the query plan generated for the query "find the value of the node `/PurchaseOrder/Reference/text()` in documents that contain a `PurchaseOrder/LineItems/LineItem` element where the value of `ItemNumber` attribute is '1' and the value of the `Id` attribute for the associated `Part` element is '75515009058'".

![Query Plan Image]

Figure XXIX. query plan for complex XPath based query, showing correct use of Indexes
**KEY POINTS:**

- The query will be resolved using the compound index *ILINEITEMPARTNUMBER*.

- In both cases the syntax used to define the query has not changed. XPath-Rewrite has allowed the optimizer to analyze the query and determine that the new indexes provide a more efficient way of resolving the queries.

- The XMLType and XPath abstractions make it possible for an application programmer to develop applications independently of the underlying storage technology. Just as with conventional relational applications, creating and dropping indexes makes it possible to tune the performance of an application without having to re-write it.
PATH-BASED ACCESS AND UPDATE OF XML CONTENT

Oracle XML DB provides developers with multiple ways of accessing XML Content. From SQL, a conventional Table / Row metaphor is used to access and update XML content. This approach will be very familiar to SQL programmers who have experience of working with relational database technology.

Content managed by Oracle XML DB can be accessed and updated using a path-based metaphor. This allows a URL to be used when accessing or updating content stored in Oracle XML DB. This approach will appeal to XML developers, who are used to using constructs like URLs and XPath expressions to identify content. Supporting path-based access allows client applications, such as Microsoft Word or XMLSpy to use the FTP, HTTP or WebDAV protocols to access and update content managed by Oracle XML DB.

The following screen shot shows how a standard Web browser, such as Internet Explorer™, can use a URL to access content stored in the Oracle XML DB repository.

![Path-based Access via HTTP and a URL](image)
**KEY POINTS:**

- No additional software is required in order to use a browser to access content stored in Oracle XML DB. The combination of the HTTP protocol server and path-based access mean that, given the appropriate access permissions, a simple HTTP URL is all that is required to access content.

The path-based mechanism for accessing content is also available to the SQL programmer. The XD_BUriType data-type makes it easy to use a path to access the content of a document stored on the Oracle XML DB repository. Oracle XML DB also includes new SQL Operators such as `equals_path()`, which make it possible to perform path-based queries against both the PATH_VIEW and the RESOURCE_VIEW. The DBUriType data-type and related DBUri Servlet allow a path to be used to identify any row in any table via a path.
The following screen shot shows the XDBUriType data-type being used to access content:

```
SQL> select xdbUriType('/home/SCOTT/purchaseOrders/1002/Har/SBELL-20030809123301P0.xml').getXML()
     2     from dual
     3

XDBUriType('/home/SCOTT/purchaseOrders/1002/Har/SBELL-20030809123301P0.xml').getXML()

   <Reference>SBELL-20030809123301P0</Reference>
   <Actions>
      <Action>
         <User>SCOTT</User>
      </Action>
      <Action>
         <User>SHELL</User>
      </Action>
   </Actions>
   <Reject/>
   <Requestor>Sarah J. Dell</Requestor>
   <User>SHELL</User>
   <ContactCenter>590</ContactCenter>
   <ShippingInstructions>
      <name>Sarah J. Dell</name>
      <address>400 Oracle Parkway
               Redwood Shores
               CA 94065</address>
      <telephone>650 506 7400/telephone>
   </ShippingInstructions>
   <SpecialInstructions>Mir Mail</SpecialInstructions>
   <LineItems>
      <LineItem itemNumber="1">
         <Description>Gift to Remember</Description>
         <Part id="775501005204" UnitPrice="29.95" Quality="2"/>
      </LineItem>
      <LineItem itemNumber="2">
         <Description>The Unbearable Lightness Of Being</Description>
         <Part id="874091400122" UnitPrice="29.95" Quality="2"/>
      </LineItem>
      <LineItem itemNumber="3">
         <Description>BBQ Case</Description>
         <Part id="715545011320" UnitPrice="29.95" Quality="4"/>
      </LineItem>
   </LineItems>
</PurchaseOrder>
```

Figure XXXI. Using XDBUriType to access content
Applications can also leverage the path-based metaphor when updating content managed by Oracle XML DB. The following screen shot shows Microsoft Word 2003 using WebDAV to update a row in the \textit{PURCHASEORDER} table by updating a document stored in the Oracle XML DB repository.

\begin{figure}
\includegraphics[width=\textwidth]{update_content_with_word_and_webdav.png}
\caption{Figure XXXII. updating content with Microsoft Word and WebDAV}
\end{figure}
**KEY POINTS:**

- The client sends a URL via the appropriate POST or PUT command and then submits the updated document to Oracle XML DB.

- When Oracle XML DB receives the request it identifies which database objects manage the content associated with the URL, and uses the revised document to update these objects accordingly.

- When working via a protocol, each PUT or POST request is treated as a separate atomic transaction. This means that changes made to a document via a protocol are visible to other users as soon as the request has been processed.

The RESOURCE VIEW and PATH VIEW allow the path-based metaphor to be used when updating content from SQL or PL/SQL. The `updatexml()` operator makes it possible to update the content of an XML document. Two techniques can be used to perform path-based updates of content managed by Oracle XML DB from SQL.

- The first is to use `updatexml()` to update or replace the content of a document by updating the resource associated with the document. The resource is obtained from the RES column in the PATH VIEW or RESOURCE VIEW. Once the resource has been located, the body or content of the document can be accessed or updated via the XPath expression `/Resource/Contents`. This technique has the advantage that it can be used to access or update any kind of content stored in the XML DB repository.

- The second is to use `updatexml()` to directly update the default table which contains the content of the target document. This technique can only be used when updating an XML document that is based on a registered XML Schema. The rows to be updated are identified by joining the PATH VIEW or RESOURCE VIEW and the default table. The join is based on the value of the node `/Resource/XMLRef`.

Since the `updatexml()` operator is now referencing the content of the default table, XPath-Rewrite can be used to map the `updatexml()` operation into a set of updates to the underlying SQL object model. This means that the update will execute many thousands of times faster.
The following screen shot shows the `updatexml()` operator being used to update the content of a row in the default table associated with the PurchaseOrder XML Schema.
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**Figure XXXIII.** updating content using `updatexml()` and `EQUALS_PATH()`

**KEY POINTS:**

- The target row is located by using the `equals_path()` operator to search the `RESOURCE_VIEW` for the resource associated with the specified path.

- The resource contains a node `/Resource/XMLRef` which contains a REF to the XMLType object in the default table that contains the content associated with the resource.

- The `updatexml()` operator is used to update the row.

When working from SQL normal transactional behavior is enforced. Multiple `updatexml()` statements can be used within a single logical unit of work. Changes made via `updatexml()` are not visible to other database users until the transaction is committed. At any point rollback can be used to back the set of changes made since the last commit.

When an editor like Microsoft Word updates an XML document stored in Oracle XML DB the database receives an input stream containing the new contents of the document. There is no indication of what has changed in the document. Consequently it is necessary to re-parse the entire document, and update all of the objects that were derived from the original document with the new content.

When `updatexml()` is used to update a schema-based XML document, Oracle XML DB is able to perform a partial-update. XPath-Rewrite is used to translate the `updatexml()` operation into an equivalent SQL statement. The update is performed by directly updating the attributes of underlying objects. This means that an `updatexml()` operation will often execute thousands of times faster than a document based update.
When `updatexml()` is used to update a non-schema-based XML document, Oracle XML DB performs the update by using DOM methods to update the specified nodes and writing the updated DOM back to the underlying CLOB. This means that the `updatexml()` operator is still more efficient than using a XML editor, even with non-schema-based XML.

The following screen shot shows that a simple refresh of the browser is all that is required to see the updated content.

![Figure XXXIV. Using a Web browser to view updated content](image-url)
The **RESOURCE_VIEW** and **PATH_VIEW** provide the SQL programmer the ability to access and update the content of a document stored in the Oracle XML DB repository. A SQL programmer can query and update the meta-data contained in the **RESOURCE_VIEW** and **PATH_VIEW**.

The following screen shot shows some simple queries against the **RESOURCE_VIEW**

![Oracle SQL*Plus](image)

Figure XXXV. Simple Queries against the **RESOURCE_VIEW**
**Key Points:**

- The **RESOURCE_VIEW** contains one entry for each file or folder stored in the XML DB repository. It consists of three columns. **RES** is the XML document that contains the meta-data properties associated with the document. **ANY_PATH** is a valid path that can be used by the current user to access the document. **RESID** is the OID of the underlying row in the underlying table **XDB$RESOURCE**.

- The **PATH_VIEW** contains one entry for each path that can be used to access a file or folder stored in the XML DB repository. It consists of three columns. **RES** is the XML document that contains the meta-data properties associated with the document. **PATH** is the path that can be used by the current user to access the document. **LINK** is the an XML document that contain the link properties for this path to the document. **RESID** is the OID of the underlying row in the underlying table **XDB$RESOURCE**.

- The first query uses the `count()` operator to count the number of objects currently stored in the Oracle XML DB repository. This query will not return the total number of documents stored in the repository, it will return the number of documents that the user issuing the query has read access to.

- The second query uses the `under_path()` operator to restrict a query to a particular tree within the repository. In this example the count(*) operation is being restricted to the number of objects that are in the tree whose root is identified by the path `/home/SCOTT/purchaseOrders`.

The WebDAV Specifications defines the set of meta-data properties that a WebDAV server is expected to maintain for each resource. It also defines that a WebDAV server and a DAV enabled client will exchange meta-data as an XML document. Oracle XML DB maintains the meta-data for each resource as an XML document. This document is compliant with the XML Schema **XDBResource.xsd**.

The resource documents can be accessed, queried and updated just like any other XML stored in Oracle XML DB.
The following screen shot shows the XML representation of the standard set of meta-data properties for the folder /home/SCOTT/purchaseOrders.

```
<Resource xmlns="http://xmlns.oracle.com/xdb/XDBResource.xsd" Hidden="False" Invali d="False" Container="true" CustomWsl="false" VersionHistory="false" StickyRef="true">
  <CreationDate>2004-01-06T23:07:50.850000</CreationDate>
  <ModificationDate>2004-01-06T23:09:05.518000</ModificationDate>
  <DisplayName>purchaseOrders</DisplayName>
  <Language>en-US</Language>
  <CharacterSet>UTF-8</CharacterSet>
  <ContentType>application/octet-stream</ContentType>
  <RefCount>1</RefCount>
  <ACL>
      <Ace>
        <principal>dau:owner</principal>
        <grant>true</grant>
      </Ace>
    </ACL>
  </Owner>
  <Owner>SCOTT</Owner>
  <Creator>SCOTT</Creator>
  <LastModifier>SCOTT</LastModifier>
</Resource>
```

**KEY POINTS:**

- The resource XML contains standard meta-data such as Creation Date, Creator, Owner, Last Modification Date and Display Name.
- This content can be accessed and updated using the SQL/XML operators.
The following screen shot shows the `under_path()` operator and the `PATH_VIEW` being used to find the set of documents in a particular folder.
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```sql
SELECT path FROM PATH_VIEW
WHERE under_path(res,T,'/home/SCOTT/purchaseOrders/2003/Mar') - 1 = 0;
```

Figure XXXVII. Querying the Folder Hierarchy
The following screen shots show some simple queries against the meta-data contained in the RESOURCE_VIEW.

**Figure XXXVIII. Querying the Resource View**

```sql
SQL> select any_path
2  from resource_view r
3  where extractValue(r.res,'/Resource/DisplayName') like '%.xsl'
4 /

ANY_PATH
---------------------------
/home/SCOTT/purchaseOrders/2003/Apr/SBELL-2003040912000431PDT.xmL
/home/SCOTT/purchaseOrders/2003/Apr/SBELL-20030409120336200604.xmL
/home/SCOTT/purchaseOrders/2003/May/SBELL-20030509120337350FDT.xmL
/home/SCOTT/purchaseOrders/2003/Dec/SBELL-200312091203380004PDT.xmL
/home/SCOTT/purchaseOrders/2003/Feb/SBELL-20030209120338501FDT.xmL
/home/SCOTT/purchaseOrders/2003/Jan/SBELL-200301091203385200FDT.xmL
/home/SCOTT/purchaseOrders/2003/Jul/SBELL-200307091203397639PDT.xmL
/home/SCOTT/purchaseOrders/2003/Feb/SBELL-200302091203385200FDT.xmL
/home/SCOTT/purchaseOrders/2003/May/SBELL-200305091203383620FDT.xmL
/home/SCOTT/purchaseOrders/2003/May/SBELL-200305091203383620FDT.xmL
/home/SCOTT/purchaseOrders/2003/Oct/SBELL-200310091203376270PDT.xmL

13 rows selected.
```

**KEY POINTS:**

- The first query finds a path to each XSL style sheet stored in the Oracle XML DB repository. It finds the set of documents by using a SQL 'like' query on the contents of the node `/Resource/DisplayName` to find documents with names that end with the file extension `.xsl`.

- The second query finds the path to all the documents under the folder `/home/SCOTT/purchaseOrders` that starts with `SBELL`. In this case the `under_path()` operator restricts which tree is searched, and the like condition restricts which documents in the tree are returned.
The next screen shot shows a query that performs a join between the default table (that contains the content of a Schema based XML document) and the meta-data associated with the document.

```
SQL> select any_path
  2  from resource_view r, purchaseorder p
  3  where ref(p) = extractValue(res,'/Resource/XMLRef')
  4  and existsNode(object_value, 5
    '/PurchaseOrder/LineItems/LineItem/Part[Id="715515099815"]') - 1
  6

/home/SCOTT/purchaseOrders/2003/May/SMITH-20031109123338154PD1.xml
/home/SCOTT/purchaseOrders/2003/Feb/SMITH-20030209123335741PD1.xml
/home/SCOTT/purchaseOrders/2003/Mar/CJOHNSON-20030309123335851PD1.xml
/home/SCOTT/purchaseOrders/2003/Jan/SKING-20030109123335560PD1.xml
/home/SCOTT/purchaseOrders/2003/Jul/LSMITT-2003070912333722PD1.xml
/home/SCOTT/purchaseOrders/2003/Mar/SBELL-2003030912333688PD1.xml
/home/SCOTT/purchaseOrders/2003/Nov/FOX-20031109123337994PD1.xml
/home/SCOTT/purchaseOrders/2003/Apr/EBELLE-20030409123336283PD1.xml
/home/SCOTT/purchaseOrders/2003/Jan/SBELL-20030109123335280PD1.xml
/home/SCOTT/purchaseOrders/2003/May/SCHEB-20030509123336462PD1.xml
/home/SCOTT/purchaseOrders/2003/Oct/FOX-20031009123337653PD1.xml
/home/SCOTT/purchaseOrders/2003/Sep/SMCINN-20030909123337403PD1.xml
/home/SCOTT/purchaseOrders/2003/Mar/LSMITT-2003030912333661PD1.xml
/home/SCOTT/purchaseOrders/2003/Feb/SMITH-20030209123335659PD1.xml
/home/SCOTT/purchaseOrders/2003/Mar/CDJHNS-20030309123338525PD1.xml
/home/SCOTT/purchaseOrders/2003/Dec/LSMITT-20031209123338535PD1.xml
/home/SCOTT/purchaseOrders/2003/Apr/SBELL-20030409120039431PD1.xml
/home/SCOTT/purchaseOrders/2003/Apr/PLOCKER-2003040912333620394.xml
/home/SCOTT/purchaseOrders/2003/Jan/WJONES-20030609123336802PD1.xml
/home/SCOTT/purchaseOrders/2003/Mar/SBELL-200311091233326PD1.xml

20 rows selected.
```

Figure XXXIX. Joining meta-data and Content
**KEY POINTS:**

- In this example the query on the `PURCHASEORDER` table locates the set of documents that contain an order for the Part whose 'Id' is 75515009058. The results of this query are joined with the `RESOURCE_VIEW`, using the node `/Resource/XMLRef`. The `RESOURCE_VIEW` is then used to obtain a valid path to each of the documents that contained an order for the part.

- The ability to perform joins between the `RESOURCE_VIEW` and the default tables is extremely important as it allows a developer to create queries that include conditions based on both meta-data and content.

- In this example the path returned by the query forms the local part of a URL that can be used to access the document directly from a web browser.

Using conventional relational techniques, path-based queries become very inefficient as the depth of the hierarchy increases. The reason for this is that performing a path-based query in a relational database typically requires a `CONNECT BY` operation. A `CONNECT BY` query is difficult for a traditional relational database to resolve in an efficient manner. Oracle XML DB introduces a new index called the hierarchical index. This index allows the database to resolve a path-based query without using a 'connect by' operation. This means that path-based queries are resolved in an extremely efficient manner.
The following screen shot shows the explain plan output for a path-based query.

**Figure XL. Explain plan for path-based query showing use of Hierarchical Index**

**KEY POINTS:**
- The hierarchical index is used to resolve the path-based query. No connect by processing is required to resolve the query.
- The hierarchical index is implemented as an Oracle domain index. This is the same technique that is used to add support for text indexing and many other advanced index types to the database.
- Oracle Database 10g introduces cost-based optimization of queries on RESOURCE_VIEW and PATH_VIEW, making access to repository content up to 100 times faster than Oracle Database 9i r2.
**Relational Access to XML Content**

Oracle XML DB allows XML content, stored in the database, to be exposed as conventional relational views. This means that tools, applications and programmers who have no understanding of XML, but understand the Oracle database, can work with XML content. The views use the SQL/XML operators and XPath expressions to map nodes in the XML document into columns in the view.

The following screen shot shows the definition of a relational view that will expose the header information contained in a PurchaseOrder document as a conventional relational view.

![Figure XLI. Creating a Simple Relational View over an XML Type Table](image-url)
**KEY POINTS:**

- The view defines the required set of columns. A set of XPath expressions and the `extractvalue()` operator are used to define which node in the document maps to which columns in the view.
- The view appears to be a standard relational view.
- This technique is used when there is a 1:1 relationship between the documents in the XMLType table and the rows in the view.

The following screen shot show how SQL/XML operators to can be used to expose the set of elements in a collection as a set of rows in a relational view.

```
SQL> create or replace view PURCHASEORDER_DETAIL_VIEW
2               (REFERENCE, ITEMNO, DESCRIPTION, PARTNO, QUANTITY, UNITPRICE)
3               as
4               select extractValue(object_value,'/PurchaseOrder/Reference'),
5               extractValue(value(1),'/LineItem/ItemNumber'),
6               extractValue(value(1),'/LineItem/Description'),
7               extractValue(value(1),'/LineItem/Part/PartID'),
8               extractValue(value(1),'/LineItem/Part/Quantity'),
9               extractValue(value(1),'/LineItem/Part/UnitPrice')
10              from PURCHASEORDER,
11              table (xmlsequence(extract(object_value,'/PurchaseOrder/LineItems/LineItem'))) 1
12             /
View created.
```

View created.

```
SQL> describe PURCHASEORDER_DETAIL_VIEW
Name                   Null? Type
----------------------- ----- --------------------------
REFERENCE              YES   VARCHAR2(30 CHAR)
ITEMNO                 YES   NUMBER(38)
DESCRIPTION            YES   VARCHAR2(122)
PARTNO                 YES   VARCHAR2(56)
QUANTITY               YES   NUMBER(12,2)
UNITPRICE              YES   NUMBER(8,4)
```

Figure X.11. creating a simple relational view over a X ML collection
**KEY POINTS:**

- The view looks and behaves like a normal relational view.
- The create view statement defines the required set of columns. The view is based on a virtual table that is created using the SQL `table()`, `xmlsequence()` and `extract()` operators. The virtual table will contain one document for each element in the target collection.
- A set of XPath expressions and the `extractvalue()` operator are used to define which node in the virtual table maps to which column in the view.
- The virtual table is created as follows
  
  The `extract()` operator is used to generate an XML fragment for each document in the `PURCHASEORDER` table. The fragment will contain the set of nodes that match the XPath expression passed to the `extract()` operator. In this case the `extract()` operator will generate an XML fragment that contains the set of LineItem elements present in the original PurchaseOrder document. Each LineItem will appear as a top level node.

  The fragment is passed to the `xmlsequence()` operator. The `xmlsequence()` operator takes the XML fragment and generates a separate row from each top level node in the fragment. Each row will consist of a single XMLType.

  The set of rows generated by the `xmlsequence()` operator are passed to the SQL `table()` operator. The `table()` operator generates a virtual table from the set of rows generated by `xmlsequence()`.

  There is an implicit correlated join between the base table and the argument passed to `extract()` operator. This ensures that the query does not generate a Cartesian product.
The following screen shot shows how the views allow standard relational queries to be executed on XML content.

![Oracle SQL*Plus](image)

**Figure XLIII.** Using a view to perform simple relational queries over XMLType content.

**Key Points:**

- The first query shows a simple query against the master view. The second query shows a query based on a join between the master view and the detail view.

- Since the views look and act like standard relational views they can be queried using standard relational syntax. There is no XML specific syntax in either the query syntax or the generated result set.
The following screen shot shows a simple business intelligence query being executed on XML content.

```
<table>
<thead>
<tr>
<th>PARTNO</th>
<th>No of Orders</th>
<th>No of Copies</th>
</tr>
</thead>
<tbody>
<tr>
<td>715515000058</td>
<td>7</td>
<td>1</td>
</tr>
<tr>
<td>715515000058</td>
<td>6</td>
<td>2</td>
</tr>
<tr>
<td>715515000058</td>
<td>5</td>
<td>3</td>
</tr>
<tr>
<td>715515000058</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td>715515009058</td>
<td>22</td>
<td></td>
</tr>
<tr>
<td>715515009058</td>
<td>4</td>
<td>1</td>
</tr>
<tr>
<td>715515009126</td>
<td>7</td>
<td>3</td>
</tr>
<tr>
<td>715515009126</td>
<td>11</td>
<td>33</td>
</tr>
</tbody>
</table>
```

Figure XLIV. using a relational view to perform complex SQL queries on XML content.

**KEY POINTS:**

- The query performs an analysis of the PurchaseOrder documents to determine the number of copies of each title that are being ordered on each PurchaseOrder. For example, looking at PurchaseOrders that contain an order for part '715515009058', there are 7 PurchaseOrders where 1 copy of the item is ordered and 2 PurchaseOrders where 4 copies of the item are ordered.

- By exposing XML content as relational data Oracle XML DB allows advanced features of the Oracle Database 10g, such as the Business Intelligence and Analytic capabilities, to be applied to XML content. Even though the B.I. features themselves are not XML aware, the XML/SQL duality provided by Oracle XML DB makes it possible for these features to be applied to XML content.
**XML Access to Relational Content**

**SQL/XML Operators**
Oracle XML DB allows XML documents to be generated directly from relational content. Using the SQL/XML operators, developers can create SQL statements which generate a single XML document or a set of XML documents, rather than a conventional tabular result set.

Oracle XML DB also allows the results of a SQL statement that generates one or more XML documents to be persisted as an XMLType view. This makes it possible to use the SQL/XML operators to provide a persistent XML view of relational content.
The following screen shot shows how the contents of the relational tables `DEPARTMENTS`, `EMPLOYEES`, `JOBS`, `LOCATIONS` and `COUNTRIES`, located in the `HR` Schema can be exposed as a set of XML documents. In this case the view will contain one document for each row in the `DEPARTMENTS` table.

![Oracle SQL*Plus](image)

```
SQL> CREATE OR REPLACE VIEW DEPARTMENTS_XML AS
SELECT *
FROM HR.DEPARTMENTS;
```

**Figure XLV**. Using SQL/XML operators to create an XMLType View over relational content
**KEY POINTS:**

- The SQL/XML standard defines a set of operators that allow any shape of XML to be generated from the tabular result set returned by a conventional relational query.

- SQL/XML defines operators that can be used to aggregate the results of sub-queries into XML collections.

- XMLType views allow an XML representation of the relational data to be persisted in the database.

- Oracle Database 10g includes support for XPath re-write over XMLType views created using the SQL/XML operators. This means that the XPath based operators `extract()`, `extractValue()` and `existsNode()` can be used to efficiently query these views.
The following screen shot shows a simple query against an XMLType View. In this case the XPath expression restricts the result set to the node that contains the information related to the Department named “Executive”.

![Figure XLVI. Querying an XML Type using XML metaphors.](image)

**KEY POINTS:**

- The XMLType view allows relational data to be persisted as XML content.
- Rows in an XMLType view can be persisted as documents in the Oracle XML DB repository.
- Rows in an XMLType view can be queried using the SQL/XML operators.
- XPath re-write will translate the queries into the operations on the underlying tables.
The DBUri Servlet

The database-resident DBUri Servlet allows the functionality of the DBUri data-type to be accessed directly from any browser that supports XML. The DBUri Servlet allows a simple URL to be used to view the entire contents of any table in an Oracle database. The contents of the table are returned as a single XML Document. The local part of the URL takes the form of /oradb/HR/DEPTARTMENTS, where oradb is the default virtual root of the DBUri Servlet, HR is the name of the target database schema, and DEPTARTMENTS is the name of the table.

The following screen shot shows the results using the DBUri Servlet to access the contents of the DEPARTMENTS table:

![Figure XLVII. Using the DBUri Servlet to access relational content.](image-url)
**KEY POINTS:**

- Each row in the table becomes a complex element called ROW.
- The ROW element contains one element for each column in the table.
- The set of ROW elements is enclosed in a ROOT whose name is derived from the name of the table.

The URL passed to the **DBUri Servlet** controls the content of the generated XML document. The URL can contain XPath expressions that control the set of rows and columns that are included in the generated XML document. The URL passed to the **DBUri Servlet** can also include parameters that provide control over the features like the name of the root element, or the mime type of content being generated.

The following example shows how a more complex URL can be used to control the output of the **DBUri Servlet**. The complete URL used in this case is

```
http://localhost:8080/oradb/HR/DEPARTMENTS/ROW[LOCATION_ID="2400"%20or%20LOCATION_ID="1800"]/DEPARTMENT_NAME?contenttype=text/xml&rowsettag=DepartmentNames
```

![Figure XLVIII. Using a complex URL to control content and formatting.](image)

**KEY POINTS:**

- The URL uses the XPath notation [LOCATION_ID = "2400" or LOCATION_ID = "1800"] to limit which rows are included in the generated XML document.
- The URL uses the XPath notation ROW[.]//DEPARTMENT_NAME to limit which columns are included in the generated document.
- The URL uses the rowsettag parameter to specify the name of the root element of the generated document.
The **DBUri Servlet** can also be used to access XML content stored in an XMLType table or view. When accessing XML content, the URL can contain XPath notations which control which documents are returned and which nodes are included. In the case of an XMLType, the URL is allowed to reference any node in the document.

The following screen shot shows the **DBUri Servlet** being used to access a row in the **PURCHASEORDER** table.

![Screen Shot of DBUri Servlet Accessing XML Content](Image)

**KEY POINTS:**

- The URL accesses the document as a row in the **PURCHASEORDER** table rather than as a resource in the XML DB repository.
- The generated document will include only documents where the node `/PurchaseOrder/Reference/text()` contains the value specified in the condition.
- The `contenttype` parameter is used to set the mime type of the generated document to `text/xml`. 
XSL Transformation

Oracle XML DB provides support for performing XSL transformations inside the database. Traditionally, since XSL transformation is based on the DOM memory model, XSL transformation has required very large amounts of memory. By performing XSL transformation inside the database, alongside the data, Oracle XML DB is able to use XML specific memory optimization to significantly reduce the amount of memory required to perform the transformation.

The SQL `xmlTransform()` operator provides the SQL programmer with access to the XSL transformation capability. The `xmlTransform()` operator takes two arguments; the first is the XML document to be transformed, the second if the XSL style sheet which defines the transformation. Both parameters are XMLType. The result of the transformation is also expected to be a valid XML document. This means that any HTML generated by the transformation must be XHTML, which is valid XML, as well as valid HTML.

The most efficient way to make a style sheet available to the `xmlTransform()` operator is to store it as a document in the Oracle XML DB repository. The following screen shot shows a standard style sheet stored in the Oracle XML DB repository being accessed from a Web browser.
KEY POINTS:

- The style sheet is an absolutely standard XSL style sheet. There is nothing Oracle XML DB specific about the styles sheet.

- The style sheet is simply stored as non-schema based XML inside the Oracle XML DB repository.
XSL Transformation with the DBUri Servlet

The XML accessed by the DBUri Servlet can be transformed using the XSLT processor built into Oracle XML DB. This allows the XML generated by the DBUri Servlet to be presented in a more user-friendly manner, such as HTML.

Style sheet processing is initiated by adding a transform parameter to the URL passed to the DBUri Servlet. The style sheet is specified using a URI that references a style sheet stored in the database. The style sheet is applied directly to the generated XML before the document is returned to the client. When using the DBUri Servlet to perform XSLT processing, it is good practice to use the content-type parameter to explicitly specify the mime type of the generated output.

The following screen shot shows how an XSL Transformation can be applied to XML content generated by the DBUri Servlet. In this example, the complete URL is

```
http://localhost:8080/oradb/SCOTT/PURCHASEORDER/ROW/PurchaseOrder[Reference="SBELL-2003030912333601PDT"]?contenttype=text/html&transform=/home/SCOTT/poSource/xsl/purchaseOrder.xsl
```

![Figure LI: Database XSL transformation of a PurchaseOrder using the DBUri Servlet.](image)

**Key Points:**

- The URL passed to the DBUri Servlet will retrieve one PurchaseOrder document from the PURCHASEORDER table.

- The DBUri Servlet will apply the style sheet `/home/SCOTT/poSource/xsl/purchaseOrder.xsl` to the PurchaseOrder document before returning the document to the browser. This style sheet will transform the XML into HTML.

- The content-type parameter is used to ensure that the mime type of the generated document is set to text/html.

- The XSLT processing is performed inside the database using the Oracle XML DB XSLT processor.
The following screen shot show how a combination of XMLType views and the DBUri Servlet can be used to simplify the process of exposing relational data as HTML. First a persistent XML representation of the relational content is created by using the SQL/XML operators to create an XMLType view. Next the DBUri Servlet is used to apply an XSL Transformation to the XMLType view, producing HTML that can be viewed directly from a web browser.

![Image](http://localhost:8080/oracle/SCOTT/DEPARTMENT_XML?contenttype=text/html&transfor...)

**Figure LII.D database XSL transformation of relational content using the DBUri Servlet.**

**KEY POINTS:**

- Oracle XML DB makes it possible to expose the content of relational tables as an HTML document without very little code.

- All that was required was a simple XMLType view, based on SQL/XML operators, an industry standard XSL style sheet and the DBUri Servlet.
**SUMMARY**

Oracle XML DB adds native support for the emerging XML standards to the popular Oracle database, brings SQL and XML processing together, and introduces a number of innovations needed for efficient storage and retrieval of XML.

More information on XML DB can be found at the following Locations:

The Oracle Technology Network (OTN) page forXML DB:
http://otn.oracle.com/tech/xml/xmldb/content.html

The Oracle Technology Network (OTN) page for XML:
http://otn.oracle.com/tech/xml/content.html

The Oracle Documentation, in the book titled *XML Database Developer's Guide - Oracle XML DB.*