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Audience

Preface

This Preface contains these topics:
= Audience

= Documentation Accessibility
= Related Documents

s Conventions

Oracle Fusion Middleware Language Reference Guide for Oracle Business Rules is
intended for application developers and Oracle Application Server administrators
who perform the following tasks:

= Develop rule enabled applications
= Debug rule enabled applications
= Deploy and Administer rule enabled applications.

= Develop rulesets for those who prefer a technical language environment instead of
the Oracle Business Rules Rule Author graphical environment for rule authoring.

= Need to use Oracle Business Rules RL Language advanced features that are not
available in the Oracle Business Rules Rule Author environment.

To use this document, you need to be familiar with the Java programming language.

Documentation Accessibility

Our goal is to make Oracle products, services, and supporting documentation
accessible to all users, including users that are disabled. To that end, our
documentation includes features that make information available to users of assistive
technology. This documentation is available in HTML format, and contains markup to
facilitate access by the disabled community. Accessibility standards will continue to
evolve over time, and Oracle is actively engaged with other market-leading
technology vendors to address technical obstacles so that our documentation can be
accessible to all of our customers. For more information, visit the Oracle Accessibility
Program Web site at http: //www.oracle.com/accessibility/.

Accessibility of Code Examples in Documentation

Screen readers may not always correctly read the code examples in this document. The
conventions for writing code require that closing braces should appear on an

vii



otherwise empty line; however, some screen readers may not always read a line of text
that consists solely of a bracket or brace.

Accessibility of Links to External Web Sites in Documentation

This documentation may contain links to Web sites of other companies or
organizations that Oracle does not own or control. Oracle neither evaluates nor makes
any representations regarding the accessibility of these Web sites.

Deaf/Hard of Hearing Access to Oracle Support Services

To reach Oracle Support Services, use a telecommunications relay service (TRS) to call
Oracle Support at 1.800.223.1711. An Oracle Support Services engineer will handle
technical issues and provide customer support according to the Oracle service request
process. Information about TRS is available at
http://www.fcc.gov/cgb/consumerfacts/trs.html, and a list of phone
numbers is available at http: //www. fcc.gov/cgb/dro/trsphonebk.html.

Related Documents
Printed documentation is available for sale in the Oracle Store at

http://oraclestore.oracle.com/

To download free release notes, installation documentation, white papers, or other
collateral, please visit the Oracle Technology Network (OTN). You must register
online before using OTN; registration is free and can be done at

http://www.oracle.com/technology/membership/index.html

If you already have a username and password for OTN, then you can go directly to the
documentation section of the OTN Web site at

http://www.oracle.com/technology/documentation/index.html

Conventions

This section describes the conventions used in the text and code examples of this
documentation set. It describes:

s Conventions in Text

= RL Language Backus-Naur Form Grammar Rules

Conventions in Text

Convention Meaning

boldface Boldface type indicates graphical user interface elements associated
with an action, or terms defined in text or the glossary.

italic Italic type indicates book titles, emphasis, or placeholder variables for
which you supply particular values.

monospace Monospace type indicates commands within a paragraph, URLs, code
in examples, text that appears on the screen, or text that you enter.
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RL Language Backus-Naur Form Grammar Rules

Each RL Language command in the guide is shown in a format description that
consists of a variant of Backus-Naur Form (BNF) that includes the symbols and
conventions in the following table.

Symbol or

Convention Meaning

[] Brackets enclose optional items.

{} Braces enclose items only one of which is required.

| A vertical bar separates alternatives within brackets or braces.

* A star indicates that an element can be repeated.

delimiters Delimiters other than brackets, braces, vertical bars, stars, and ellipses
must be entered as shown.

boldface Words appearing in boldface are keywords. They must be typed as
shown.
(Keywords are case-sensitive in some, but not all, operating systems.)
Words that are not in boldface are placeholders for which you must
substitute a name or value

underline When on the left side of a production ( : : = ) indicates a definition for a
non-terminal symbol.

underline When found on the right side of a production, ::= ,alink, whichisa

italic text

non-terminal symbol, links to the definition for the non-terminal
symbol.

Semantic information about non-terminals, such as the required data
type for an expression or a descriptive tag used in following discussion,
is in italics.
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Rules Programming Concepts

This chapter introduces Oracle Business Rules RL Language (RL Language) concepts.
This chapter includes the following sections:

= Section 1.1, "Starting the Oracle Business Rules RL Language Command-Line"
»  Section 1.2, "Introducing Rules and Rulesets"

= Section 1.3, "Introducing Facts and RL Language Classes"

= Section 1.4, "Understanding and Controlling Rule Firing"

= Section 1.5, "Using Effective Dates"

= Section 1.6, "Integrating RL Language Programs with Java Programs"

= Section 1.7, "Using Decision Tracing"

= Section 1.8, "Building a Coin Counter Rules Program"

Rules Programming Concepts 1-1



Starting the Oracle Business Rules RL Language Command-Line

1.1 Starting the Oracle Business Rules RL Language Command-Line

The Oracle Business Rules environment is implemented in a JVM or in a J2EE
container by the classes supplied with r1. jar. Start the RL Language command-line
interface using the following command:

java -jar SORACLE_HOME/soa/modules/oracle.rules_11.1.1/rl.jar -p "RL> "

Where ORACLE_HOME is where SOA modules are installed (for example,
c:/Oracle/Middleware). The —p option specifies the prompt.

The RL Language command-line interface provides access to an Oracle Business Rules
RuleSession. The RuleSession is the API that allows Java programmers to access the RL
Language in a Java application (the command-line interface uses a RuleSession
internally).

You can run the program in Example 1-1 using the command-line interface by
entering the text shown at the RL> prompt.

Example 1-1 Using the Command-Line Interface

RL> println(l + 2);

3

RL> final int low = -10;

RL> final int high = 10;

RL> println(low + high * high);
90

RL> exit;

See Also:

s Chapter 3, "Using the Command-line Interface" for more details
and for a list of command-line options

s Chapter 4, "Using a RuleSession" for details on Oracle Business
Rules RuleSession API

1.2 Introducing Rules and Rulesets

An RL Language ruleset provides a namespace, similar to a Java package, for RL
classes, functions, and rules. In addition, you can use rulesets to partially order rule
firing. A ruleset may contain executable actions, may include or contain other rulesets,
and may import Java classes and packages.

An RL Language rule consists of rule conditions, also called fact-set-conditions, and an
action-block or list of actions. Rules follow an if-then structure with rule conditions
followed by rule actions.

Example 1-2 shows a program that prints, "Hello World." This example demonstrates
a program that contains a single top-level action in the default ruleset (named main).
Example 1-2 contains only an action, and does not define a rule, so the action executes
immediately at the command-line.

Example 1-2 Hello World Programming Example

RL> println("Hello World");
Hello World
RL>

1-2 Oracle Fusion Middleware Language Reference Guide for Oracle Business Rules



Introducing Facts and RL Language Classes

See Also: Understanding and Controlling Rule Firing on page 1-6
for details on rule firing

1.2.1 Rule Conditions

A rule condition is a component of a rule that is composed of conditional expressions
that refer to facts.

In the following example the conditional expression refers to a fact (Driver instance
d1), followed by a test that the fact's data member, age, is less than 16.

if (fact Driver dl && dl.age < 16)

Example 1-3 shows the complete rule, written in RL Language (the rule includes a rule
condition and a rule action).

The Oracle Rules Engine activates a rule whenever there is a combination of facts that
makes the rule’s conditional expression true. In some respects, a rule condition is like a
query over the available facts in the Oracle Rules Engine, and for every row that
returns from the query, the rule activates.

Note: Rule activation is different from rule firing. For more
information, see Section 1.4, "Understanding and Controlling Rule
Firing".

Example 1-3 Defining a Driver Age Rule

RL> rule driverAge({
if (fact Driver dl && dl.age < 16)
{
println("Invalid Driver");

}

1.2.2 Rule Actions

A rule action is activated if all of the rule conditions are satisfied. There are several
kinds of actions that a rule’s action-block might perform. For example, an action in the
rule’s action-block can add new facts by calling the assert function or remove facts by
calling the retract function. An action can also execute a Java method or perform an RL
Language function (Example 1-3 uses the print1n function). Using actions, you can
call functions that perform a desired task associated with a pattern match.

1.3 Introducing Facts and RL Language Classes
This section describes Oracle Business Rules facts and includes the following sections:
= What Are Facts?
= Adding Facts to Working Memory with Assert
s  Using RL Language Classes as Facts

= Using Java Classes as Facts

Rules Programming Concepts 1-3



Introducing Facts and RL Language Classes

1.3.1 What Are Facts?

Oracle Business Rules facts are asserted objects. For Java objects, a fact is a shallow
copy of the object, meaning that each property is cloned, if possible, and if not, then
the fact is a copy of the Java object reference.

In RL Language, a Java object is an instance of a Java class and an RL Object is an
instance of an RL Language class. You can use Java classes in the classpath or you can
define and use RL Language classes in a ruleset. You can also declare additional
properties that are associated with the existing properties or methods of a Java class
using a fact class declaration. You can hide properties of a Java class that are not
needed in facts using a fact class declaration.

An RL Language class is similar to a Java Bean without methods. An RL class contains
set of named properties. Each property has a type that is either an RL class, a Java
object, or a primitive type.

Using Oracle Business Rules, you typically use Java classes, including JAXB generated
classes that support the use of XML, to create rules that examine the business objects in
a rule enabled application, or to return results to the application. You typically use RL
classes to create intermediate facts that can trigger other rules in the Oracle Rules
Engine.

1.3.2 Adding Facts to Working Memory with Assert

Oracle Business Rules uses working memory to contain facts (facts do not exist outside
of working memory). A RuleSession contains the working memory.

A fact in RL Language is an asserted instance of a class. Example 1-4 shows the assert
function that adds an instance of the RL class enterRoom as a fact to working
memory. A class that is the basis for asserted facts may be defined in Java or in RL
Language.

In Example 14 the sayHello rule matches facts of type enterRoom, and for each
such fact, prints a message. The action new, shown in the assert function, creates an
instance of the enterRoom class.

In Example 14 the run function fires the sayHello rule.

Note: The RL Language new keyword extends the Java new
functionality with the capability to specify initial values for properties.

Example 1-4 Matching a Fact Defined by an RL Language Class

RL> class enterRoom { String who; }
RL> assert(new enterRoom(who: "Bob"));
RL> rule sayHello {
if ( fact enterRoom ) {
println("Hello " + enterRoom.who) ;
}
}
RL> run();
Hello Bob
RL>

See Also: "Understanding and Controlling Rule Firing" on page 1-6
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Introducing Facts and RL Language Classes

1.3.3 Using RL Language Classes as Facts

You can use RL Language classes in a rules program to supplement a Java
application's object model, without having to change the application code for the Java
application that supplies Java Objects.

Example 1-5 shows the goldCust rule uses a Java class containing customer data,
cust; the rule’s action asserts an instance of the GoldCustomer RL class,
representing a customer that spends more than 500 dollars in a three month period.
The Java Customer class includes a method SpentInLastMonths that is supplied
an integer representing a number of months of customer data to add.

Example 1-5 goldCust Rule

rule goldCust {
if (fact Customer cust && cust.SpentInLastMonths(3) > 500 ){
assert (new GoldCustomer (cust: cust))

i

}
}

Example 1-6 shows the goldDiscount rule uses the RL fact GoldCustomer to infer
that if a customer spent $500 within the past 3 months, then the customer is eligible for
a 10% discount.

Example 1-6 goldDiscount Rule

rule goldDiscount {
if (fact Order ord & fact GoldCustomer (cust: ord.customer) )
{
ord.discount = 0.1;
assert (ord) ;

}

Example 1-7 shows the declaration for the GoldCustomer RL class (this assumes that
you also have the Customer class available in the classpath).

Example 1-7 Declaring an RL Language Class

class GoldCustomer {
Customer cust;

}

See Also: "Adding Facts to Working Memory with Assert" on
page 1-4

1.3.4 Using Java Classes as Facts

You can use asserted Java objects as facts in an RL Language program. You are not
required to explicitly define or declare the Java classes. However, you must include the
Java classes in the classpath when you run the program. This lets you use the Java
classes in rules, and allows a rules program to access and use the public attributes,
public methods, and bean properties defined in the Java class (bean properties are
preferable for some applications because the Oracle Rules Engine can detect that a Java
object supports PropertyChangeListener; in this case it uses that mechanism to be
notified when the object changes).

In addition, Fact class declarations can fine tune the properties available to use in an
RL program, and may be required for certain multiple inheritance situations.
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Understanding and Controlling Rule Firing

When you work with Java classes, using the import statement lets you omit the
package name (see Example 1-8).

Example 1-8 Sample Java Fact with Import

ruleset main
{
import example.Person;
import java.util.*;
rule hasNickNames
{
if (fact Person p && ! p.nicknames.isEmpty () )
{
// accessing properties as fields:
println(p.firstName + " " + p.lastName + " has nicknames:");
Iterator i = p.nicknames.iterator();
while (i.hasNext())
{
println(i.next());

}

See Also:
s "Fact Class Declarations" on page 2-21

s "Import Statement" on page 2-25

1.4 Understanding and Controlling Rule Firing
This section covers the following topics:
= Rule Activation and the Agenda
= Watching Facts, Rules, and Rule Activations

s Ordering Rule Firing

1.4.1 Rule Activation and the Agenda

The Oracle Rules Engine matches facts against the rule conditions (fact-set-conditions)
of all rules as the state of working memory changes. The Oracle Rules Engine only
checks for matches when the state of working memory changes, typically when a fact
is asserted or retracted. A group of facts that makes a given rule condition true is
called a fact set row. A fact set is a collection of all the fact set rows for a given rule. Thus
a fact set consists of the facts that match the rule conditions for a rule. For each fact set
row in a fact set, an activation, consisting of a fact set row and a reference to the rule is
added to the agenda (the agenda contains the complete list of activations).

Figure 1-1 shows a RuleSession with an agenda containing activations in working
memory.

1-6 Oracle Fusion Middleware Language Reference Guide for Oracle Business Rules



Understanding and Controlling Rule Firing

Figure 1-1 RuleSession with Working Memory and the Agenda Containing Activations

JVm
RuleSession
Java Working Memory
Objects
Agenda
J J Activation
J Facts Activation
J F 3 Activation
3 Activation
F Activation
b
I Activation
Assert

The run, runUntilHalt, and step functions execute the activations on the agenda, that
is, these commands fire the rules (use the step command to fire a specified number of
activations).

Rules fire when the Oracle Rules Engine removes activations, by popping the
activations off the agenda and performing the rule's actions.

The Oracle Rules Engine may remove activations without firing a rule if the rule
conditions are no longer satisfied. For example, if the facts change or the rule is cleared
then activations may be removed without firing. Further, the Oracle Rules Engine
removes activations from the agenda when the facts referenced in a fact set row are
modified or the facts are retracted, such that they no longer match a rule condition
(and this can also happen in cases where new facts are asserted, when the ! operator

applies).
Note the following concerning rule activations:

1. Activations are created, and thus rules fire only when facts are asserted, modified,
or retracted (otherwise, the rules would fire continuously).

2. If arule asserts a fact that is mentioned in the rule condition, and the rule
condition is still true, then a new activation is added back to the agenda and the
rule fires again (in this case the rule would fire continuously). This behavior is
often a bug.

3. The actions associated with a rule firing can change the set of activations on the
agenda, by modifying facts, asserting facts, or retracting facts, and this can change
the next rule to fire.

4. Rules fire sequentially, not in parallel.

See Also: Ordering Rule Firing on page 1-9

1.4.2 Watching Facts, Rules, and Rule Activations

You can use the functions watchActivations, watchFacts, watchRules, and
showFacts to help write and debug RL Language programs.

This section covers the following topics:
= Watching and Showing Facts in Working Memory
= Watching Activations and Rule Firing
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1.4.2.1 Watching and Showing Facts in Working Memory

Example 1-9 shows the watchFacts function that prints information about facts
entering and leaving working memory.

As shown in Example 1-9, the watchFacts function prints ==> when a fact is
asserted. Each fact is assigned a short identifier, beginning with £-, so that the fact
may be referenced. For example, activations include a reference to the facts that are

passed to the rule actions.

In Example 1-9, notice that the program uses the default ruleset main. This ruleset

contains the enterRoom class.

Example 1-9 Using watchFacts with enterRoom Facts

RL> watchFacts();
RL>
RL> assert (new enterRoom(who:

==> f-1 main.enterRoom(who :
RL> assert(new enterRoom(who:

==> f-2 main.enterRoom(who :
RL> assert (new enterRoom(who:

==> f-3 main.enterRoom(who :
RL>

class enterRoom {String who;}

"Rahul"));
"Rahul")
"Kathy"));
"Kathy")
)
)

)

n Tom n ) ;
"Tom"

You can use showFacts to show the current facts in working memory. Example 1-10
shows that the Oracle Rules Engine asserts the initial-fact, £-0 (the Oracle Rules
Engine uses this fact internally).

Example 1-10 Show Facts in Working Memory

RL> showFacts() ;

-0 initial-fact()
£f-1 main.enterRoom(who : "Rahul")
f-2 main.enterRoom(who : "Kathy")
f-3 main.enterRoom(who : "Tom")

t

For a total of 4 facts.

Use retract to remove facts from working memory, as shown in Example 1-11. When
watchFacts is enabled, the Oracle Rules Engine prints <== when a fact is retracted.

Example 1-11 Retracting Facts from Working Memory

RL> watchFacts();
RL> retract (object(2));

<== f-2 main.enterRoom(who : "Kathy")
RL> showFacts() ;

£-0 initial-fact ()

f-1 main.enterRoom(who : "Rahul")
f£-3 main.enterRoom(who : "Tom")

For a total of 3 facts.

1.4.2.2 Watching Activations and Rule Firing

The watchActivations function monitors the Oracle Rules Engine and prints
information about rule activations entering and leaving the agenda. The watchRules
function prints information about rules firing.

Example 1-12 shows how run causes the activations to fire. Notice that Rahul is
greeted last even though he entered the room first (this is due to the firing order).
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Note: Activations may be removed from the agenda before they are
fired if their associated facts no longer make the condition true.

Example 1-12 Using WatchActivations and WatchRules

RL> clear;
RL> class enterRoom {String who;}
RL> assert (new enterRoom(who: "Rahul"));
RL> assert (new enterRoom(who: "Kathy"));
RL> assert(new enterRoom(who: "Tom"));
RL> watchActivations();
RL> rule sayHello {
if (fact enterRoom) {

println("Hello " + enterRoom.who) ;

}

==> Activation: main.sayHello :
==> Activation: main.sayHello :
==> Activation: main.sayHello :
RL> watchRules();

RL> run();

Fire 1 main.sayHello f-3

Hello Tom

Fire 2 main.sayHello f-2

Hello Kathy

Fire 3 main.sayHello f-1

Hello Rahul

RL>

H Hh Fh
I
w N -

1.4.3 Ordering Rule Firing

To understand the ordering algorithm for firing rule activations on the agenda, we
introduce the ruleset stack. Each RuleSession includes one ruleset stack. The
RuleSession’s ruleset stack contains the top of the stack, called the focus ruleset, and
any non focus rulesets that are also on the ruleset stack. You place additional rulesets
on the ruleset stack using either the pushRuleset or setRulesetStack built-in functions.
You can manage the rulesets on the ruleset stack with the clearRulesetStack,
popRuleset, and setRulesetStack functions. In this case, the focus of the ruleset stack is
the current top ruleset in the ruleset stack (see Example 1-13).

Example 1-13 Ruleset Stack - Picture
RuleSet Stack

Focus Ruleset --> Top_Ruleset
Next_down_Ruleset
Lower_Ruleset
Bottom_Ruleset

When activations are on the agenda, the Oracle Rules Engine fires rules when run,
runUntilHalt, or step executes. The Oracle Rules Engine sequentially selects a rule
activation from all of the activations on the agenda, using the following ordering
algorithm:

1. The Oracle Rules Engine selects all the rule activations for the focus ruleset, that is
the ruleset at the top of the ruleset stack (see the pushRuleset and setRulesetStack
built-in functions).
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2. Within the set of activations associated with the focus ruleset, rule priority
specifies the firing order, with the higher priority rule activations selected to be
fired ahead of lower priority rule activations (the default priority level is 0).

3. Within the set of rule activations of the same priority, within the focus ruleset, the
most recently added rule activation is the next rule to fire. However, note that in
some cases multiple activations may be added to the agenda at the same time, the
ordering for such activations is not defined.

4. When all of the rule activations in the current focus fire, the Oracle Rules Engine
pops the ruleset stack, and the process returns to Step 1, with the current focus.

If a set of rules named R1 must all fire before any rule in a second set of rules named
R2, then you have two choices:

= Use a single ruleset and set the priority of the rules in R1 higher than the priority
of rules in R2.

= Use two rulesets R1 and R2, and push R2 and then R1 on the ruleset stack.

Generally, using two rulesets with the ruleset stack is more flexible than using a single
ruleset and setting the priority to control when rules fire. For example if some rule R in
R1 must trigger a rule in R2 before all rules in R1 fire, a return in R pops the ruleset
stack and allows rules in R2 to fire.

If execution must alternate between two sets of rules, for example, rules to produce
facts and rules to consume facts, it is easier to alternate flow with different rulesets
than by using different priorities.

Example 1-14 shows that the priority of the keepGaryOut rule is set to high, this is
higher than the priority of the sayHello rule (the default priority is 0). If the
activations of both rules are on the agenda, the higher priority rule fires first. Notice
that just before calling run, sayHello has two activations on the agenda. Because
keepGaryOut fires first, it retracts the enterRoom (who: "Gary") fact, which
removes the corresponding sayHello activation, resulting in only one sayHello
firing.

The rule shown in Example 1-14 illustrates two additional RL Language features.

1. The fact operator, also known as a fact set pattern, uses the optional var
keyword to define a variable, in this case the variable g, that is bound to the
matching facts.

2. You can remove facts in working memory using the retract function.

Example 1-14 Using Rule Priority with keepGaryOut Rule

RL> final int low = -10;
RL> final int high = 10;
RL> rule keepGaryOut {
priority = high;
if (fact enterRoom(who: "Gary") var g) {
retract (g) ;

RL> assert (new enterRoom(who: "Gary"));
==> f-4 main.enterRoom(who: "Gary")
==> Activation: main.sayHello : f-4
==> Activation: main.keepGaryOut : f-4
RL> assert(new enterRoom(who: "Mary"));
==> f-5 main.enterRoom(who: "Mary")
==> Activation: main.sayHello : f-5
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RL> run();

Fire 1 main.keepGaryOut f-4

<== f-4 main.enterRoom(who: "Gary")
<== Activation: main.sayHello : f-4
Fire 2 main.sayHe