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Getting Started

Developing complex transactional applications on the Java Enterprise Edition (JEE)
platform is not a straightforward task. Java and JEE are widely perceived as a complex
development platform with relatively low developer productivity. However, if you
choose the right development tools, you will experience that this perception is simply not
true. This developer’s guide is about such a tool set, consisting of Oracle JDeveloper,
Oracle’s Application Development Framework (ADF) and Oracle JHeadstart. This toolset
provides you with an unprecedented productivity and ease of use in building feature-
rich JEE web applications in a flexible and highly maintainable way.

To understand what we mean with unprecedented productivity, we recommend that
you first go through the JHeadstart Tutorial. This tutorial is the best way to get started
with JHeadstart, it does not require any prior Java or ADF knowledge, and provides an
excellent overview of the development process and main features JHeadstart brings to
the table.

JHeadstart for ADF.

@ JHeadstart Tutorial - Building Enterprise JSF Applications with Oracle
http://download.oracle.com/consulting/jhstutorial1111.pdf

After you have completed the tutorial, you probably can’t wait to build your own
applications. The content of this developer’s guide, together with numerous pointers to
external sources provides you with everything you need to know to build enterprise-class
ADF web applications.

The first section in this chapter provides a brief introduction into the components and
technologies of the toolset, with references to external sources that provide more

information about each of the components.

The last section contains a comprehensive roadmap to build web applications with this
toolset.
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1.1. Introduction into JDeveloper, ADF and JHeadstart

To get the most out of JHeadstart, it really helps to understand more about the
underlying technologies. If you have used Oracle Designer in the past to generate Oracle
Forms applications you probably agree that good knowledge of Oracle Forms is rather
helpful in generating more complex functionality. This also applies to JHeadstart,
understanding how technologies like ADF Data Binding, ADF Faces and JSF work, is
indispensable for generating complex applications that involve customizations to the
default generator templates used by JHeadstart. This section provides the pointers to
obtain this knowledge.

1.1.1. Oracle JDeveloper

Oracle JDeveloper is the Integrated Development Environment (IDE) that allows us to
work productively. It provides a comprehensive set of integrated tools that support the
complete development lifecycle, from source control, modeling, and coding through
debugging, testing, profiling, and deploying. JDeveloper simplifies Java EE development
by providing wizards, editors, visual design tools, and deployment tools to create high
quality, standard Java EE components including applets, JavaBeans, Java Server Faces
(JSF), servlets, and Enterprise JavaBeans (E]JB). JDeveloper also provides a public Add-in
API to extend and customize the development environment and seamlessly integrate it
with external products.

Oracle JDeveloper on OTN. Overview, Online Demo’s, Tutorials, White Papers,
@ How-to’s, Feature list, and more:
http://www.oracle.com/technology/products/jdev

1.1.2. Oracle Application Development Framework (ADF)

Oracle ADF is an end-to-end J2EE framework, fully integrated with JDeveloper that
simplifies development by providing out of the box infrastructure services and a visual
and declarative development experience. Since it supports multiple technologies you
have the choice to use the components that best fit your situation.

Oracle ADF comes with extended design time facilities. By using simple drag-and-drop
of the model components you can build page by page in a highly productive manner. For
Java Server Faces a very useful page flow modeler is included where you can draw the
logic of your controller structure. The business services can be developed with several
types of wizards (based on UML models), and several types of editors.

Altogether Oracle ADF provides a first class J2EE framework that couples high

development productivity with the flexibility to choose the components that fit your
situation best.
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Figure 1-1 Oracle ADF Architecture

Oracle ADF on OTN. Overview, Online Demo’s, Tutorials, Developer Guides,
White Papers, How-to’s and more:
http://www.oracle.com/technology/products/adf

1.1.3. What is Oracle JHeadstart?

JHeadstart is a development toolkit that works on top of ADF, fully integrated with
JDeveloper, which enables rapid component based development of Java EE applications.
It provides you with 4GL-like productivity without jeopardizing the flexibility and
openness of the Java EE architecture.

JHeadstart consists of three main components:
e JHeadstart Runtime Library

The JHeadstart runtime contains reusable components that extend Oracle ADF.
These reusable components implement Oracle ADF best practices that were
developed during custom development projects of Oracle Consulting.

e JHeadstart Application Generator (JAG)

Apart from the runtime components, JHeadstart provides significant design-time
support. The JHeadstart Application Generator (JAG) is a powerful generator that
automates the development of the Controller (JSF/ ADFc config files), View (ADF
Faces pages/fragments), and Model components (ADF data controls and data
bindings). The JAG is driven by XML meta-data that you create using JDeveloper
(plug-in) wizards and JHeadstart property editors, providing you with a
declarative, 4GL-like experience in building Java EE applications. To help you to
get started with the meta data, JHeadstart generates a first cut of the meta data
based on your ADF Business Components, which can be retrieved from a UML
class model or database tables.
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e JHeadstart Forms2 ADF Generator (JFG)

In addition, JHeadstart offers you assistance in moving from the Oracle Forms
world to the Java/J2EE world. Using the JHeadstart Forms2ADF Generator, the
Forms .fmb files are read, and based on the Forms elements defined in the form,
the JFG creates ADF Business Components, as well as the XML meta-data
(Service Definition) required by the JHeadstart Application Generator. After
running the JFG, you can then run the JAG to create a fully functional ADF web
application, based on the definitions in the Oracle Form.

Oracle JHeadstart on OTN. Overview, Online Demo’s, Tutorials, White Paper,
How-to’s and more:
http://www.oracle.com/technology/products/adf

G

JHeadstart Weblog. Tips and tricks, advanced techniques and how to’s on ADF
and JHeadstart.
http://blogs.oracle.com/jheadstart/

@
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1.2. Roadmap to Developing ADF Applications using JHeadstart

This section provides you with a roadmap to build web applications using ADF and
JHeadstart. Although the tasks and task steps are presented here as sequential, it is likely
that you will iterate around some of these steps, refining the details at every pass of the
iteration.

The roadmap provides a short description of each step, and references the section in this
developers guide where you can find more information related to the task. As such, the
roadmap can be seen as an extended table of contents of this developer’s guide, although
the scope is even broader. Some steps will refer to external sources, like the ADF
Developers Guide or articles on the JDeveloper/ ADF corners on Oracle’s Technology
Network (OTN).

Since this is a developer’s guide, it does not include activities for project management,
quality control, testing and user documentation. The nature, sequencing, and contents of
these activities is pre-determined by the project approach (Waterfall, Iterative, Agile,
DSDM, XP, etc.) and is beyond the scope of this guide.

1.2.1. Set Up Project for Team-Based Development

1.2.1.1. Setup Version Control System

Reference: Chapter 2 “Set up Project for Team-based Development”, section
“Setting up Version Control System”

1.2.1.2. Set up Structure of JDeveloper Application

Reference: Chapter 2 “Set up Project for Team-based Development”, section
“Set up Structure of JDeveloper Workspace and Projects”

1.2.1.3. Define Project Standards for Organizing ADF Business Components

Reference: Chapter 2 “Set up Project for Team-based Development”, section
“Defining Java Package Structure and Other Naming Conventions”

1.2.1.4. Define Java Package Structure and Other Naming Conventions

Reference: Chapter 2 “Set up Project for Team-based Development”, section
“Defining Java Package Structure and Other Naming Conventions”

1.2.1.5. Define Project Standards for Organizing JHeadstart Application Definition
Files

Reference: Chapter 2 “Set up Project for Team-based Development”, section
“Organizing JHeadstart Application Definition Files”
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1.2.2. Create Business Service using ADF Business Components

1.2.2.1. Create Business Component Base Classes

D Reference: Chapter 3 “Creating ADF Business Components”, section “ Setting
Up ADF BC Base Classes”

Web Reference: Fusion Developer’s Guide for Oracle Application

@ Development Framework section 37.2. Creating a Layer of Framework
Extensions.:
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/bcadvgen.htm -
BABFDHHB

1.2.2.2. Create Entity Objects and Associations

Reference: Chapter 3 “Creating ADF Business Components”, section “Creating
the Entity Object Layer”

Web Reference: Fusion Developer’s Guide for Oracle Application

@ Development Framework Release 11.1.1.4, chapter 4: Creating a Business
Domain Layer Using Entity Objects.
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/bcentities.htm -
sm0124

1.2.2.3. Create View Objects and View Links

D Reference: Chapter 3 “Creating ADF Business Components”, section “Creating
View Objects and Application Modules”

Web Reference: Fusion Developer’s Guide for Oracle Application

@ Development Framework Release 11.1.1.4, chapter 5: Defining SQL Queries
using View Objects
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/bcquerying.htm#s
m0070

Development Framework Release 11.1.1.4, chapter 6: Working with View
Object Query Results.

http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/bcqueryresults.htm
#BEIHCBCF

@ Web Reference: Fusion Developer’s Guide for Oracle Application

1.2.2.4. Create Application Modules

D Reference: Chapter 3 “Creating ADF Business Components”, section “Creating
View Objects and Application Modules”

Web Reference: Fusion Developer’s Guide for Oracle Application

@ Development Framework Release 11.1.1.4, chapter 9: Implementing Business
Services with Application Modules
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/beservices.htm#sm
0203
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1.2.2.5. Implement Business Rules

D Reference: Chapter 3 “Creating ADF Business Components”, section
“Implementing Business Rules”

@ Web Reference: Implementing Business Rules in ADF BC. White paper on
OTN.
http:/ /www.oracle.com/technology/products/jdev/collateral /papers/10131
/businessrulesinadfbctechnicalwp.pdf

1.2.3. Design and Generate Web Pages

1.2.3.1. Understand JHeadstart Generator Architecture and Add Ins

D Reference: Chapter 4 “Using JHeadstart”

1.2.3.2. Create Application Definition File

D Reference: Chapter 4 “Using JHeadstart”, sections “Using the Create New
Service Definition Wizard”, “Using the Application Definition Editor”.

D Reference: Chapter 2 “Set up Project for Team-based Development”, section
“Organizing JHeadstart Service Definition Files”

1.2.3.3. Configure Internationalization Options

Reference: Chapter 11 “Internationalization and User Assistance”, section
“National Language Support in JHeadstart”

1.2.3.4. Generate and Run First-cut Web Application

Reference: Chapter 4 “Using JHeadstart”, sections “Running the JHeadstart
Application Generator” an “Running the Generated Application”

1.2.3.5. Design and Generate Page Layouts

D Reference: Chapter 5 “Generating Page Layouts”

1.2.3.6. Design and Generate Item Display Types and Item Behavior

D Reference: Chapter 6 “Generating User Interface Widgets”

1.2.3.7. Configure Query Behavior in Pages

D Reference: Chapter 7 “Generating Query Behaviors”
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1.2.3.8. Configure Transactional Behavior in Pages

D Reference: Chapter 8 “Generating Transactional Behaviors”

1.2.3.9. Design and Generate Menu Structure

D Reference: Chapter 9 “Creating Menu Structures”

1.2.4. Design and Generate Security Structure

1.2.4.1. Understand and Choose Authentication and Authorization Options

D Reference: Chapter 10 “ Application Security”, section “Understanding and
Choosing Security Options with JHeadstart”

Web Reference: Fusion Developer’s Guide for Oracle Application

@ Development Framework Release 11.1.1.4, chapter 30: Enabling ADF Security
in a Fusion Web Application.
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/adding_security.ht
m#BGBGJEAH

1.2.4.2. Implement User Authentication

D Reference: Chapter 10 “ Application Security”, sections “Using ADF/JAAS for
Authentication”

D Reference: Chapter 10 “ Application Security”, sections “Using Custom
Authentication”

1.2.4.3. Implement Role-based and Permission-based Authorization

Reference: Chapter 10 “ Application Security”, sections “Restricting Access to
Groups based on Authorization Information”

Reference: Chapter 10 “ Application Security”, sections “Restricting Group And
Item Operations based on Authorization Information”

1.2.4.4. Design and Generate Security Administration Pages

Reference: Chapter 10 “ Application Security”, sections “JHeadstart Security
Tables and Security Administration Screens”

1.2.5. Customize Generated Web Tier

1.2.5.1. Decide on Customization Approach

Reference: Chapter 12 “Customizing Generation Output”, section
“Recommended Approach for Customizing JHeadstart Generator Output”
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1.2.5.2. Use ADF Design-Time Tools to Implement Post-Generation Changes

Web Reference: Web User Interface Developer’s Guide for Oracle Application
Development Framework Release 11.1.1.4.
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31973/toc.htm

Web Reference: Fusion Developer’s Guide for Oracle Application
Development Framework Release 11.1.1.4.
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/toc.htm

1.2.5.3. Move Post-Generation Changes to Custom Templates

Reference: Chapter 12 “Customizing Generator Output”, section “Creating
Custom Templates”

1.2.5.4. Customizing Page Look and Feel

D Reference: Chapter 12 “Customizing Generator Output” section
“Customizing Pages”

Web Reference: Fusion Developer’s Guide for Oracle Application

@ Development Framework Release 11.1.1.4, chapter 20 ”Customizing the
Appearance Using Styles and Skins”.
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31973/af skin.htm#BAJF
EFCJ

1.2.5.5. Customizing Task Flows

Reference: Chapter 12 “Customizing Generator Output” section
“Customizing Task Flows”

1.2.5.6. Customizing Page Definitions

Reference: Chapter 12 “Customizing Generator Output” section
“Customizing Page Definitions”

1.2.5.7. Add New Items and Customize Generated Items at Runtime

D Reference: Chapter 12 “Runtime Page Customizations”
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CHAPTER

Set Up Project for Team-

Based Development

This chapter provides guidelines on

e selecting and setting up a version control system
e setting up the structure of the JDeveloper Application
e organizing JHeadstart service definition files

¢ defining the Java package structure and other naming conventions
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2.1. Setting Up Version Control System

Good version control is indispensable when working in teams. There are many version
control systems available on the market. In this section we will provide guidelines and
recommendations for setting up version control. The following topics are discussed:

e Version control models
e Requirements for a good version control system

e  Which files to version?
2.1.1. Version Control Models

When selecting a version control system, you have to choose between two basic models of
version control: file locking and version merging. Wikipedia provides the following
definitions for these two models:

o File Locking: The simplest method of preventing concurrent access problems is
to lock files so that only one developer at a time has write access to the central
"repository" copies of those files. Once one developer "checks out" a file, others
can read that file, but no one else is allowed to change that file until that
developer "checks in" the updated version (or cancels the checkout).

File locking has merits and drawbacks. It can provide some protection against
difficult merge conflicts when a user is making radical changes to many sections
of a large file (or group of files). But if the files are left exclusively locked for too
long, other developers can be tempted to simply bypass the revision control
software and change the files locally anyway. That can lead to more serious
problems.

e Version Merging: Most version control systems, such as CVS and SubVersion,
allow multiple developers to be editing the same file at the same time. The first
developer to "check in" changes to the central repository always succeeds. The
system provides facilities to merge changes into the central repository, so the
improvements from the first developer are preserved when the other
programmers check in.

The concept of a reserved edit can provide an optional means to explicitly lock a
file for exclusive write access, even though a merging capability exists.

Revision Control in Wikipedia. Overview and definitions
http://en.wikipedia.org/wiki/Revision_control

For developing applications using JDeveloper, ADF and JHeadstart, we recommend to
use the version merging approach, for the following reasons:

o Itis a file-oriented development environment. Even for small to medium-sized
applications, you will easily have hundreds of files to manage. It is inevitable that
at some point multiple developers need to modify the same files. Using the File
Locking approach this means that developers will have to wait for each other to
finish a task and check in again. Although the number of “locking conflicts” can
be reduced by a smart distribution of development tasks, it is our experience that
you can never entirely avoid it.
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The files that most often are modified simultaneously by multiple developers are
XML files, which by its structured nature are very well suited for automatic
merging by version control systems. It is our experience that a version control
system like SubVersion is also very good at merging Java files; the other most
used type of file in this development environment.

When generating your application using JHeadstart, many files are modified
during a generation run. When using the file locking approach, you need to
know upfront which files will be modified by the JHeadstart Application
Generator: all these files need to be checked out prior to generation, otherwise
they remain read only and will not be modified by JHeadstart. It requires in
depth knowledge of JHeadstart and ADF to be able to correctly “predict” which
files will be modified in a specific generation run. With the version merging
approach this is not an issue, once you have finished a development task, the
version control system will tell you which files have been modified and need to
be committed to the version control repository.

2.1.2. Requirements for a Good Version Control System

JHeadstart Developer's Guide

When selecting a version control system, make sure the system provides functionality to
address the following requirements

It supports the Version Merging model (see previous section).

It provides a so-called Atomic Commit. With this we mean that when you have
modified a number of files that you want to commit to the version control
repository, you want either the entire transaction to be committed, or the entire
transaction to be rolled backed when a version conflict is detected which cannot
be solved by an automatic merge. In other words, either all files are committed
succesfully, or none of the files are committed. A version control system like CVS
does not support an atomic commit. This means that some files might be
committed to the repository, and then a version conflict is detected and the rest
of the files cannot be committed. When this happens, you end up with an
inconsistent situation in your version control repository since there are many
interdependencies between files in an ADF environment. Obviously, when other
developers update their local copies with this inconsistent set of files, they are
likely to run into all sorts of problems and error messages.

It detects file changes by comparing file content rather than the timestamp of the
file. This requirement is particularly important when using JHeadstart: when you
regenerate your application using the JHeadstart Application Generator, the
content of many files might remain the same, although the file is recreated with a
new timestamp. When you commit your work after you completed a
development task, you do not want a new version of all these unmodified files to
be committed to the repository. Otherwise, it will be really hard to find back
versions that contained a real change, being a version you might want to revert to
when you want to undo some work.

An efficient and easy to use user interface to perform common versioning tasks.
Developers should spend as little time as possible with version control tasks. An
intuitive user interface for common tasks like updating their local copy,
commiting changes, reverting to previous versions, resolving merge conflicts,
and creating application releases is essential to meet this requirement. Ideally, the
versioning user interface is integrated with JDeveloper, although in our
experience it is not a big deal to switch with Alt-Tab to a stand-alone GUI for
versioning when JDeveloper integration is not available, or less feature-rich.
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2.1.3. Which Files to Version?
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A popular open source version control system that meets all of the above requirements is
SubVersion (also known as SVN) . SubVersion has been built by the same community
that is responsible for CVS. It is intended as a replacement for CVS, keeping all the good
things of CVS, and fixing the bad things (like the absence of an atomic commit).

TortoiseSVN is an excellent stand-alone SubVersion GUI for the Windows platform,
nicely integrated with MS Windows Explorer. JDeveloper integration is also available.

e
&
e

&

SubVersion Home Page. Overview, documentation and download.
http://subversion.tigris.org/

TortoiseSVN Home Page. Overview, documentation and download.
http://tortoisesvn.tigris.org/

Using JDeveloper with SubVersion. Managing ADF development across
multiple applications with SubVersion
http://www.oracle.com/technetwork/developer-tools/jdev/svn-adfsharedlibs-
084371.html

Using JDeveloper with SubVersion. Team-development using SubVersion — best
practices
http://www.oracle.com/technetwork/developer-tools/jdev/teamdevsubversion-

089001.html

The JHeadstart team has succesfully used SubVersion and TortoiseSVN on a number of
projects. This does not imply you should make the same choice. Version control is no
rocket science; any system that meets the above requirements will do the job.

We recommend to version all files in your project, except for

Derived files like all compiled Java classes and XML and property files that are
copied to the classpath. In SubVersion, the easiest way to exclude these files is by
adding the root directory of the classpath (typically the /classes directory) to the
ignore list. This can be done by a right-mouse-click on the folder, and then choose

Tortoise SVN -> Add to Ignore List ...

Files in the temporary directory created by ADF Faces. When running your

application in JDeveloper, a temp directory will be created under the WEB-INF
directory, which holds cached ADF Faces files like images and stylesheets. This

directory is not required to run your application and does not need to be
versioned.

The adfc-config diagram files, with extension “.adfc_diagram”. When generating
your application with JHeadstart, the adfc-config diagram typically looks rather

messy, so unless you spend some time in cleaning up the diagram, it doesn’t
make a lot of sense to version these files. They are usually created in a separate

folder (/model by default), so you can exlude the whole folder from versioning.

When using TortoiseSVN, the “Add to Ignore List” option in Windows Explorer is only

available on unversioned folders directly below a versioned folder. When committing a
project for the first time, it is easier to exclude folders using the right-mouse-click popup
menu in the Commit dialog, as shown in the screen shot below.
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2.2. Setting up Structure of JDeveloper Workspace and Projects

2.2.1. Installing JDeveloper

It is recommended that all members of the development team use the same version of
JDeveloper. Different JDeveloper versions ship with different ADF libraries, which can
lead to unexpected behavior when running the application using the Embedded
WebLogic server.

We also recommend that each developer installs J]Developer in the same directory on
their local PC. This is easy when you need to work/help on another PC, but more
important, it prevents problems when you start using the facility to import Business
Components from another project or jar file into your own project. When importing
Business Components, JDeveloper stores path info of the imported components in the
Model.jpx file so they can be displayed properly when using the ADF Business
Component editors. If developers have a different JDeveloper directory, the path info
might be incorrect and JDeveloper will not be able to find the imported business
components.

Note that JHeadstart itself will import JHeadstart Runtime business components into
your own Model project when you use one of the following features:

e Flex items or customizable standard items
e Custom Security
e Database table as resource bundle

e Dynamic menu structure

2.2.2. Identify Subsystems within your Application

It is good practice to organize your application into logical subsystems. These subsystems
can be used as a basis for

o The projects you create within your JDeveloper workspace, see section Creating a
Workspace and Projects.

o The java package structure (see section Defining Java Package Structure and
Other Naming Conventions),

o  The structure of your ADF Business Components. We recommend creating one
ADF BC Application Module for each subsystem that holds the View Object
Usages needed to implement the business logic, and web pages for that
subsystem.

¢ Dividing the work over the developers in the team.

o  The structure of the JHeadstart Application Definition files. You will typically
create one Application Definition for each subsystem, which can be based on the
associated subsystem application module. See section Organizing J[Headstart
Application Definition Files.

2.2.3. Creating a Workspace and Projects

JDeveloper offers a convenient wizard for setting up an Application Workspace and
Projects.
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Select the Application Navigator (choose menu option View - Application
Navigator)

Choose ‘New Application ..."” from the dropdown list at the top of the
Application Navigator.

Choose a name and directory for the new workspace, and also type in a default
package name (for example, com.mycompany . jhsdemo).

In the Application Template field, choose Fusion Web Application [ADF] from
the choice list. Although you can use JHeadstart in any kind of JDeveloper
project, the recommended way is to use this application template as it is
configured for building a data-bound web application.

é- Create Fusion Web Application (ADF) - Step 1 of §

Name your application

Application Mame:
| JhsDemao |

R Application Name

Project 1 Name
/TK Directory:

I |c:'lpr0]'ectlehsDem0 || Browse. .. |

’]\ Application Package Prefix:

| com.mycomparny. jhedema |

Application Template:

Generic Application
Craates an application which includes a single project. The project is not preconfigured |
technologies, buk can be customized ko include any technologies.

Fusion Web Application (ADF)
Creates a databound ADF web application. The application consists of one project For th
components (ADF Faces and ADF Task Flows), and another project For the data model
Components),

Java Desktop Application
Creates an application configured for building a generic Java application. The new applic
project that is preconfigured to use Java, Swing, and JavaBeans technologies.

| Help | | ﬂext>_J| Einishi || Cancel

This will create two projects in your workspace: one called Model and one called
ViewController. In the Model project you can set up the ADF Business Components, and
in the ViewController project JHeadstart can generate the View and Controller layers of
your application.

If you are building a large application, based on a database schema of say 100 or more
tables, you might consider creating multiple Model projects.

Reasons to create multiple Model projects include:

A layer of entity objects and/or view objects, and associated business rules will
be used by multiple applications. In such a situation it makes sense to create a
separate Model project for these entity objects (in a separate workspace if you
like), create a Jar file of this model project which can then be imported into your
application-specific Model project so you can create view objects on top of these
entity objects. Note that the entity objects can only be changed in the owning
Model project, not in the project in which they are imported.
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Fusion Developer’s Guide for ADF, chapter 33 “Reusing Application

@ Components”. Includes instructions on importing business components into
another project.
http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/reusing_compo
nents.htm#BABCHHHJ

e The application is very large and can be divided into subsystems with few
dependencies on each other. Separate teams of developers work on each sub
system. In this case it makes sense to split the subsystems into multiple model
projects to have a clear separation of responsibilities, and to reduce the load time
of the Model projects in JDeveloper. To handle the few dependencies between the
subsystems, the facility to import business components can be use as described
before.

For a large application, you basically have two options for setting up the ViewControlle
layer:

e Use multiple ViewController projects in combination with ADF Libraries
e Create one ViewController project and use working sets to define “views” over

your project for each subsystem.

2.2.3.1. Using Multiple ViewController Projects

You can have multiple “helper” ViewController projects, and one “main”ViewController
project. The “main” ViewController project is used to create the WAR deployment file.
The “helper” ViewController projects are used to develop the various subsystems of the
application, packaged as bounded task flows, which are then imported into the

“Main” ViewController project using ADF Libraries. See the above reference to chapter
33 of the Fusion Developer’s Guide for ADF for more general information. See section
Packaging JHeadstart-Generated ViewController Project as ADF Library in this chapter
for JHeadstart-specific steps to make when using ADF Libraries.

ADF — Enterprise Methodology Group. The ADF — EMG is a group of ADF
@ users, both experts and novice users, both Oracle employees as well as customers
and partners that discuss anything beyong the typical “How do I”” questions that
are more suited for the JDeveloper discussion forum. There are some interesting
ADF-EMG discussions about organizing large ADF projects.
http://groups.google.com/group/adf-methodology

2.2.3.2. Using Working Sets

JDeveloper Online Help “Managing Working Sets”. Includes instructions on
creating working sets.

A working set allows you to define a set of files (a subset of project source path contents)
that you want to work with, for example all files related to a subsystem. Typically, you
would perform the following actions scoped to the working set:

e Navigate

e Make

e  Build/rebuild
e Search

e Find usages
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When you have defined some useful working sets, you can exchange them with your
development team members. Here are the steps to do so:

e Open [JDevWLSHome]/jdeveloper/system/systemXXX/o.ide/ projects folder
and find the .jws file starting with the name of your JDeveloper Application, for
example Base08345889adfc01e0ffd7dd7bfalc6234.jws for an application called
Base.

e Open this file, and you will see XML code starting with <hash n="working-sets">
that specifies your working sets.

Now you can either copy this piece of xml code, e-mail it to your colleagues and they can
paste it in their application working sets file, or you can make sure that you all use the
same application working sets file that is available from a common source. The latter is
explained below.

e Copy (and possibly rename) this application working sets file to a location where
it can be maintained centrally, but everyone has a local copy (for example in your
Subversion repository).

o Tell everyone to change the relevant entry in their own
[JDevWLSHome]/jdeveloper/system/systemXXX/o.ide/projects/index2.xml to
let it point to the new file. (And don't forget to do that yourself as well ;-)

2.2.4. Creating Database Connection
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You will need to create a Database Connection to the schema that contains the database
tables of your application. In JDeveloper 11 you can create a connection per application
file, which is recommended over IDE (user) specific connections.

Click on View - Database Navigator to show the connections you have. Right click your
application file, and select ‘New connection’. The connection you create there, will appear
in the file [ApplicationRoot]/.adf/META-INF/connections.xml and can thus be stored in
the application itself (rather than a user specific JDeveloper directory).
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2.2.5. Initializing Model Project for Business Components

Go to the Project Properties of the Model project, to the Business Components panel. Tick
the checkbox ‘Initialize Project for Business Components’. Choose the Database
Connection you just created.

2.2.6. Optimizing ADF BC for Team Development

Go to the Model project, Project Properties. On the Business Components | Options
panel, make sure the property named ‘Copy Package XML Files to Class Path’ is
unchecked.

This sets the default setting to be used for new ADF Business Components project. By
unchecking this, the ADF design time no longer uses package XML files to track what
components are in the package, so the package XML files will not be a point of merge
conflicts between team members.

@ Suggestion: For existing projects, you can also edit this property at any time
i by unchecking it on the Business Components | Options panel of the project
properties.

2.2.7. Switching off Default Creation of ADF BC Java classes

2-10 Getting Started

When creating entity objects, view objects and application modules, JDeveloper generates
Java classes for all these components that you can use to add custom code. However, in
most cases you will not add custom code to those classes, so it is better to turn off the
creation of these classes since ADF Business Components does not require these classes to
run your application.

If later on you do need to add custom code, you can still generate the Java class by going
to the “Java” tab in the editor of the business component.

You can switch off the default creation of these classes by going to the Tools ->
Preferences menu, and choose Business Components.
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_J | Cancel |

If you plan to implement business rules in ADF Business Components, you typically
code these rules in the entity obbject row classes, so you could decide to create these

classes upfront, and also check the Entity Object Row Class checkbox.

2.2.8. Enabling ViewController Project for JHeadstart

Before you can use JHeadstart in a project, you must first “Enable JHeadstart” on it. See

chapter 4 “Using JHeadstart Addins” for more information

JHeadstart Developer's Guide
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2.3. Organizing JHeadstart Service Definition Files

As explained in chapter 4 “Using JHeadstart Add-Ins”, the JHeadstart Application
Generator is driven by the Application and Service Definition files that holds the
generator metadata. Since release 11 of JHeadstart it is now possible to separate
application-wide settings (stored in a file called JHeadstartApplicationDefinion.xml)
from service specific settings (stored in files like MyServiceDefinition.xml).

Because of this separation, there is less need to keep settings ‘synchronized” among
Service Definition files, making team development and file merging an easier task.

We recommend creating multiple service definition files, even when working alone. The
only exception would be a really small application. A typical approach is to create one
service definition file for each logical subsystem. Since a service definition file is based on
one data control (Application Module), the structure of your service definition files will
typically follow the structure of your ADF BC application modules, which in turn should
map your subsystem structure.

2.3.1. Naming Conventions for File Location Properties
To cleanly organize the output produced by the JHeadstart Application Generator, it is
helpful to set naming conventions for the File Location properties thet can be set at the

service-level of a service definition file.

Here are suggested naming conventions.

Property Value

Service Adfc Config /WEB-INF/adfc-config-<subsystem>.xml

For example:
/WEB-INF/adfc-config-hr.xml

Group Adfc Config Directory | /<subsystem>/adfcConfig/

UI Pages Directory /<subsystem>/pages/

Page Includes Directory /<subsystem>/regions/

By using a subsystem indication (short name or abbreviation) in the name, all files of a
subsystem can easily be located. Since only one service adfc-config is generated for each
service definition, this file is not organized into a subsystem directory.

= Attention: Adfc Config XML files that are located outside the WEB-INF
directory can be viewed in the browser. If you want to prevent this for security
reasons, you should make subsystem subdirectories under the WEB-INF
directory for the Adfc Config files.
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2.4. Packaging JHeadstart-Generated ViewController Project as ADF Library

If you decide to use multiple ViewController projects as described before, and create
ADF Libraries for these projects and add these ADF libraries to the main ViewController
project, then there are some JHeadstart specific changes you need to make:

¢ Remove JhsCommon-beans.xml from the ADF Library jar file.
e Add reference to resource bundle of ADF Library project
e Import JHeadstart service definitions in main ViewController project

Each of these steps is explained below in more detail.
2.4.1. Remove JhsCommon-beans.xml from the ADF Library jar file

In each ViewController project, JHeadstart will generate an ADFC configuration file
named JhsCommon-beans.xml. This file holds a number of application-wide managed
bean definitions. The ADF Library created for the ViewController project includes this
file, and so does the main ViewController project. If you subsequently run the application
from the main ViewController project you will get warnings in the log file like this:

<MetadataServiceS$Bootstrap><add> ADFc: /WEB-INF/JhsCommon-beans.xml:
<MetadataService$Bootstrap><add> ADFc: Duplicate activity 'Home' detected.
<MetadataServiceS$Bootstrap><add> ADFc: /WEB-INF/JhsCommon-beans.xml:
<MetadataService$Bootstrap><add> ADFc: Duplicate activity 'CallMenultem' detected.

The application will still run, however, if you want to get rid of these warnings, the ADF
library jar file should not contain the JhsCommon-beans.xml. You can either remove this
file from the jar file after you created the jar file, or you can remove the file alltogether
from the ViewController project that is packaged as ADF library. If you remove the file
from the project, you will no longer be able to run the application subsystem directly in
the supporting ViewController project. Unfortunately, there is currently no option in
JDeveloper to specify specific files that should be excluded when deploying to an ADF
library.

2.4.2. Add reference to resource bundle of ADF Library project

At runtime, JHeadstart uses one generic managed bean named "nls" to provide
translatable resources. Under the covers, this managed bean accesses one or more
resource bundles. When you import a ViewController project as ADF Library, the
JHeadstart-generated resource bundle of this imported project should be specified in the
JHeadstart Application Definition Editor of the main ViewController project, in property
Imported NLS Bundles, which is available at the application level.
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2.4.3. Import JHeadstart service definitions in main ViewController project

The JHeadstart metadata services and groups within the services defined in the
Application Definition Editor of supporting ViewController projects are by default not
available in the Application Definition Editor of the main project.

To make this information available in the main project, you can specify so-called
imported service definitions in the JHeadstartApplicationDefinition.xml file, as shown
below.

@JHeadstartnpplicatiunDefinitiun.:-cml |
3
(@8- &)
<rxml version="1.0" encoding="windows-lZ52" -
= <hpplication name="MainV(" azfVerzion="1.0" viewPackage="viev” viewType="adfFaces"
xunlns="http: /iy, oracle. con/jheadstart/applicationitructure™
pageTenplate="/conmon/pageTenplates /ThsDynanicTabsPageTenplate, Jspx’ uselynanicTah
dataControl3cope="izolated” templatesBaselir="K:%jhsll\design\modulesyjag\resource
nlsBundle="oracle.demo.view. nain. dpplicationfesources™ otherNlsBundles="oracle.den
<ServiceDefinitionRef location="HRSerwviceliervicelDefinition.xmnl” name="HRIerwvicel' /=

= <ServiceDefinitionBef inported="true”™ name="GeoService™
location="../../.. /Geodpp/ViewController/properties/Geolervicefervicebefinition. xnl™/
<Templates />
</Ipplication:

You need to add this reference directly in the XML file. Make sure you set the imported
property to true. The location property references the actial service definition xm,] file in
the other project. This can either be a fully qualified absolute path, or a relative path as
shown above.

If you added his imported service definition reference, the following will happen:

e All drop-down list properties in the JHeadstart Application Definition Editor
where you can pick a group will also show the group names of the imported
service library. For example, this enables you to reuse LOV groups defined in
other projects. You can also defined links between groups that are gemnerated
into different projects.
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B MainVC - Application Definition Editor

X &0 E B ERD 2 s

IE Maint/C = Identification

= %-S:r:;lc;ees Mame * MewwEroupF.egion
-0 Trems Include as ADF Region *
E\‘E’ Regions Group Mame * Gengervice. Countries
L [ oupR.egion =Layout e S T TS
-3 Detail groups

Geogervice.Locations

P Titl
B-[=5] Departments e izecService. Regions
#-[E5] Jobs Width HR.Service, Departments
-2 Domains

HR.Service, Employvees
HR.Service, Jobs

Rendered Expression

Depends On Ikemis)

e The generated menu model will include top-level menu entries for the imported
service definitions.

& menu_root.xml [

(@8- & @)

<rxml wversion="1.0" encodihg="windows-1252" =
= <menu Zmlns="http://mwyfaces.apache. org/trinidad/menu' >
<itemtlode id="howeMI"™ label="Home"™ action="home" focusViewlId=""/Home" />
= <itemdlode id="HRService” label="Human Resourcesz’
action="uishell:submenu: HR3erviceMem” foousViewId="HRAerviceMenu' />
E <itemfode id="Geo3ervice™ label="Geographics"™

action="uishell:submeri: FeoierviceMerm” focusViewId="GeoServiceMerm' /2
< SmEnw

Note that an imported service definition will NOT show up in the navigator tree within
the JHeadstart Application Definition editor.
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'
2.5. Defining Java Package Structure and Other Naming Conventions

When working in a team, it is important to have standards on naming java packages and
the various types of (business) components. Everybody seems to have different opinions
on naming conventions, but remember the important thing is to have naming standards
in place and have them applied by all developers. The actual format of the naming
conventions is less important.

As a suggestion, here are the naming conventions as applied on projects by the
JHeadstart Team, use them to your own advantage.

ADF - Enterprise Methodology Group. The ADF — EMG is a group of ADF
@ users, both experts and novice users, both Oracle employees as well as customers
and partners that discuss anything beyong the typical “How do I” questions that
are more suited for the JDeveloper discussion forum. The ADF-EMG group also
maintains web pages around ADF Coding Standards.
http://groups.google.com/group/adf-methodology/web/adf-coding-standards

2.5.1. Java Packages

The root package of an application is by convention the reverse of your companies’
internet domain name, followed by the application name, for example “com.acme.hr”.

A suggested package structure within the application can be found in the table below.
Subsitute the three dots with your application root package.

Package Description

...model Base package forbusiness service classes,
classes who contain logic not specific for the
web application built on top of it

...model.adfbc Base package for ADF Business Components.

...model.adfbc.base Package for base classes extended by the ADF
Business Components you create for the
application

...model.adfbc.entity Base package for entity objects and
associations

...model.adfbc.entity.<subsystem> | For larger applications, it is good practice to
further organize entity objects into subsystem
packages, for example
“model.adfbc.entity.authorization”.

...model.adfbc.query Base package for view objects and view links

...model.adfbc.query.<subsystem> | For larger applications, it is good practice to
further organize view objects into subsystem
packages, for example
“model.adfbc.query.authorization”.
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...model.adfbc.service Contains application modules

...controller Base package for classes that contain logic to
control the behavior of the web application.

...controller jsf Base package for JSF-specific classes that
contain logic to control the behavior of the web
application.

...controller.jsf.bean Contains JSF managed bean classes

...controller.jsf.lifecycle Contains custom JSF Page Lifecycle classes

...view Base package for classes that contain logic to
display web pages and the user interface in
general

...view.pagedefs Contains ADF Model Page Definitions

2.5.2. Naming ADF Business Components

¢ Entity Object names are self-descriptive and in singular. Remove any table name
prefixes from the name.

example: Department

¢ Entity Associations are named using the format <master entity><verb describing
relationship><detail entity>.

example: DepartmentHasEmployees

e View Objects names describe the result of the query, are in singular when the
query returns onew row at most, and in plural when the query can return
multiple rows. Any bind parameters defined for the ViewObject, should be
resembled in the name

examples: AllClerks, ClerksByDepartment

e View Links are named using the format <master view object><verb describing
relationship><detail view object>.

example: DepartmentHasEmployees

e Application Modules names are descriptive for the functional area they cover,
and are suffixed with “Service”.

examples: AuthorizationService, HumanResourcesService
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CHAPTER

JHeadstart Developer's Guide

Creating ADF Business

Components

his chapter provides you with guidelines on creating ADF Business Components. The

ADF Business Components. The Fusion Developer’s Guide for ADF already contains
Guide for ADF already contains a wealth of information about how to use ADF Business
Components. This chapter will not duplicate that information. It focuses on best practices
collected by Oracle Consulting and guidelines on how you can best set up and prepare
your ADF Business Components when using JHeadstart to generate the View and
Controller layers.

If you are new to ADF Business Components, we strongly recommend to first read
chapters 3 to 12 of the Fusion Developer’s Guide for ADF.

Fusion Developer’s Guide for Oracle Application Development Framework
@ Release 11.1.1., Chapters 3 to 9 describe the basics for creating ADF Business

Components. Chapters 37 to 41 contain advanced techniques.

http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/toc.htm
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3.1. Setting Up ADF BC Base Classes

Every type of ADF Business Component extends from a Base class. By default, the base
classes are set to the standard ADF BC classes defined in oracle.jbo.server package. You
can check that at global JDeveloper level in menu option Tools - Preferences, or for a
specific project in the Project Properties - ADF Business Components Panel.

& Pro ject Properties - D:Abea\jdevuserdirimywork\Application3\WiewController\WiewController. jpr

3

(6@ )| Business Components: Base Classes
[#-- Praject Source Paths Specify the names of the Framewark base classes you wish ta owerride. You would usually override
[ ADF Model the framework base class to add customn functionality to all objects of a given type,
----- ADF Yiew
[ Ank Entity Object
[=}-- Business Components Collection: |oracle.jbo.server EntityCache
-+ Application Madule Inst Row: oracle.jbo.server . EntityImpl
Definition: | oracle, jbo.server EntityDefIrmpl
- Irnports
- Opions Wigw Object
- Packages Ohiject: oracle.jbo.server . YiewObisctImpl
- Preloaded Cbjects Riow: oracle.jho.server, YigwRowImpl
- Property Sets Ceefinition: | oracle.jbo.server. WigmDefImpl
- Regex Settings
- Registered Rules Application Module
- Substibutions Object: oracle.jbo.server. ApplicationiModuleImpl
- View Object Definition: |oracle.jbo.server. ApplicationModulebefImpl
[+ Compiler
----- Dependencies
----- Deployment
----- EJE Module
----- Extension
[} Javadoc
| Help | | ok, J | Cancel |

In the Fusion Developer’s Guide for ADF it is recommended to create your own layer of
ADF BC Base Classes, also called framework extensions:

Before you begin to develop application-specific business components, Oracle recommends that
you consider creating a complete layer of framework extension classes and setting up your project-
level preferences to use that layer by default. You might not have any custom code in mind to put
in some (or any!) of these framework extension classes yet, but the first time you encounter a need
to:

o Add a generic feature that all your company's application modules require
o Augment a built-in feature with some custom, generic processing

o Workaround a bug you encounter in a generic way

You will be glad you heeded this recommendation. Failure to set up these preferences at the outset
can present your team with a substantial inconvenience if you discover mid-project that all of your
entity objects, for example, require a new generic feature, augmented built-in feature, or a generic
bug workaround. Putting a complete layer of framework classes in place to be automatically used
by JDeveloper at the start of your project is an insurance policy against this inconvenience and the
wasted time related to dealing with it later in the project.

For an explanation how to create such a layer, see section 37.2 of the Fusion Developer’s
Guide for ADF.
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The Application Module Object base class can be used to implement functionality that is
needed in all Application Modules of your application. Therefore JHeadstart has created
is own subclass of the standard oracle.jbo.server.ApplicationModuleImpl
class. (The JHeadstart Application Generator can automatically set up the use of this class
if you don’t have your own ADF BC framework extensions.)

If you want additional custom functionality for your application modules, this means that
your custom AppModulelmpl should not extend the standard base class but rather the
JHeadstart base class: ThsApplicationModuleImpl.

To do this, you must first make sure that the JHeadstart Runtime 11.1.1 library is added
to your project.

- Project Properties - J:\r11\M.OvGroupShortname\Model\Model. jpr

':ﬁ _\Z' Libraries and Classpath
[#- Project Source Paths () Use Custam Settings
[ ADF Madel () Use Project Settings
- ADF Wigw
B Ant Jawa SE Version:
[#- Business Components |1'E"E'_21 (Default) | | Change... |
- Eompllzr _ Classpath Entries:
- Dependencies ’
. Deployment Export  Description | &dd Library... |
v|] @l ADF Madel Runtime
- EJB Module -
- Extencion @il BC41 Oracle Domains | Add JAR [Directory |
Tavad il BC43 Runtime
(- Javadoc ill] B4 Security
- lawa EE application i} EC4 Tester
- 15P Tag Libraries m MD'S Runtime
-~ 5P Wisual Editor i MDS Runtime Dependencies
o Libraries and Classpath il oracls J0BC
- Resource Bundle §il] Headstart Runtime 11.1.1
- Run/Debug/Prafile §ill Cracle Inkermedia

- Technology Scope m SGLI Runtime

b

Help | (o] 4 _J | Cancel

Go to the Project Properties
e Select category Libraries and Classpath
e Click Add Library
e Under Extension, select JHeadstart Runtime 11.1.1
e Click OK twice
e Save the project
Now you can use

oracle.jheadstart.model.adfbc.v2.JhsApplicationModuleImpl as the
super class of your custom Application Module framework extension.
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@ Suggestion: In the Base Classes wizard page, use the Browse button to find the
/" desired base class. In the Search field, type in the first letters of the class name
and the dialog will show all available classes that satisfy the base class
requirements.

# Find Superclass E]

Select a Class implementing
aracle. jbo.server. ApplicationtoduleImpl

rSearch rHierarchv |

Match Class or Package Mame:
|Jhs

Matching Classes and Packages:

B JhsapplicationModuleImpl { oracle. jheadstart, model, adfbe vz

| Help Ok _J | Cancel

3.1.1. Using CDM RuleFrame

CDM RuleFrame is a PL/SQL based framework for implementing business rules in the
database, tightly integrated with Oracle Designer.

Headstart Oracle Designer. Add on to Oracle Designer that includes CDM
RuleFrame:
http:/ /www.oracle.com/technology/products/headstart/index.html

If you use CDM RuleFrame to implement business rules, you want the errors reported by
CDM RuleFrame to be displayed nicely in your generated web application. Using
JHeadstart this is easily accomplished by using a special application module super class
shipped with JHeadstart: RuleFrameApplicationModuleImpl. So, when using CDM
RuleFrame, your application module base class should extend
RuleFrameApplicationModuleImpl rather than JhsApplicationModuleImpl.

Note that RuleFrameApplicationModuleImpl extends

JhsApplicationModuleImpl in turn; so all standard JHeadstart functionality is still
available.
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3.2. Creating the Entity Object Layer

This section discusses the development tasks related to creating the entity object layer.
The following topics are discussed:

e Review Database Design

e Creating First-Cut Entity Objects and Associations

¢ Renaming Entity Objects and Associations

¢ Generating Primary Key Values

e Setting Entity Object Attribute Properties used by JHeadstart

¢ Implementing Business Rules

3.2.1. Review Database Design

A sound database design is critical to successfully building a performant ADF Business
Components layer. Providing guidelines for sound relational database design is outside
the scope of this developer’s guide, however, some guidelines directly impacting the
behavior of your web application are discussed below:

e If you are in the position to create or modify the database design, make sure all
tables have a non-updateable primary key, preferably consisting of only one
column. If you have updateable and/or composite primary keys, introduce a
surrogate primary key by adding an ID column that is automatically populated.
See section 3.2.4 Generating Primary Key Values for more info. Although ADF
Business Components can handle composite and updateable primary keys, this
will cause problems in ADF Faces pages. For example, an ADF Faces table
manages its rows using the key of the underlying row. If this key changes,
unexpected behavior can occur in your ADF Faces page. In addition, if you want
to provide a drop down list on a lookup tables to populate a foreign key, the
foreign key can only consists of one column, which in turn means the referenced
table must have a single primary key column.

e Ensure that all the primary key, unique key, and foreign key constraints and
check constraints that logically exist, are explicitly defined as database
constraints in your database server. When you create ADF Business Components,
these database constraints are stored in the Entity Object XML file. JHeadstart
uses this constraint information to generate user-friendly error messages when a
database constraint is violated.

3.2.2. Creating First-Cut Entity Objects and Associations

Use the JDeveloper wizard Business Components from Tables to create entity objects for
your database tables. You can find this wizard in the New Gallery. On the “Create Entity
Objects” wizard page, press the Query button to see all tables you created in the previous
exercise.

Make sure you specify a proper package name for the entity objects, based on the naming
conventions that you specified for your project. See chapter 2 for more info on naming

conventions.

Do not yet create default updateable or read-only view objects and do not create an
application module using the wizard for two reasons:
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We first rename the entities and associations and the new names will be used
when we create view objects and view links.

A default application module typically contains many (nested) view object
usages that you do not need in your application. You should set up your
application module data model based on the layout of the pages you will create
to meet the functional requirements of your application.

3.2.3. Renaming Entity Objects and Associations

We recommend renaming entity objects and associations to comply with the naming
standards you have set up for your project (see chapter 2).

Renaming associations and the association accessors is important for the following

reasons:

By default, associations are named after the foreign key constraint suffixed with
“FkAssoc”. Foreign key names are often not very meaningful, so if you have
many associations, they are easier to manage with meaningful names.

The accessor properties of an association determine the accessor method names
generated into the entity objects to traverse entity object associations, something
you will often do when coding business rules in your entity objects. Logical
accessor methods make it easier to code this logic.

The view links that are created when you create default view objects for your
entity objects are named after the underlying associations, saving you an
additional renaming of the view links (although you typically will remove the
“Link” suffix added to the view link name).

For example, when you create entity objects for the EMPLOYEES and DEPARTMENTS
tables in the HR schema of the Oracle database, an association named DeptMgrFkAssoc
is created, with association properties named “Employees” and “Departments”. We
recommend renaming the association to something like
“EmployeeManagesDepartments”, and the association properties to “Manager” and
“DepartmentsManaged”.

3 - 6 Creating Business Components

JHeadstart Developer's Guide



" View Link Properties

SOuUrce AcCcessar Destination Accessor
Wiew Cbject: Employeesiiew Wiew Cbject: Departmentsiiem
Generate Accessor 3enerake Accessor
In wiesw Object: Departments. .. In Wiew Object: Employees, .,
[ ] In Entity: Departments [ ] In Entity: Emplayees
Accessor Mame: Accessar Marme:
|Manager | |Departmentsr~'1anag|5d
| Help | O J | Cancel |

Now, if you need to code logic in the Employee Entity Object that requires access to the
departments an employee manages, you can call the getDepartmentsManaged ()
method rather than the confusing getEmployees () method.

3.2.4. Generating Primary Key Values

In many cases, artificial primary keys are used (also known as surrogate primary key).
Typically, these primary key columns are called ID. Because they are artificial, they are
meaningless to the user. The system generates the values and uses them internally, but
they should be hidden for the user.

Before starting to generate applications with JHeadstart, examine your Model for
artificial primary keys. Make sure they are correctly populated. Test this with the
Business Components Application Module Tester. See section Test the model.

An artificial primary key can be populated in two ways:

¢ In the Business components: The create method of the entity object is used for
that.

¢ Inthe database: A database trigger is in added to the table that gets the next
value from a database sequence and populates the primary key.

3.2.4.1. Surrogate primary key populated in the Business Components Model layer

In the Entity object implementation, a create method is added that takes the value out of a
database sequence and sets the primary key.

This is described in detail in the JDeveloper Help. Check topic ‘Populating an Attribute
from a Database Sequence’.
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@ Suggestion: If all primary key attributes have the same name, for example Id,

g retrieving sequence values from the database in the create method is
something you could implement in your BC base classes. By doing so, you do
not need to implement a create method for each entity object. In the EO base
class you can retrieve from one sequence that is used for all Entity Objects. Or
you can implement a more sophisticated mechanism that derives the sequence
name from the Entity Object name.

3.2.4.2. Surrogate Primary Key populated in the database

The database generates the primary key value, so no Java code is needed to populate the
primary key. However, your Business Components Model needs to know that values get
refreshed in the database after the insert.

When you plan to create screens that insert a master row and one or more detail rows in
one transaction, you will need to ensure that ADF BC first posts the master row and then
the detail rows, otherwise ADF BC will not be able to set the foreign key of the details
rows correctly. To enforce this posting sequence, you should mark the entity association
as “Composite Association”.

-1 Behavior

Specify the behavioral aspects of this association.

[+] Use Database Key Conskrainks

+

Composition Associakion
|| Optimize For Database Cascade Delete
[] Implement Cascade Delete
[ ] Cascade Update Key Attributes
[ ] Update Top-level Histary Columns

Lock Level:
(@ihone () Llock Container () Lock Top-level Container

Note that when you mark an association as composite, the detail entity object can only be
created as a detail of the master entity object, which means you cannot create a page that
directly creates detail entity object, in addition to the master-detail page. If you try to do
so, you will get error JBO-25030: Failed to find or invalidate owning entity.

Weblog Steve Muench: “Why do I get InvaliOwnerException”.
http://radio.weblogs.com/0118231/stories/2003/01/17/whyDolGetThelnvalidownerexc

eption.html

3.2.5. Setting Entity Object Attribute Properties used by JHeadstart

A number of properties that you can set on the Entity Object attribute panel are carried
forward by JHeadstart into the Application Definition file used to generate the
application:

e Mandatory: when this checkbox is checked, the item that is based on this
attribute will be generated with an asterisk in front of the label, and a JavaScript
alert will be displayed when you submit the page when the item is still empty.

¢ Queryable: when checked, the item created for this attribute in the Application
Definition will have the Show in Quick Search and Show in Advance Search
checkboxes checked by default. Of course, you can uncheck these checkboxes
later on.
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e Updateable: when set to “While New” the item will be generated as a read-only
item when an existing row is displayed on the page. When set to “Never” the
item will be read-only in the generated page.

Note that Queryable and Updateable properties can also be defined at the view object
(VO) level. An item that is queryable at EO level can be made non-queryable at VO level.
An item that is updateable at the EO level can be made (partly) read-only at the VO level.
The VO level settings take precedence when JHeadstart creates the Application Definition
file.

3.2.5.1. Specifying Entity Object Control Hints

You can specify Control Hints for an attribute in an Entity Object. See the screenshot
below.

© Edit Attribute: Jobld

(@8 )| control Hints
- Entity Attribute
i Validation Display Hink: |Display v|
skom Properties Label Text: | ||:|
. Tooltip Text: | ||_|
Dependencies =
Control Type: |DeFauIt i |
Display wWidth:
Display Height:
Form Type: |Detail '|
Auto Submit: |False '|
| Help | | Apply | | OF J | Cancel |

The information you enter in this panel is stored in a resource bundle for the Model
project.

http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/bcentities.htm#smO
140

@ Internationalizing Control Hints. Explained in ADF Developers Guide.

By default, JHeadstart will use an EL expression to reference the UI Hints set in the
model. You can also configure JHeadstart to copy the Ul hints and not use an EL
expression to reference it. See chapter 11”Internationalization” for more information.

3.2.6. Implementing Business Rules

JHeadstart Developer's Guide

ADF Business Components has extensive support for implementing business rules, both
declaratively using so-called validators, as well programmatically in the Entity Object
implementation classes. The Fusion Developer’s Guide has extensive information on
implementing business rules, see the references below. In addition, the JHeadstart Team
has written a comprehensive white paper on implementing business rules in ADF
Business Components. This white paper can be downloaded from OTN, and includes a
classification of business rules, and a structured approach to implementing each type of

Creating ADF Business Components 3 -9


http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/bcentities.htm#sm0140
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/bcentities.htm#sm0140

business rule. While the paper has been written for release 10.1.3, the main concepts are
still applicable.

B

B
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Web Reference: Fusion Developer’s Guide for Oracle Application
Development Framework Release 11.1.1.4, chapter 7: Defining Validation and
Business Rules Declaratively

http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/bcvalidation.htmis
m0231

Web Reference: Fusion Developer’s Guide for Oracle Application
Development Framework Release 11.1.1.4, chapter 8: Defining Validation and
Business Rules Programatically

http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/bcrules.htm#CIHB
BDDB

Implementing Business Rules in ADF BC. White paper on OTN.
http:/ /www.oracle.com/technology/products/jdev/collateral /papers/10131
/businessrulesinadfbctechnicalwp.pdf
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3.3. Creating View Objects and Application Modules

This section discusses the development tasks related to creating the data model layer,
consisting of View Objects, View Links and Application Modules. The following topics
are discussed:

e Creating View Objects and View Links

¢ Renaming View Objects and View Links

e Inspecting and Setting Key Attributes of a View Object

e Setting View Object Control Hints

e Determining the Order of Displayed Rows

e Creating Calculated or Transient Attributes

e Setting up Master-Detail Synchronization

e Defining View Links and View Object Usages for Lookups
e Testing the Model

3.3.1. Creating View Objects and View Links

When creating a View Object you need to determine whether the data queried through
the ViewObject should be updateable in the user interface (web pages). If so, you need to
create an updateable ViewObject, which is based on a primary Entity Object. If the data
is read-only in the user interface, it is more efficient to create a read-only View Object,
which is a View Object not based on an entity object with a custom SQL query that you
need to enter manually.

A typical example of read-only View Objects, are View Objects used to populate lookup
data in the user interface, typically exposed through a drop down list, or List of Values
window.

3.3.2. Renaming View Objects and View Links

If you have used the “New Default Data Model Components” wizard, we recommend
that you rename the View Objects and View Links to comply with the naming standards
you have set up for your project (see chapter 2). If you create the View Objects and View
Links one-by-one, you can assign proper names right away.

3.3.3. Inspecting and Setting Key Attributes of a View Object

Under the covers, an ADF Faces table uses the View Object f£indByKey () method for its
row management. This row management is used by the ADF Faces table to update the
correct underlying row, when a user has changed one or more values in the ADF Faces

table. Built-in ADF Data Binding layer actions like setCurrentRowWithKey and

setCurrentRowWithKeyValue also rely on the findByKey() method. For this method to
behave reliably, the following conditions must be met:

e Each View Object must have at least one key attribute
e Primary keys must be pre-populated for new records.

e The key attribute(s) should be non-updateable
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The second condition has rather big implications: your datamodel must use surrogate
primary keys so you can prepopulate them in the Create method of your entity objects
(JDeveloper bug 6894412). If you are building an ADF application against an existing
datamodel with meaningful primary key attributes that are populated by the end user,
you need to add an additional ID column to your database tables, and mark the attribute
for this column as key attribute. Note that you do NOT need to change the existing
database constraint definitions although it is good practice to define a unique key on this
new ID column.

A view Object key that is updateable will result in unexpected behavior in the web tier.

For example, if you update key attribute values in an ADF Faces table, the row
management feature will not work correctly anymore.

3.3.3.1. Set Manage Rows By Key for Read-Only View Objects

When you create a read-only View Object, by default none of the attributes will be
marked as Key attribute. In order to successfully be able to use the findByKey() method
on a read-only view object, you need to perform two additional steps:

1. Ensure that at least one attribute in the view object has the Key Attribute
property set, and make sure this is a non-updateable attribute.

2. Enable a custom Java class for the view object, and override its create() method

to call setManageRowsByKey(true) after calling super.create() like this:

// In custom Java class for read-only view object
public void create()

{
super.create () ;
setManageRowsByKey (true) ;
}

@ Suggestion: Rather than adding this create() method to each and every read-
= only View Object, you can apply a generic coding technique in the View Object
base class. See section 37.3.2 of the ADF Developer’s Guide:
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/bcadvgen.htm#smO
296

3.3.4. Setting View Object Control Hints
You can specify Control Hints for an attribute in a View Object.
JHeadstart might use some of these properties in the same way as Control Hints specified

for an Entity Object. See section Setting Entity Object Attribute Properties used by
[Headstart for more information.

3.3.5. Determining the Order of Displayed Rows

In most situations you want to order the queried records. To accomplish this you must
add an Order By clause to each View Object.

[ Attention: In general, there is NO DEFAULT sort order you can rely on.
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Query Clauses

Where: Edit... |
Order By | Employees. LAST NAME, Employees.FIRST HNAME |Ed'rt___ |

1. Select the View Object, right mouse click, select Edit <ViewObject> to open its
Properties dialog.

2. Go to the Query node and enter the Order By clause. You can press the Edit
button to select available attributes. Often, the view is ordered by the Descriptor
attribute. It may also be ordered by a lookup attribute.

3. Be sure to use the 'Test' button to verify the query.

It is also possible to let the user order the records as desired in a page with table format.
See chapter 5, section “Allowing the user to sort data in a table page” for more detail on
how to do this.

3.3.6. Creating Calculated or Transient Attributes

Sometimes you want to show an attribute that does not exist in the correct form in the
database. For example: you want a read-only attribute FULL_NAME based on the
FIRST_NAME and LAST_NAME attributes. In such cases, you need to add a calculated
or transient attribute.

Note the important difference between a calculated and a transient attribute:

A calculated attribute is present in the SQL query: the calculation is done by SQL
at retrieval time. So a calculated attribute is only recalculated when the query
is re-executed. Imagine a calculated attribute FullName that is a concatenation
of FirstName and LastName. When the FirstName is changed in the
application, the data needs to be requeried to refresh FullName. Only use a
calculated attribute for read-only fields.

¢ A transient attribute is not present in de SQL query. You have to calculate the

value in a get method in the View Object. Every time the transient attribute
value is needed, the get method is called and the transient value is
recalculated. So you have no synchronization issues when using a transient
attribute. The only drawback of a transient attribute is that you have to code a
get method in the ViewRowImpl class.

Reference: Fusion Developer’s Guide for Oracle Application Development
Framework Release 11.1.1.4, section 5.14: Adding Calculated and Transient
Attributes to an Entity-Based View Object.
http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/bcquerying.htm#C

HDHJHBI

3.3.7. Setting Up Master-Detail Synchronization

JHeadstart is capable of generating parent-child or master-detail layouts. For example
you want to show a department with all the employees in that department as detail.

JHeadstart Developer's Guide
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When you want to generate master-detail layout, it is important to make some
preparations in the ADF BC Model. Let’s take the Departments with Employees as an
example:

1. A View Link representing the master-detail relation must exist in your Model
project:

% Edit Attributes

Select each pair of source and destination wigw object attributes that defing the wiew link, then dlick Add.

Select Source Attribute: Select Destination Attribuke:
4% model,Model | s model Model
= i) model (= (il madel
E] CountriesYisw E] Caunkrigshigw
E—}E] Deparkmentsvisw E] Departrentsiiew

&3 DepartrientId EIE] EmployvesasView
== DepartrnentMarne { LeEE CommissionPct
c =@ Departrmentld

=3 Managerld
G- Emploveeshiew
-5 Johsview

| Add || Remove

Saurce Aktribukeds) Destination Attributels)

| Help | | [al'4 _J | Cancel |
S I v,
2. The master-detail relation must exist in the Data Model of your Application
Module
[l AppModule.xml
General
Data Model Data Model Components
Java Select a view object from the tree of available view objects, select the instance or application module ko be its parent in the
. data model tree, and click '=' to create a named instance of the view object in the data model,
EJE Session Bean
Service Interface
Configurations [= ¥iew Object Instances
The data model contains a list of view object and view link instances, displaying master-detail relationships,
Available View Objects: Data Model: Subbypes, .. || Edit. .. |
@ madel Madel : [0 AppModule
E‘@ rode! - CountriesLookup
BE] Countriesview $2) Countriesview!
Lo Locationsyiew via LocCIdFkLink L ?ﬂ Laocationsyiews
Ej Cepartmentsiiess | | L ?ﬂ DepartmentsLookup
8] Employeesyiew via EmpDeptFkLink [.}..?ﬂ Departmentsiisw
9] Employeestiew > i - 38
82| DepartmentsYiew via DeptMarFkLink |?| ..... ?ﬂ EmploveesLookup
-] Employeesyiew via EnpManagerFkLink | |—— [.}..?ﬂ Emploveesyiewl
=3 E] Jabsview - Departmentsiiswz
o #2] Employeesyiew via EmplabFkLink ?ﬂ Employeesyiews
& E] Locationsiiews || L ?ﬂ JobsLoakup
L. 82 Departmentsiiew via DeptlocFkLink - &2 Jobsviewl
258 Regionsview i 2] Emplayeesyiewd
View Instance: Employeesyiew3 /
Wiews Link Instance: EmpDeptFlLinkl /
View Definition: model, Employeesyisw
Yiew Link Definition: model. ErmpDeptFkLink A4
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Attention: You can have multiple levels of nesting. For example Regions,
consisting of Countries, consisting of Locations and so on. See section 5.6 -
Creating Tree Layouts, for an example of deeper nesting.

3.3.8. Defining View Links and View Object Usages for Lookups

JHeadstart is capable of generating dropdown lists or lists of values for entering
references to other rows. For example, when entering or updating an Employee, you
want to set the Employee’s Department by choosing from all available Departments in
the database.

When you want to let the JHeadstart New Application Definition Wizard automatically
include such lookups, you have to make sure that View Links exist between the relevant
View Objects. In the example, a View Link must exist between the Employees View
Object and the Departments View Object.

For the purpose of automatically adding lookups, it is not necessary to include a usage of
the View Link in the data model of the Application Module. The New Application
Definition Wizard will automatically add lookup View Object usages in the Application
Module.

If you later want to add a new lookup to an existing Application Definition, it is not
necessary to have any View Links. However, you do need a View Object usage in the
Application Module for the lookup data collection. We recommend creating a dedicated
View Object usage for lookup purposes, because if the same View Object usage were also
used as the main data collection of a page, applying search criteria would result in not
having the complete list to choose from in the lookup.

3.3.9. Testing the Model

JHeadstart Developer's Guide

Before starting to generate with JHeadstart, you should be sure you have your Model
right. So make sure you can query, insert, update and delete data with your View
Objects.

Use the Business Components Tester for validating your model. Right-click your
Application Module and choose ‘Run...” . Check the Database Connection name and click
the Connect button. Now the Oracle Business Component Browser opens.

On the left hand side you will see the Data Model of the Application Module. Double
click one of the View Object Usages to open a browser for it. On the right hand side you
can now browse through the rows, make changes to them, and, using the toolbar, even
create and delete rows.

See the JDeveloper help for further instructions. Topic is “Testing with the ADF Business
Components Browser’.

@ Suggestion: This Tester application is a very convenient way of checking
< whether you have correctly specified your Business Components, without

having to create a full-blown application on top of it first. Also, in multi-
layered applications such as these, the exact source of a problem is not always
easy to determine. The Tester application is very useful in determining
whether a problem is located ‘above’ or ‘below” the ADF Bindings. Finally, it is
a quick and easy way to test virtually any business rule implementation that
was implemented in the Business Components.
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CHAPTER

Using JHeadstart

his chapter provides information on how to use JHeadstart in general. The following
JHeadstart in general. The following topics are covered:

e Understanding the Generator Architecture

e Using the JHeadstart Enable Project Wizard

e Using the Create New Service Definition Wizard
e Using the Application Definition Editor

¢ Running the JHeadstart Application Generator

¢ Running the Generated Application

¢  What Was Generated for What Purpose
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4.1. Understanding the JHeadstart Application Generator Architecture

This section describes the high level architecture of the JHeadstart Application Generator
(JAG).

The JHeadstart Application Generator provides a simple, highly productive means for
creating a transaction-based J2EE application using ADF.

Application Generator
Definition Templates
JHeadstart View
Application .
Definition@‘g
Wizard %i \ Controller
®
‘ JHeadstart
Application Mode
I Generator

gi*' . Business

'i‘i Services
JDeveloper

ADF BC Wizard

G

The high-level development process shown in this diagram follows:

1. Create the business service using ADF Business Components wizards in
JDeveloper. This step is independent of JHeadstart.

2. Use the JHeadstart New Application Definition Wizard to create a first-cut of the
application definition, the metadata file in XML format required to generate the
application. Then, although it is not shown on the diagram, you would refine the
metadata using the Application Definition Editor, and customize the generator
templates using the JDeveloper code editor.

3. Generate the Model (data bindings), View, and Controller layer code using the
JHeadstart Application Generator. This is a highly iterative process, where you
refine the metadata and templates based on previous generation results. For an
example of a generated page see Figure 2.

4. If the results from the JHeadstart generator do not fully match your functional
requirements, you can enhance the generated pages using the JDeveloper ADF
tools (visual editors, property inspectors, and drag-and-drop facilities). There are
several ways to preserve post-generation changes, as we will discuss later.

The Application Definition drives the JHeadstart Application Generator. This is an XML
file that defines the overall structure of the application, including:
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4.1.1. Input Output
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e The type of view layer that should be generated (ADF Faces with JSP version 2.0
or 1.2).

e The Data Collections that should be displayed and modified.

e The layout styles that should be used to display and manipulate the Data
Collections.

e Relationships between the Data Collections: parent-child or lookup.

JHeadstart includes the JHeadstart Application Definition Editor, which is a user-friendly
mechanism to edit the Application Definition without having to edit the XML file
directly.

In addition to the Application Definition, the JAG uses the following inputs:
e JHeadstart Generator Templates

The JAG parses the Application Definition and generates a Model-View-Controller
(MVC) application using the following technologies:

e Model: ADF Business Components and ADF Model (data bindings).
e View: JSF JSP and ADF Faces (Rich Client).
e Controller: JSF/ ADF Controller.

The JAG is capable of generating the following types of output:

e Faces Conlfig files for the JSF Controller.

e JSFJSP files for each displayed page.

e JSF fragments for each displayed region.

e ADF Task Flow configuration files for each group (of pages).
e Page Definitions (data bindings) for generated pages.

e Resource bundles for internationalization.

e SQL scripts for populating the JHeadstart database tables when table-driven
features are enabled (dynamic menu, flex items, security, internationalization)

The output of the JAG, together with the ADF Business Components, results in a fully
functional web application.

Whenever it is required, you can switch on and switch off generation of individual file
types.
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4.2. Using the JHeadstart Enable Project Wizard

JDeveloper offers a host of technologies that you might or might not use in a project. The
use of some of these technologies might require the presence of some files or settings in
your project. To facilitate the development process, JDeveloper will usually create these
files and/ or settings for you the first time you use such a technology in your project,
often without notice. For instance, the first time you create an ADF Faces page in a
project, JDeveloper will automatically add a number of settings to the web.xml file, and
add a faces-config.xml file to your project

In a similar fashion, the use of JHeadstart also requires such files and settings in your
project. We have chosen to make the use of JHeadstart on a project a deliberate choice.
Before allowing the use of any JHeadstart Addins on a project, you must first ‘enable’
JHeadstart on it. Typically, this only needs to occur on the “ViewController” project: the
project that will hold the JSF Navigation files and the JSF JSP pages. This action will also
trigger the creation of those files and settings needed for a JHeadstart application.

4.2.1. Enabling JHeadstart on a new project

4 - 4 Using the JHeadstart Addins

Enabling JHeadstart on a project is a simple operation that you can perform by clicking
the alternative mouse-button on the project, and selecting the option ‘Enable JHeadstart
on this Project’.

“ Projects Bl&®V-=-
=- (&) . Maodel -
: B[] Application MNew... Ctrl-N

G- [0 test.m Edit Project Source Paths..,
I'@ test.m Remove from Application,jws
G- [} kest.m
i [ test.m
: G060 best.m
E . ViewCaontrallzr

L)
= r_—l Web Cante
E| D WEB-I o Make WiewController.jpr Ctrl-F2

Q) ad &% Rebuild ViewCaontroller jpr Alt-F2
E fa Deploy ]

. kri
i > Run
. 77 Page i ¥ Debug

% Reformat Ctri+AlL
Organize Imports Ctri+AltO

Erase Project File from Disk

Find Project Files

Show Owverview

Version ViewController,jpr...
Compare With »
Replace With »

Restore from Local Histary...

[+ Application Resourd
[+ Data Controls

I Recently Opened F ES Enable JHeadstart on this Project
JHeadstart Utilities

@l Project Properties...

The JHeadstart Enable Project Wizard that is invoked by this menu option does not ask
for any input. All you need to do is click ‘Next” and ‘Finish’. It will then create and add a
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number of files to your project, and make some required project settings. It will report
what it has done in the following dialogue:

-5 JHeadstart Enable Project Wizard ﬁ

Prepare the project for JHeadstart

Prepare the project for JHeadstart

When you press the 'Finish' button, project Files and settings will be added or changed, which is necessary For using the
JHeadstart Application Generator. IF existing Files need to be averwritten, backups of the original files will be made.

Extracting JHeadstart Web Sources (jhs-web-install. zip). .done!

Extracting JHeadstart JAG Resources (jhs-jag-install.zip). .done!

Updating web.xml. .done!

Creating Application Definition File: [D:/Projects/Application2/ViewController [properties| Headst art ApplicationDefinition. xml.
. Done!

Registering page kemplates in pagetemplate-metadata, xml. .done!

Updating project settings

Adding runtime libraries to project

JHeadstart Enable Project Wizard has finished

| Help | Finish || Cancel

4.2.2. Enabling JHeadstart on an existing project
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The above screenshot is the result of invoking the JHeadstart Enable Project Wizard on
new project. But it is safe to use this wizard on a project that already contains many files,
possibly even a fully functional ADF web application. That is because, unlike JDeveloper,
this wizard will never overwrite any files or settings without either backing them up or
asking for your feedback on how to proceed. To be more specific, here are the possible
responses of the wizard when trying to create a file that already exists:

1. Backup the file.
This is done for files that are absolutely required, for JHeadstart to function
correctly, such as “‘web.xml” and ‘faces-config.xml’. If you made manual changes
to these files, you will need to merge them from the backup to the new version
created by JHeadstart!

2. Ignore the file and keep the existing version.

This is done for less vital files such as index.html and log4j.properties

3. Prompt for your resolution.
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Extracting C\Oracle\Middlewareljdeveloperjdeviextensions\oracle jheadstart. 11.1.1%... I&J

File
? "D:\Projects\Application2|ViewController | public_html| WEB-IMF | trinidad-config. xml”
— already exists, Overwrite?

| Yes | | Yes To Al | | Mo | | Cancel |

This is done for all other files, such as Tag Libraries and JHeadstart-specific files.
It is unlikely that you made manual changes to these files, so normally you
would choose ‘Overwrite All’, but you can make your choice to overwrite,
backup or ignore on a per-file basis if you want.

4.2.3. Re-enabling JHeadstart on a project
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Because of the safe nature of the wizard, we have allowed the option to re-run the wizard
on a project that you have already used it on. You can do this, for instance, if you receive
a newer version or patch of JHeadstart and want to make sure you are using the latest
runtime files, or if you have made changes to the files that you want to undo by reverting
back to the original version.

To rerun the wizard again, click on the project with the alternative mouse-button and
choose ‘Re-enable JHeadstart on this Project’.

R —
 Projects El Eﬂ ? gz
E=-[E] Model
E =[] Application 9 New... Crl-N
- test.mo Edit Project Source Paths...

10 test.mo
{0 test.ma
i test.mo
[ - test.mo & Find Project Files
(1[5 WiewController

D Application 3

Remaowve from Application2 jws

Erase Project File from Disk

Show Overview

r_—l Resources | gy Make ViewController,jpr Ctrl-Fg
=-[2 Web Contert & Repuijd ViewController,jpr AlEFD
Deploy b
Run
Debug
5= Reformat Ctri+AlRL
Organize Imparts Cr+Alt O

&7 Page Fld Version ViewControllerjpr...
Compare With 4
Replace With r

Restore from Local History...

|» Application Resource ] ]
b Data Contrals @l Project Properties...

|» Recently Opened File

[ Edit JHeadstart Application Definition
Mew JHeadstart Service Definition

ES Re-enable JHeadstart on this Project

JHeadstart Utilities
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[ Atftention: As you can see, because JHeadstart was already enabled on this
project, you can choose the menu options ‘Edit JHeadstart Application
Definition” and ‘New JHeadstart Service Definition’, and the menu option to
launch the JHeadstart Enable Project Wizard was renamed to ‘Re-enable
JHeadstart on this Project’.
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4.3. Using the Create New Service Definition Wizard

4 - 8 Using the JHeadstart Addins

After enabling JHeadstart, you will typically create a JHeadstart Service Definition XML
file. You can create a new Service Definition by right-clicking the ViewController project
and choosing ‘New JHeadstart Service Definition’. You will be presented with a 5 step

wizard.

Before running this wizard, you should inspect the JHeadstart Preferences Settings, as
they affect how the new service definition is created. You access the JHeadstart

Preferences Settings through the Tools -> Preferences menu in JDeveloper.

- Java Wisual Editor

™ IHeadstart Settings

- 5P and HTML Yisual Editar
- Mouseover Popups

- Roles

- Run

(&8 JHeadstart Settings
[+ Diagrams . A . i
Extensi Settings that determing how ADF BC contral hints are used when using the Mew JHeadstart
- ExLENsions Application Definition Wizard or when using the Synchronize option in Application Definition Editor
- External Editor
- File Types Bind item property to corresponding ADF BC Control Hint?
- (Galobal Ignore Lisk
- Http Analyzer [] Capitalize only first word of labelsftitles?
- Jaascript Editor

Settings that allow yvou ko kurn on Debug Mode on the JHeadstart addins to obtain additional lagaing

information

[] Cebug Application Generator?

[] Cebug Application Definition Editor?
- Shortut Keys [] Debug Enable Project Wizard?
- Tasks
- TopLink [] Debug Mew Application Definition YWizard?
- |Jsage Reporting [] Debug FormsZACF Generator?
- Mersioning

- web Browser and Proxy

- S5-I Testing Tools
- WS Policy Store

- ML Schemas

Help |

Provide the format mask For debug messages

Format mask

e[ l]: %t

| oK

| | Cancel |

There are two preferences that are relevant when running the New Service Definition
Wizard:

Bind Item property to corresponding ADF BC Control Hint?: when checked the
Prompt in Form, Display Width, Display Height and Hint (Tooltip) properties
of items created in the wizard will refer to the corresponding Control Hint set on
the underlying View Object attribute. When not checked, the value of this
Control Hint is copied to the item property of the created JHeadstart item.

Capitalize only first word of labels/titles: This property is only applicable when
the Bind Item property to corresponding ADF BC Control Hint? preference is
unchecked. If so, this preference determines whether a View Object attribute
name like LastName will result in a default prompt of “Last Name” or “Last
name”.

Attention: The following section assumes you are familiar with the concepts
that are introduced in this wizard (such as List of Values, search and layout
styles, etcetera).

Fortunately, the wizard sets the most commonly used values as default. If you
are not sure what option to choose, leave the default as is.
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The first screen of the Wizard (step 0) is an introduction, simply click Next to get to step

4.3.1. Step 1: Choose Data Control

JHeadstart Developer’s Guide

Page One

é- Create a New JHeadstart Service Definition

Choose the DataControl to use as the Model:

AppModuleDataContral

This wizard can create Flex Regions For each created group in the new Service Definition This allows runtime customization of
generated pages which includes adding fields an a page.

Create default Groups For all Data Collections (recommended)?

Process Mested Application Modules?

Skip Mested JhsModelService Application Module?

[] Create default Flexible Region For created groups?

Help | | < Back ” Next = | Cancel |

The list on the top of this page lists all the DataControls (i.e. Application Modules) that
are found in all the Model projects within your workspace. For example: if you have 3
Model projects with 2 application modules each, you will see 6 entries here.

A Service Definition always corresponds to exactly one Application Module, so you can
not select multiple DataControls from the list.

The following options are available on this screen:

e Create default groups: when unchecked, the new Service Definition will not

contain any predefined groups. If checked, it will create one group for every root
View Object usage, plus detail groups for every nested VO usage.

e Process Nested Application Modules: when checked, JHeadstart will also create

(detail)Groups for all VO usages within nested application modules.

e Skip Nested JhsModelService Application Module: JHeadstart will nest the

JhsModelService Application Module inside your own Application Module, to
use special JHeadstart features such as dynamic menu, translations etcetera.
Normally, you will not want to create groups for that application module, so
leave this checkbox ticked.

e Create Default Flexible Region: If you want to use ‘flexible regions” throughout

your service by default then check this box. Of course it is also possible to add
flex regions later on. See section 12.2 about Flex Regions for more information.
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4.3.2. Step 2: Choose Basic Settings

év- Create a New JHeadstart Service Definition

Page Two

Specify the name of the Service/Application.

Service Name | AppMaodule

[ "] Specify the name of the Service Definition

File Mame

Specify the default layoutStyle For Parent Groups

Parent Layout Style  |pable-Farm -

Specify the default layoutStyle For Child Groups

Child Layout Style  [pable -

Here you can specify the name of the Service, which will appear in some filenames and in
the list of ‘"Modules’ in your runtime application.

Also the basic layout styles for ‘Parent Groups’ (base groups directly connected to the

service) and ‘Child Groups’ (detail groups that are connected to another group) can be
specified.
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4.3.3. Step 3: Choose List of Values Options
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é- Create a Mew JHeadstart 5ervice Definition

Page Three

JHeadstart offers a wide varieby of Lists of Values. If you choose on of the ADF options, JHeadstart will automatically
generate LOV definitions on the appropriate view object attributes in your model. See the JHeadstart Developer's Guide For
mare informatian.

List OF Values Type | ADF-choiceList -

Where do you want the YO-instances For the lookups to be created? A shared application module is more memory-efficient,
but should anly be used when vour list content does not have to change during a session.

(@) Use existing application module (instance)

|m0de|.service.AppM0du|e (base maodule) - |

() Create new shared application madule

|mu:udel.service.SharedeService |

[ ] Create read-only copies of updateable view objects in the Following package:

|mu:ude|.lnoku|:u |

When using dropdowns, you can specify the label that will be used to enter an 'empty’ value.
Unselected label | <Na Selection= |

| Help | | < Back || MNext = | Cancel |

Here you can choose various options for the List of Values components (see section 6.7
for more information on Lists of Values).

The following options are available:

o List of Values type: Here you can choose between the various ADF model types
(starting with ADF-) and the JHeadstart types (starting with JHS-). Since you
have to choose one setting for all Lists of Values in your application, you should
try to choose the setting that will occur most often.

¢ Use existing application modules / Create new shared application module:
These options are only editable when you have selected an ADF Model type
LOV.
Choose the existing application module (base module) if the LOV components in
your application are not only showing “static” content. For example: if your
application needs to show newly added Departments in a dropdown list, you
should choose the base module.
However, the ‘Shared Application Module” approach is more memory- and
query efficient. So if you show only (fairly) static data in LOV components,
choose either a new Shared Application Module or an existing Shared
Application Module. See the reference below for more information on Shared
Application Modules.

e Create read-only copies: This will create a copy of your lookup View Object in
the package specified without using any Entity Objects. In other words, a read-
only View Object will be created using the SQL statement of the updateable View
Object. Read-only View Objects are a bit faster compared to updateable View
Objects and take fewer resources. They have the same drawback as Shared
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Chpt_6_Generating_Items.doc

Application Modules however: so choose this only when you have LOV
components with (reasonably) static data.

e Unselected label: For dropdowns, it can be possible to select a ‘NULL" or empty
value. This field specifies the label that will be used for that NULL value.

Fusion Dev Guide, chapter 10 “Sharing Application Module View

@ Instances”. Contains more information on Shared Application Modules.
http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/bclookups.htm
#BABEIAIB

4.3.3.1. Choosing a List of Values Type

There are various options you can choose for as a List of Values type. You should be
careful here in what option to choose, depending on the number of rows that will be
displayed per LOV.

The problem that could occur if you have a dropdown list with a very large number of
rows is twofold. The query performed on the database to retrieve the rows is slow, and
the HTML needed for rendering the page becomes very large and takes a long time to
load. In extreme situations, this might mean that when trying to show the page, the
database hangs and/or the page never shows up.

Rule of thumb: if one or more of the tables you expect to be used for choosing the many-

end of a relationship contains considerably more than 100 rows, then choose a separate
(popup) LOV style. This includes ADF-inputTextLov, ADF-comboBoxLov and JHS-LOV.

4.3.3.2. Understanding What JHeadstart Generates

There are three basic scenarios for LOV generation. Each of these scenarios gives a
different result in terms of files that are generated, view object instances added,
JHeadstart groups that are added, etcetera.

Scenario 1: JHeadstart LOV/dropdown

When you choose a JHeadstart LOV/dropdown in the wizard, the following objects will
be created:

Lookup View Object Usages
For each View Link, JHeadstart will generate a Lookup data collection by default.
JHeadstart adds new instances of the ViewObjects to the Application Module with name

*Lookup. You can inspect this behavior by editing your Application Module after the
wizard has finished:
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[ﬁAppMudule.m‘nl [

General

P

Data Model Data Model Components ?

e Select a view object from the tree of available view objects, select the instance or application

EJB Session Bean module to be its parent in the daka model tree, and click '=' ko create a named instance of the

Configurations view object in the data model.
Available View Objects: Data Madel: Subtypes... ” Edi...
aﬁ modsl,Mads| Il AppModule
- i model entiy -5 Locations
P (B <Emply > B-8%] Regions
r@ model. guery ?._fl JobsLookup ]
&1 [ifil model.service k=% Denartments

[ 58] RegionsLookup
-89 Emplovess
| < | - 82| EmplayeesLackup ]

The reason is that a lookup needs to maintain its own set of rows. For example, when you
have a page that maintains Employees, and in another page there is a list of values for
selecting an employee, there need to be two instances of the same ViewObject. One
instance holds the rows for the maintenance page, and the other holds the rows for the
list of values. This way you can perform a search in the Employees maintenance page,
without limiting the available values in the lookup.

LOYV Groups or Dynamic Domains

If you choose “JHS-dropdown” as LOV type, JHeadstart will create a dynamic domain in
the Service Definition File and set the display type of the item to dropDownList. The
domain of the item will point to the new dynamic domain.

If you choose a JHeadstart LOV, JHeadstart will create a new LOV group (with the same
name as the new Lookup View Usage). Furthermore, it will add a List of Value to the
LOV item that will point to the new LOV group.

Scenario 2: ADF Model LOV without Shared Application Module

In this case, JHeadstart will not create any ‘Lookup’ view usages in the base application
module.

Instead, JHeadstart will create a View Accessor and a List of Values definition for every

View Object attribute that has a View Link. After the wizard has finished, the LOV can be
inspected by looking at the attributes of a View Object:
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Mame Type Column Info

E= DepartmentId Mumber DEFARTMENT_ID (De...

DepartrmentMams Skring DEPARTMEMNT_MAME ...

Locationld Mumber LOCATION_ID (Depar. ..

Speciallnd Mumber SPECIAL_IND (Depart. ..
Custom Properties: ManagerId + = f X
[=] List of Values: ManagerId + / b4

Enable this attribute to display a list of values to use in the user interface.

Lisks of Values:
MNamne List Daka Source Lisk Atkribute

| l

When we click the ‘edit’ icon on the List of Values, we see the following:

& List of Values (%]

List af Values Mame: |LO'u'_ManagerId |

rCnnFiguratinn |/UI Hinks |

Select a view accessor For the lisk daka source, and then choaose the lisk atkribuke
that maps to the current view object attribuke,

List Daka Source: [Departments_EmpIcn'y'eesannkup v] Ei'
List Attribute: [Employeeld - ]
List Return Values

Map any supplemental values that your lisk returns to the base view object (it
always returns a value ko the attribuke For which the lisk is defined).

+ X
View Atkribute Lisk Akkribuke

I N

e

As you can see, JHeadstart has defined a complete List of Values definition in our
attribute, including information on which attributes should be copied from the LOV to
the base page.

The new Service Definition file will not contain any LOV groups or dynamic domains.
Instead, it will simply set the display type of the LOV item to the appropriate value (e.g.
“model-inputTextLov”). This is enough information for JHeadstart to generate the page.

4 - 14 Using the JHeadstart Addins JHeadstart Developer’s Guide



JHeadstart Developer’s Guide

Scenario 3: ADF Model LOV with Shared Application Module

This scenario looks a lot like the second scenario. However, something extra will be done:
Creating a New Shared Application Module

When a New Shared Application Module needs to be created, first a new (empty)
Application Module will be created in the package of your choice. It will also be added as
a session instance to your Business Components project. This means one instance of this
Application Module will be created per session. You can see this when right-clicking your
Model project, choose Properties and go to the Business Components > Application
Module Instances tab:

é- Praject Properties - D:\oracle_apps\jdev_homeimywork\Applicationi\Model\Model.jpr

'ﬁ;ﬂ )| Business Components: Application Module Instances
[#- Project Source Paths |/ Application |’ Session
ADF Model
ADF Vi, Select an application module from the available tree, and click =" to create a named
1w inskance of the shared application module. The instance can be shared in the session
- Ant level,

-1 Business Compaonents

----- Application Module Instances

Available Application Modules: Application Madule Instances:

----- Base Classes % model.Model ii‘ﬂ) model Model

_____ Imports =+l modsl |
,,,,, Options _ [l SharedLovservice

..... Packages () AppModule

----- Preloaded Objects
----- Property Sets

----- Regex Settings
----- Registered Rules
----- Substitutions

----- View Object

[+ Compiler

- Dependencies

- Deployment

- EJB Module

- Extension

[#- Javadac

- Java EE Application

]

Defaulk Mame: l:l Instance Name: |sharedLovService

Definition: model,SharedLovSer...

| Help | | QK J | Cancel |

Here you see that the new ‘SharedLovService’ has been added as a session instance.
Adding Lookup View Usages

When JHeadstart generates a new Shared Application Module, it will also add a Lookup
View Usage to it for every LOV that is generated. This happens in the same way as for

JHeadstart dropdowns/LOVs; except they are not added to the base App Module but to
the Shared Application Module.
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4.3.4. Step 4: Choosing Search Style

é- Create a Mew JHeadstart 5ervice Definition

Page Four

For bath quick and advanced search, you can choose between the ADF model approach (using view criteria) or the
JHeadstart approach (where you customize the query in your application definition File).

Quick Search Style: |ADF Maodsl -

Advanced Search Style! | ApF Model -

If you use a Headstart based search, it is nok possible to use this in combination with LOVs that are Model based. You will get
a text field as search field For those ikems. JHeadstart gives you the option however to automatically generate JHeadstart
based LOVs in the search area, and still use Model based LOVs in the page itself,

Always use JHeadstart LOVS in JHeadstart search area?

| Help | | < Back || MNext = | Cancel |

Here you can choose the different default search styles for quick and advanced search, as
described in section 7.2.

In general, we recommend to use the ADF Model approach, unless you have
requirements that cannot be implemented using the ADF Model search. Such
requirements include:

e Specific layout requirements for the search area, for example, organizing the
search items in groups with headers, or multiple tabs.

e Read-only descriptor items that should be populated by an LOV for a search
item

e Usage of JHeadstart List of Values in the search area.

The compatibility matrix in section 6.7.1 gives you more information on the issue of LOV
and search combinations that are ‘invalid’. The rule of thumb is quite simple: either
choose ADF Model LOV and the ADF Model search together, or choose the JHeadstart
LOV and JHeadstart search together. Do not try to mix the two approaches.

However, if you (really) need to use the JHeadstart search and the ADF Model LOVs
together, this wizard gives you a bit of extra help. If you tick the checkbox on the bottom

of the screen, JHeadstart will create two items for each attribute with an LOV:

1. An ADF-Model based LOV item that will be displayed in your form/table. It
will not be displayed in your JHeadstart search area (since that is not supported).
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2. A JHeadstart based LOV item that is not shown in the form/table layout, but is
only shown in the JHeadstart search area.

Both items are based on the same attribute in the View Object and have the same settings
(including label).
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4.4. Using the Application Definition Editor

JHeadstart uses an Application Definition and (multiple) Service Definitions to define the
structure of your application. These definitions are stored in separate xml files. They
identify which pages you need, how you want these pages related, their layout styles,
what information sources they are based on, and so on. The Application Definition
defines the global settings for your entire application. Each Service in the Application
Definition will be generated with its own menu structure (e.g. tabs). Each (top level)
group in the service corresponds to one item in this menu (e.g. a tab).

One Application Definition can contain multiple services. To create another service, run
the ‘New JHeadstart Service Definition” again.

Reference: How to create a Service Definition is described in section 4.3, Using
the Create New Service Definition Wizard. This section only discusses how to
create new groups, and how to modify and remove existing groups.

4.4.1. Maintaining the Application Definition

The JHeadstart Application Definition Editor helps you to maintain the Application and
Service Definitions without having to write and edit the XML files yourself. You simply
define or modify the properties as you need, and the XML file will be modified
accordingly.

4.4.1.1. Starting the Application Definition editor

To be able to start the editor you must have enabled JHeadstart on the project. Press the
alternative mouse-button on the Project and click “Edit JHeadstart Application Definition’
to open the editor:
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<[ kesk.m
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<[ test.m
! (0 kest.m
E| ViewController
B[] Application
B[] Resources
Elr_—l Web Conte

D Page F

[+ Application Resourc
[+ Data Contrals
[+ Recently Opened Fi

|. Application2 '| "|
= Projects El ’@ﬂ ? =T
E_|--- Madel -
T3 ¥
=271 Application New:.. Etil-N
B[l test.m Edit Project Source Paths...

Remowe from Application2.jws

Erase Project File from Disk

Eind Project Files

Show Owerview

EEE| S

Make ViewControllerjpr Ctrl-F@
Rebuild ViewController,jpr Alt-FQ
Deploy

8V

Bun

Debug

Refarmat Ctrl+AltL

Organize Imports Ctil+AltO

Wersion ViewCaontrollerjpr...
Compare With
Replace With

Restore from Local History...

Project Properties...

@l
o

Edit JHeadstark Application Definition
Mew IHeadstart Service Definition
Re-enable JHeadstart on this Project
JHeadstart Utilities

4.4.1.2. Using the help in the Application Definition editor

The help in the Application Definition editor explains all the properties that you can set
for each service, group, detail group, lookup and region. This is a very useful aid to help
you determine how and when to set each property.

When you open the Application Definition editor, you will see the properties on the right
hand side of the editor. Below the properties, you see a small area (enlarged in the screen
shot below) with the help text. If you click on a property, the help text appears in the

window for that property:
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I hrdemostart - ViewController - Application Definition Editor

-8 &0 R H

FEBR2S

(& hrdemostart - ViewController
E}@ HRService

L:J Employees
(- Ttems
----- (28 Employeeld
----- =28 FirstMame
----- 53 | astName

= PhoneMumber
HireDate

=53 JobId

----- (23 Salary

----- (38 CommissionPct
----- (328 Managerld

----- (23 DepartmentId
----- 3 Regions

-3 Detail groups
--E=] Departments

t--E5] Countries
+--E5] Regions
----- (23 Domains

[

[ -

F1-E5 Locations
[

[

Group Image | Icon

[ Group Layout

Layout Style *

Table Overflow Skyle
Wizard Style Layout? *

Stack Groups on Same Page * Mone
= Query Settings
E Data Collection * Employeesiiew]

ata Collection Implementation
2] Data Collection Implementation *

Query Bind Parameters

T attribute determines the number and layout of the pages that are generated to select, view and manipul
e group ViewObject,

form: generates a single-record page.

table: generates a single page in Table (multi-record) format,

table-form: generates a Table Page, as well as a single-record Details page.

select-form: generates a Seleck Page with a list box where the user can select a record, and a single-record page,

tree! generates an empty page with a tree control in the side navigation. The nodes in the tree that represent

this group are NOT clickable.

tree-form: generates a single-record page with a tree control in the side navigation. Clicking a node in the tree

that represents this group, will navigate to the Form page of the selected record.

parent-shuttle: generates a shuttle where you can choose child rows to add to the parent (where the child rows

can only have one parent).

intersection-shuttle: generates a shuttle where you can choose For which rows a link o the current row must be
tored (where the rows can be linked to mulkiple rows of the current group). (default value = form) ‘/

l Properties l Templates

(e J (oo [ J[cance ]

This area may seem unnecessary small. You can increase or decrease the size of this area,
as you desire, just by placing the mouse cursor on the line above the help text and move

the line up or down.

4.4.1.3. Editing the Properties

There are four types of properties:

1. Text properties

2. Check boxes

3. Dropdown lists

4. Combo boxes or editable dropdown lists

How to edit the first three types is obvious. But the fourth type needs a little explanation.
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= ¥alidation

¢ibindings. $EINDING_MAME$. mandatoryt [*|=

Yalidator Binding

= I

Regular Expression
d - False I |

Determines whether a field should be required in the page,

ou can use an EL expression in this property to conditionally make the item required.

You can use the Fallawing key words in the 15F expression, that will be replaced by the 10G:

- $BIMNDING_MAMES the name of the value binding created Faor this ikem in the page definition,

- $GROUP_MAMES the name of the group the item is in,

- $PAREMT _GROUP_MAMES the name of the parent group of the group the item is in.

- $DEPEMDS_OM_ITEM_YALIUE$ 1SF Expressian that returns the value of the item specified in the "Depends on
Item" property,

The actual expression is different in table and Form layout, By using this keyword, JHeadskart will use the
appropriate svntax in table and Form lavout,

(default value = False)

fThis is an editable dropdown list, also called a combo box, IF wou bype a value manually, you need ko use the
\Enker key ko confirm your changes.

As you can see in the example of the item-level Required? property above, a combo box
has a dropdown list from which you can choose a value (in this case true or false), but
you can also type in a different value. If you do so, you must confirm this typed-in value
by pressing the Enter key. This is also mentioned in the online help of the property.

‘g Warning: If you type in a value in a combo box, and then press Tab or click the
mouse in a different cell, your typed-in value will be lost. Use Enter to confirm
your changes.

4.4.2. Application

The Application Definition (the top node in the Application Definition Editor) is used for
global settings that affect the whole application.

m hrdemastart - ViewController - Application Definition Editor

+ X d @R HS EEm23
Jhrdemostart - ViewContraller [ Identification
=g HRService ’

= (3§ Mame *
=22 Employees
B Items = Generator Flavours
: ----- (=) Employesld View Type *
o E Firsthame Default Group Usage *

4.4.3. Service

A service must be seen as a major subset of the application. It includes a set of logically
related functionality on which a user performs tasks that are logically linked together.
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4.4.4. Groups

4.4.5. Items

4.4.6. Lists of Values

m hrdemastart - ViewController - Application Definition Editor

+- % &8 HS

=Em2

’

| hrdema - Wi

ewCantraller

= Identification

-

=
-~l==] Employees

@ Mame *

=} [E5 Ttems Description
. - Employesld = Generator Flavours
} ---- 2 Firsthame Defaulk Group Usage
;- E¥8 | astName _
.58 Emai Defaulk Group Region Access

A part of a service definition seen through the Application Definition Editor

Attention: When partitioning the application into services, take into account
the following restriction:

A service can only be related to one ADF BC Application Module.
However you can use one Application Module for multiple services.

A service is made up of one or more groups. A group allows users to query and modify a
single data collection that maps to an ADF BC View Object (VO). Depending on the
layout options you choose, the group may be displayed on a single page or on a number
of related pages.

Groups may be nested to support parent-child relationships between their respective
View Objects.

Compared to a form module defined through Oracle Designer, you would typically
create one group for each first level module component. For detail module components
in a master-detail relationship, you would use nested groups.

A group consists of Items, Regions and Detail Groups. These concepts are discussed
below.

An item is a mapping to an attribute of an ADF View Object (which normally maps to a
database column). All kinds of properties can be set for an item. For instance you can
specify a default value or a label (used when generating prompts). An item can have a
List of Values, which is explained in the next section.

A List of Values (LOV) construction in an Application Definition links an item to a group
of type LOV, and specifies which items in the LOV group are to be mapped to which
items in the base group. This is required if in the generated application you want to
populate the item using a List of Values popup window instead of using a dropdown list.

Example The EMPLOYEES table has a foreign key to the DEPARTMENTS table.
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4.4.7. Regions

JHeadstart Developer’s Guide

EMP_DEPT_FK  g.1 [ DEPARTMENTS ]

EMPLOYEES

EMP_JOB_FK 1 [
B &

JOBS ]

When adding an EMPLOYEE, you need to choose the department. Suppose you want to
enter the the department using a List of Values, and you want to put that LOV on
the Department Name instead of the Department Id.

In the Application Definition you then have to create an item DepartmentName
(after first creating it in the ADF BC View Object), and link an LOV to that item.
This is how it looks in the Application Definition editor:

& HRServiceApplicationDefinition.xml - Applicatio

> 8 5 @

[ HRService

=-E5) Employees

=1 Ttems

..... G2 EmployesId
..... EE FirstMame

----- EE | gskhame

----- =3 Ernail

..... = PhoneMumber
..... HireDake

----- =8 JnbId

=53] DepartmentsL Oy
- DepartmentMame <= Departmentiame
- DepartmentId <= DepartmentId

An LOV is populated by means of an LOV group. This is a (top level or nested) group
with the property Use as List of Values? checked.

Within the LOV one can create a mapping of source and target items. In other words

which item of the LOV group should map to which item of the current group. The target
of the first value always automatically maps to the currently selected item.

The regions folder can contain three different types of objects. If you add a new Region
you can choose which type you want to create.

1. Item Regions
2. Group Regions

3. Region Containers
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4.4.8. Detail Groups

Example
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An Item Region allows you to group items into a named section (region) on a page. You
can define as many item regions as you want for a group.

A Group Region can be used to create a dedicated region for a detail group (nested
group) that has the Same Page property checked.. This way one has more control over
the placement of the detail group on the page. Alternatively, when the Include as ADF
Region checkbox is checked on the Group Region, you can reference another top-level
group that will be included as a reusable region in the page.

A Region Container is, as the name says, a container for regions. The Regions folder is an
example of a Region Container.

For examples of using regions, see chapter 5, section Controlling Page Layout Using
Region Containers, Item and Group Regions.

Groups can be nested to create master-detail (parent-child) relationships.

A Region can have one or more Countries, and a Country can have one or more
Locations.

[ REGIONS ]

0.1

COUNTR_REG_FK

[ COUNTRIES ]
0.1
. LOC_C_ID_FK
[ LOCATIONS ]

This structure can be reflected in the Application Definition like this:

=-E2) Regions

3 Trems

23 Regions

[} == Detail Groups

=2 Detail Groups
F+-[E5) Locations3

Depending on the layout options you choose, you can display a master group and its
detail(s) on different pages or on a single page.

Attention: JHeadstart has no restrictions on the maximum level of nesting of
groups.
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4.4.9. Domains

A domain is a (short) list of values normally used to populate a dropdown list. Two kinds
of domains are distinguished: static and dynamic.

A static domain is nothing else than a list of hard coded domain values. See the Gender
domain in the screenshot below.

== Domains

...... E EmployessyiewLookup

> ----- E CepartmentsyiewLookup

fe E LocationsiiewLookup

P E RegionsWiewLookup
o

G M (Male)

(- F {Female)

A dynamic domain is a domain based on an ADF View Object and therefore based on a
query. See for example the EmployeesViewLookup domain in the screen shot.

Items with Display Type dropDownlList, radio-horizontal and radio-vertical have a
Domain property where you can specify a static or dynamic domain.

4.4.10. Manipulating Objects

You can create the objects described above by using the green plus (+) symbol in the
upper left corner of the Application Definition Editor, or by using the right-mouse-click
menu in the left hand panel. Just select the intended parent node in the tree on the left
and press the plus symbol, or right-click and choose Add Child. Whenever it is unclear
what type of object should be created, a list is shown and the user can select the desired
type. Otherwise the only possible type of object is created.

&% HRServiceApplicationDefi

&y HRServiceApplicationDefinition.xml - Application

AT EET R = & 5 @ =
@ HRService @ HR.Service
[+-[Z5] Employees - 5] Employees

Depattments - E5) Departments
&= Locations /25 Lacatians
=[5 Countries E}
-3 Items &3 Ihem EF Tkem
(1 Regions _____ : n Delete E=| Detail Group
-3 Detail Groups E}E. Dieta e svnchronize
B Locations2 +| Expand
= T E-[22) Regions =] Collapse
(3 Ttems - 5] DepartmentsLOY
[ Regions - B3 EmploveesLOVGroup
(27 Detail Groups F-C3 Dornains

+-E5] Regions
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The table below shows what object types can be created when a certain type of node is

selected. The last column indicates the name of the newly created object.

Node Object Type Name
Service Base Group NewGroup
Base Group / Item Newltem
Detail Groups
folder Detail Group NewGroup
Items folder / Item Newltem
Item Region
Item LOV (+ one LOV Choose a LOV Group (+
Value) [currentltem] <=
undefined)
LOV LOV Value undefined <= undefined
Regions folder / Region Container NewRegionContainer
Region Container
Detail Group Region | NewGroupRegion
Item Region NewlItemRegion

Domains folder

Static Domain (+ one

NewStaticDomain (+

Domain Value) undefined)
Dynamic Domain NewDynamicDomain
Static Domain Domain Value Undefined

After creating a new object, its properties have to be set. A red property is mandatory
(also indicated by a * at the end of the label) and a black one is optional.

4.4.10.1. Moving objects

You can move an object in the Application Definition to a different position under the
same parent by dragging and dropping the object. This way you can influence the order
in which for example level 1 menu tabs or fields in a form layout are generated.

You can also move objects to a different parent, if that parent is capable of holding objects

of that type. For example, you can move a detail group to another top-level group, or you
can move an item from a group to an item region.

4.4.10.2. Copying objects

There are two ways for duplicating objects in the Application Definition.

1. You can right-click an object in the Application Definition Navigator and then
choose Duplicate <object type>.
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@ HR.Service
-E3] Employees
- Employeesiizard

= Fbs qp Add child
- Locah x DE'EtE
[E] Coun Eﬁ Synchronize

23] Regio |+ Expand

¥

#-C3 Doms g

£ Duplicate Group

The new object is an exact copy of the original, except for the name, which is

"Copy of <original name>".

2. You can also copy an object in the Application Definition Navigator by dragging
the object while holding the Ctrl key. The cursor will be decorated with a plus (+)
in a box to indicate that the dragged object will be copied instead of moved.

When releasing the Ctrl key a duplicate of the original object will be created. The
new object is an exact copy of the original (including the name property). The
new object will be created as child of the object currently under the cursor.

@ HRDEMO

==| Departme R
53] Jobs
[E3] Locations

4.4.10.3. Deleting objects

You can also quickly delete objects using the editor. Simply select the object you want to
delete, and press the red cross (x) icon in the tool bar or in the right-mouse-click menu:

&4 HRServiceApplicationDe

P R R
@ al Remave a component ﬁ_

Ernployees

Departments

Lacations

=-E5) Countries

D Ttems

(23 Regions

- Detal Groups
Locationsz
= g rewiaroup

----- £3 Items

+--E3) Regions

& HRServiceApplicationDefinition.xml -

w 8@ 4 (-

@ HR.Service

+-E5] Emplayees

- [E2) Departments

[+-[E5] Locations

=-E5) Countries

[+ Items

-3 Regions

-2 Detail Groups
l . Lacationsz

----- “23 Detail E[ﬁ Synchrunlze
[+-[Z5] Regions 4] Expand
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4.4.10.4. Using the clipboard to copy and paste multiple properties

If the group should only be similar to another group, and you only want to copy a few
properties, then you can also copy the properties you want from one group and paste
them into the new group. Simply select the group you want to copy from, select all the
properties you want to copy and press the button “Copy currently selected properties to
clipboard”:

B4 HRServiceApplicationDefinition.xml - Application Definition Editor

FREGDE @ = 1

@ HRService = Identifid “opy currently selected properties to dipboard |
Employees Mame * Ciepartments
[+ Jepartments

Locations Shart Marme

Countries Descripkion Departments

Then navigate to the group you want to copy to, and press the button * Paste properties
from clipboard to currently selected node(s):

B HRServiceApplicationDefinition.xml - Application Definition Editor

L LEL &= 1
@ HRService =l Identifications25ts Properties from clipboard ko currently selected nodefs) |
mplovees o + rloyess
[+-[E5] Departments

Locations Shart Narne
Cauntries Description Emplovees

4.4.11. Novice Mode and Expert Mode

The Application Definition Editor gives you the possibility to change between novice and
expert mode.

In novice mode only the most relevant properties are displayed. Which properties are
relevant, might depend on the value of other properties. For example, if you change the
Layout Style from ‘form’ to ‘table’, the Form Layout properties are hidden and the Table
Layout properties become visible.

B HRServiceApplicationDefinition.xml - Application Definition Editor,

> B AW == @ EGE D

[ HRService | |E| Identification L2urrently in Movice mode, Cick here to switch to Expert mode |

You can switch to expert mode by clicking the icon on the upper right of the editor, as
highlighted in the screen shot above. In expert mode you can see all properties,
regardless if they are applicable or not.

B HRServiceApplicationDefinition.xml - Application Definition Editor,

X L EERCEEELDS

| Currently in Expert mode. Click here ta switch ko Novice made |~

@ HRService | |E|Identifi|:atinn

4.4.12. Synchronize Group with Underlying View Object

In best-case scenarios View Objects never change, but in real life they do. Therefore the
synchronize button is added to make life a little easier. Whenever the attributes in a View
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Object change, one can select the corresponding group in the Application Definition
editor and press the synchronize button as highlighted below, or by using the right-
mouse-click menu and choosing Synchronize.

& HRServiceApplicationDefinitio

RIS OEE

(54 HRService
+--E5] Employees

Departments
Locations

qp Add Child »

13 Delete

The synchronize action will do the following;:

It will add new items in the group for any new attributes in the view object. If
you manually create a group in the JHeadstart Application Definition Editor, you
can use this option to quickly create all the databound items.

Existing items that are based on an attribute that no longer exists in the view
object are changed into an unbound item.

The view attribute control hint Display Hint will be set to "Display" if the item is
displayed in the generated page. (These settings must be in synch, otherwise you
will get a PropertyNotFound exception at runtime).

The view attribute control hint Label Text will be set to the value of the Prompt
in Form property of the item, if the prompt is a literal string value. If JHeadstart
Preferences Setting Bind item property to corresponding ADF BC Control Hint?
is checked, the Display in Form item property will be set to the EL expression
that references this control hint: #{$HINTS$.label}. (The “$HINTS$” token will be
replaced with the correct EL expression during generation).

The view attribute control hint Display Height will be set to the value of the
Display Height property of the item, if the property is a literal string value. If
JHeadstart Preferences Setting Bind item property to corresponding ADF BC
Control Hint? is checked, the Display Height item property will be set to the EL
expression that references this control hint: #{$HINTS$.displayHeight].

The view attribute control hint Display Width will be set to the value of the
Display Width property of the item, if the property is a literal string value. If
JHeadstart Preferences Setting Bind item property to corresponding ADF BC
Control Hint? is checked, the Display Width item property will be set to the EL
expression that references this control hint: #{$HINTS$.displayWidth}.

The view attribute control hint Tooltip Text will be set to the value of the Hint
(Tooltip) property of the item, if the property is a literal string value. If
JHeadstart Preferences Setting Bind item property to corresponding ADF BC
Control Hint? is checked, the Hint (Tooltip) item property will be set to the EL
expression that references this control hint: #{$HINTS$.tooltip}.
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4.5. Running the JHeadstart Application Generator

Before you start generating your application, make sure you have applied the naming
conventions and other service-level settings as discussed in chapter “Team-based
Development”, section “Organizing JHeadstart Application Definition Files”.

Once you have got the service and group definitions right, you can generate the
application.

There are two ways to start the JHeadstart Application Generator (JAG):

1. Right click the Application Definition File in the Applications Navigator, and
choose Run JHeadstart Application Generator.

EI WiesController
D Application Sources
=[] Resources

-7 config
D defaultibutton
D defaulthcammon
l:l defaultijtem
t+1- () defaultijtemifind -
I:I defaultijitemifarm 3¢ Delete Delete
r_—l defaultijtemitable
r_—l defaultimiscifacesCaonfig Reformat
D defaultimisclinclude Yalidate XML
l:l defaultimiscimenu Make Ctrl+Shift-F2
|“_—| def aultymiscikres F.ebuild Alt+ShiftF9
I:I default\page Compare With »
r_—l default\page”ompaonent Replace With »
I:I defaultisearch
[ HRServiceapplicationDefinition.  s) £ eadstart Applcation Definition
Ba-[771 weh Content

2. From within the JHeadstart Application Definition editor, click the third button
from the left.

& HRServiceApplicationDefinition.
R0 ED

& ) Fun the JHeadstart Generatar I
B3] Emplayees

Now JAG will generate the View and Controller layers of the application, including the
ADF Model data bindings to the ADF Business Components. The progress is logged in
the Jheadstart Application Generator - Log.

JHeadstart Application Generatar - Log

e reated Fage Definibion Countres2sHagelel
i@ Created Page Definition Locations3PageDef
@ Created Page Definition Departments4Pagelef
i@ Created Page Definition Emplovees4Pagebef

- Bseneration Finished
Lo RBunended: 4:21:33 PM, on Apr 13, 2006 (taokal run bime: 10 seconds)
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You will see logging of what has been generated (the Information messages).
If a (potential) problem is detected that does not prevent the Generator from doing its job,

you will see Warnings.
Finally, if the application cannot be generated, you will see Errors.

[=]Headstart Application Generatar - Log

[= Errars

> ------ @ CDomain required For itemn display type dropDownList

L@ JAG-00112 [ Countries | RegionId ] Ikem refers to unknown domain ‘Regionsiiewlookop',
[= Warnings

- 1AG-00013 [ Emplovees ] 'Mew Rows' is ignored when Mulki-Row Insert Allowed' is False
>

------ @ IHeadstart Application Generator (build 10,1,3.0.69)
@ Run starked: 1:56:33 PM, an Jun 23, 2006
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4.6. Running the Generated Application

When the JHeadstart Application Generator has completed successfully, you can run and
test your application.

Before running the generated application, it is a good habit to always rebuild it first
(causing the project files to be copied to the class path). You can rebuild it in one of the
following ways:

e Right click the ViewController project in the Navigator, and choose Rebuild

=1-[E&] ThsDemo
Model
El YiewZontroller
B applicat Mew. .. Ctrl-H
-7 Resourg [Eh Add to Project Content, .,
E|r_—| web Co| 3€ Delete Delate
-] com b Make Chil-Fa
{0 cor R
D jhes B Run
D jhE"'E B rekon

e  Click the Rebuild icon in the JDeveloper toolbar

Tools  Window  Help

ﬂlﬂﬂ' ]

[Rebuild {alk-F3) |

You can run the generated Application in one of the following ways:

¢ Run the ViewController project (using right-mouse-click in the Navigator or
using the Run button in the JDeveloper tool bar),

Window  Help
ol - |- - EE

[Run YieswContraller. jor (F113

The JHeadstart Application Generator has automatically set the first generated
page of the first group to be the default run target

o To directly run a specific page, select one of the generated .jspx files in the
Application Navigator, right-mouse-click and choose Run.

e Open the “faces-config.xml” in Diagram view and right click a .jspx page to run.
4.6.1. TroubleShooting
If the application page does not show, and your browser “hangs” or gives a Gateway
Timeout, it could be that the proxy settings of your browser don't make an exception for

the host name or IP address used by embedded WebLogic Server. Go to the menu option
Tools -> Preferences, and click on Web Browser and Proxy and check the proxy settings.
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& Preferences Pz|

] _‘ﬁ' Web Browser and Proxy
[#- Diagrams Browser Command Line:
----- Extensions | | | Erowse |
----- External Editor —
----- File Types
_____ Global Tgnore List Use HTTP Prosy Server
..... Http Analyzer Host Marne: |emeacache.uk.oracle.com |
----- Javascript Editar Bk Py
----- Java Yisual Editar
Exrceptions: |I0ca|hostllocalhost.Iocaldomainl 127.0.0.1]::1|sdavelaa-nl|sdavelaa-nl |

----- JHeadstart Settings
- 15P and HTML visual Editar Use a wertical bar () to separate exception entries, You can use an asterisk
(*) as a wildcard.

----- Mouseover Popups
----- Roles

_____ Pun [ Prosey Server Requires Authentication
----- Shortout Kevs
[ Tasks

[+ Toplink,

""" .y _ | TestProxy |
----- Usage Repoarting e

[#}- Wersioning

b Browser and Proxy
----- WS-I Testing Tools %
----- WS Policy Stare
----- #ML Schemas

| Help | QF J | Cancel

4.6.2. Dealing with Code Segment Too Large Error

JHeadstart Developer’s Guide

If you have generated large pages, with many groups on the same page, and/or groups
with many items, compilation of such a page might fail with an error like this:

Error: code segment of method _jspService(javax.servlet.http.HttpServletRequest,
javax.servlet.http.HttpServletResponse) too large

This error is caused by a limitation in the Java language. The content of a Java method
cannot be larger than 64KB. With a very large JSF page, the compiled servlet might get a
method (like _jspService) that is too big to be compiled.

JHeadstart provides an easy work around for this error: you can move part of the content
of the page to separate ADF Faces region files that are included in the orginal page at
runtime, very similar to the concept of a JSP Include. The look and feel and behavior of
the page remains unchanged, only the way the page is composed at runtime is different.
You can use three properties in the Application Definition Editor to determine which part
of the page is generated into a separate ADF Faces Region:

¢ Group property Generate Group in Page Fragment?
e Group property Generate Search Area in Page Fragment?

e Item Group Region property Generate in Page Fragment?
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=l Generation Settings

Generake Pages? *

Generate Group in Page Fragment? *

Generate Search Area in Page Fragment? *

Generake Page Definition? *
Clear Page Definition Before Generation? *
Cwverwrite Page Definition Bindings? *

Generate Group Taskflow? *

0 & & E RO O)E

Ahways Passivake Skate Befare Comnmits *

Note that all three properties are only visible in expert mode. Typically, when you run
into this error, you first start generating whole groups on the page in a separate ADF
faces page fragments by checking the Generate Group in Page Fragment? checkbox for
one or more groups on the page. In most situations, this will solve the problem. However,
you might have one very big group on the page with very many items. If most of these
items also appear in the advanced search area of the group, you can check the checkbox
Generate Search Area in Page Fragment?. If the problem still persists, the only solution
is to divide the items over multiple item regions, and at the item region container, check
the checkbox Generate in Page Fragment?.
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4.7. What was Generated for What Purpose

The table below describes the files you get in your project when generating with

JHeadstart.
File Type / File Location Purpose
DataBindings.cpx View Package property at service Container file for ADF Model layer.
level
*PageDef.xml Page Definitions Sub Package Page Definitions hold definition of ADF Data

property at service level

Bindings

JSF pages (*.jspx)

UI Pages Directory property at
service level

JSF files define the application page using ADF
Faces.

ADF Faces Fragments (* jsff)

UI Page Regions Directory
property at service level

ADEF Faces fragments are reusable pieces of ADF
Faces pages.

ApplicationResources.properties
or java (or other name)

NLS Resource Bundle property at
service level

Resource Bundles that contain language
dependent texts and date(time) patterns.

adfc-config-[ServiceName].xml

Service ADFc Config property at
service level

ADF Faces Navigation Rules between
groups.

JhsCommon-beans.xml (or other
name)

Common Beans Config property at
application level

JSF managed beans that are common to
every group in the Application Definition

Adfc-config-[GroupName].xml

Group ADFc Config Directory
property at service level

ADF Faces managed beans specific to
groups in the Application Definition, plus
the navigation rules between the pages in a

group.

Menu_root.xml
Menu_[ServiceName].xml

(Root) Menu Model File property
at application/service level

Defines the menu that is visible for the
entire application and each service.

JHeadstart Developer’s Guide
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CHAPTER

JHeadstart Developer’s Guide

Generating Page Layouts

his chapter describes what the various group usages are that JHeadstart can generate.
that JHeadstart can generate. It describes the following group usages:
group usages:

e Standalone Pages

e Reusable Regions with Page Fragments

e List of Values Window

This chapter also describes the various page layout styles that JHeadstart can generate.
The following layout styles are covered:

e Creating Form Pages

e Creating Select-Form Pages

e Creating Table Pages

e Creating Table-Form Pages

e Creating Master-Detail Pages

e Creating Tree Lavouts

e  Creating Shuttle Layouts

e Creating Wizard Layouts

The last section of this chapter describes how you can create more advanced page layouts
by Controlling Page Layout Using Region Containers, Item and Group Regions.
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5.1. Choosing a Group Usage

For each top level group, a “group usage” can be selected. As the name suggests, it tells
JHeadstart how a certain group will be used within your application. Especially the new
‘reusable region’ usage is a new and interesting feature introduced with JHeadstart 11,
allowing for more reuse within your application.

JHeadstart offers 3 different ways in which your group can be used within the
application:

e Stand-alone Pages
e Reusable Region with Page Fragments (Recommended)
e List of Values Window

The following paragraphs describe what the best option is in your situation and what
happens when you generate a group with a particular group usage.

@ Suggestion: There is a service level property called Default Group Usage. If
/ you specify a value there, you will not need to do this at the group level.

5.1.1. Stand-alone Pages

When you generate a group as stand-alone pages, each page will be generated as a
normal JSPX file (not a fragment). It is therefore not reusable inside other pages.

A stand-alone page is probably a bit easier to understand than a region with page
fragments, but is also less flexible.

There are two main reasons why stand-alone pages are less flexible compared to regions
with page fragments:

1. The generated pages are not reusable. Because the task flow is bounded but does
not use fragments, it cannot be used as a region inside other pages.

2. JHeadstart 11 generates a bounded task flow for each top-level group. For
standalone pages, this means that the entire page is within that bounded task
flow (including the top menu, global buttons, etc). Global navigation rules are
therefore not directly accessible within such a page. We have created a generic
solution for this problem, though.

Reference: This generic solution to abandon implicitly bounded task flows is
documented on the JHeadstart blog:
http://blogs.oracle.com/jheadstart/2009/04/core_adf 11_abandoning_a_bound.html

5.1.2. Region with Page Fragments (Recommended)
When you choose this option, the pages will not be generated as stand-alone pages (.jspx)

but as page fragments (.jsff). The fragment only contains the basic ‘content” of the group
(i.e. the form or table itself) and not the common items on the screen (such as the menu).
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A UlShell page will also be generated, that will act as the container for the fragment.
Therefore the UlShell page only contains the common items on the screen (such as the
menu) and not the content.

To understand how it all works together, we take a look at the following diagram, which
represents the main elements involved in showing a region with page fragments at
runtime. To make it less abstract, it shows the actual files if you would generate a (form
based) group called ‘Countries’.

jhsMainRegionManagef ]

Dynamic Region

Countries.jsff

The end result for the user is that (s)he will see the page UlIShell.jspx with the content of
Dynamic Region set to Countries jsff.

But how does it work?
Step 1

The UlShell page does not contain the fragment (Countries.jsff) directly, but defines the
following region:

<f:facet name="pageContent™>
<af:iregion id="mainFegion” walue="#{bindings.nainFegion.regionfodel}”
partialTriggers="::Menul ::MermZ ::Dmerml ::DmermZ ::pendingChangesDialog™ />
</f:facet>

So, the region gets is value from the bindings layer, in other words, the page definition
file (UIShellPageDef.xml). If we look there, we see the following binding defined:

<taskFlow id=-"mainFegion'
taskFlowId="%{pageFlowicope. jhasMainFegionManager. currentTaskFlowId} ™
parametersMap="% {pageFlowicope. JhaMainRegionManager. currentParantlap )}
RefreshCondition="%{pageFlowicope. jhsMainRegionManager. currentParanfapChanged} ™
xulnzs="http: / fxnlns.oracle. con/adf /controller /binding' /-
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Here we see the content of the region is determined by a taskflow.

Developers Guide has 6 chapters about it, bundled in Part III:
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31974/partpage3.htm#BA
BHIIAI

@ Reference: An important conceptin ADF 11 is “task flows”. The Fusion

The region is also a dynamic region, because the taskFlowld is not hardcoded, but derived
from a managed bean ‘jhsMainRegionManager’. The idea behind this bean is that it
points to the current task flow that should be visible within the UIShell page. So neither
the page, nor the binding file gives us any clue on what the content for the region will be.
This is all stored in jhsMainRegionManager, which also stores the parameters for the
task flow.

Step 2

On each request, ADF will re-evaluate the value of the attribute ‘currentTaskFlowld’ to
see if it needs to ‘reload” the content of the region. Also when the attribute
‘currentParamMapChanged’ is set to ‘true’ (same taskflow, but different parameters) the
region will be refreshed.

The taskflow-id looks like:
/WEB-INF/adfc-config-Countries.xml#CountriesTaskFlow

It contains the whole path to the ADFC config file that contains the task flow, plus the ID
of the task flow that needs to be started.

Now, if you click a menu tab on the top of the page, it will set the value of
‘currentTaskFlowld’ to another value, which will cause ADF to start another task flow
and reload the region.

Step 3

In this step we enter the task flow itself, defined in the adfc-config XML file. A JHeadstart
generated bounded task flow always contains a start activity (which is the default
activity), plus a create activity and a SetCurrentRow activity. The create activity will be
executed in case of a wizard, for example. Than you want to create a row first, before
displaying the page. SetCurrentRow can be used for deep linking, i.e. going directly to a
specific row in the view object, not the first row.

After these activities are complete, the ‘firstPage” activity will be executed. This is wired
to the initial <view> that your group will display (the Table page, if you have Table-Form

layout for example). In this case it is simply the form page called Countries:

<control -flow-case-
< from-outcome-£firstPage /from—outcome:-
<to-activity-id-Countries< Ato-activity-id-
< jcontrol -flow-case-

Step 4

At this point we know which fragment needs to be loaded for our region.
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5.1.3. Reusing Groups
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<riew id="Countries">
<page>-/pages/Countries. jsff< /‘page-
< friears

ADF will now fetch the contents of the JSFF file and the task flow will now ‘pause” here,
until the user will do another action.

Notice that the page fragment (Countries.js£ff) has another page definition file than
the UIShell. Therefore the Countries task flow is really independent of the context in
which it is used.

Step 5

The content of the fragment that was found, is put inside of the <af:region> and
displayed to the user.

5.1.2.1. Common vs. Group UlShell page

When the group usage is set to ‘Region with Page Fragments’ JHeadstart gives another
choice:

¢  Generate one UlShell page for the whole application. This means that this
UIShell page will be the single JSPX file used; all other pages in your application
are fragments (JSFF) that are shown within this page.
This approach generates the fewest number of files and is the fastest at runtime.

o Generate a UlShell page per group. The filename of this page will simply be
GroupName jspx (e.g. Countries.jspx). This group page will work in the same way
as the application-wide UlIShell page; except that if you navigate to another
group, it will not simply refresh its region but really navigate to that page.

This approach generates one file extra per group (the group UlShell page). It is
also slightly slower at runtime, because navigating between groups means that
not only the region needs to be refreshed, but the entire page. Use the option if
the page content surrounding the group content should be different from the
standard UIShell content.

JHeadstart does not only generate regions with fragments, it also supports reusing them
inside other pages.

Suppose we have an Employees group that will display all Employees in a table layout,
which can be accessed via the top level menu. We also have a Departments group that
needs to display the employees for the current department as well. So we need to display
employees at two levels:

1. We want to see and edit all employees via the top level menu entry

2. We want to see and edit the Employees for a certain department on the
Departments page.

In JHeadstart, we now have two options to do this:

1. Create two groups for the Employees: one top level group, and one nested detail
group inside Departments.
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2. Create one top level group for Employees, and reuse that group within the
Departments group.

The first option is perhaps the most straightforward; but it also contains a complete (and
redundant) copy of the Employees group. Especially when you need to do a lot of
maintenance or heavy customizations on these groups this is not desirable.

The second option is much more ‘clean’. It allows for a complete reuse of the Employees
group. Of course, we need to do little adjustments to the group to make it fully reusable;
for example, the group needs to be able to show only the employees for a certain

department.

To re-use a group inside another group, follow the following steps:

5.1.3.1. Create the reusable group

First create the group that you want to re-use, with group-usage set to “Region with Page
Fragments”. In the example below we want to re-use the Employees group in our
application, so make sure the group usage is set correctly.

The group that includes the re-usable group (such as Departments) does not have to be a
reusable group.

E}@ RelseAppModule Description Employees
E"' Employees Bound to Model Data Collaction? *
£}z Ttems —
,@l Employesld Group Usage Region with Page Fragments
IEI FirstMame Group Region Access Group UL Shell Page
- L astName Allow Multiple Selection in LOV? * H
----- (3 Regions
N Ise in Dialag Windaow? * [}

----- 73 Detail graups

[=-E5] Departments

E}-[23 Items

Lo DepartmentId
2 Departmenthame

Group Image | Icon
[= Group Layout

Layout Skyle * table

(323 Managerld

Table Qverflow Style

[ Locationld Wizard Style Layout? * L]
""" {3 Regions Stack Groups on Same Page * Mane
----- 23 Detail groups .
_____ £3 Domains [ Query Settings
E Data Collection * Employees

5.1.3.2. Add reusable group inside other group

5-6 Generating Page Layouts

Locate or create the group that will contain your reusable group (the Departments group
in this example). Right click the Regions folder, and create a Group Region.
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=+-E3) Departments
=H-( Ttems

----- (23 DeparkmentId

..... (= Managerld
... | orationld

Bl 20 %

Ikem Region
E| Region Container

Give the new Group Region a name, and mark the checkbox ‘Include as ADF Region’.
Now you can select your reusable group from the dropdown box at ‘Group Name’'.
Notice that the reusable group does not have to reside in the same Service; you can
choose any reusable group within your application!

£ Iy

-

@ DevGuideApp - ViewContraller

RelUsefppModule
Employees
B} Items
----- 38 Employesld
> ----- &3] FirgtMame
... L astName
----- 3 Regions
----- 3 Detail groups
Departments
-2 Ttems

... LocationId
! Specialind
[_}..E. Reaqions

O =NF ployees
..... (3 Detail groups
3 Domains

= Identification

Mame *

Group Mame *

Include as ADF Region *

Employees

RelseAppModule Employees

= Layout
Title
Width

Rendered Expression

Depends On Item(s)

We can generate our application now, which will give us the following Departments

page:
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Departments (Marketing) =

Edit Departments Marketing &K € B/ D B % Save | Cancel
* DepattmentId | 20 ManagerMamme | Hartskein Q@.
# DepartmentNam ManagerEmail MHARTSTE
LocationId | Toronko w
Employees Save | Cancel
Filter By | LaskMame hd ﬂ Advanced Search
Ackion = View »  Format - “i‘ W d‘ Detach Wrap
* Employeeld [Firsthame |* LastMame | - Eompmpbpmail |
u 100 Skeven King (Executive V\ i
REF 101 Meena kochhar Executive hd
RE@ 102 Lex [ Haan Executive e
REF 103 Alexander Huncld T hd
3¢ER 104 Bruce Ernst T v
38R 105 David Austin : T v
3¢ER 106 wall Pataballa T v
a2 17 Miana I rwanks Q ‘v/ b
< >
Colurmns Frozen 1

So we have already successfully included an Employees table in the Departments page.

However, it needs some customizations. We see all the employees, plus we see another
Save/Cancel button and a search region. This is not what we want in this case.

However, removing the buttons from the Employees region would also remove them
from the top-level page. We do not want this to happen. Therefore we need to make the
Employees region more flexible so we can dynamically set the ‘scope’ of employees (all or
a specific department) and also show or hide the buttons and search area dynamically.

To restrict the query when used as a child of the Departments group, we have two
options:

e We can set up an optional department id bind parameter on the view object and
pass that in when used as child of the Departments group.

¢ We can use the Data Collection Expression group property to dynamically
switch the view object usage of the employees iterator binding at runtime.

Both techniques are explained below. While more advanced, the second technique is
generally easier and faster to implement.

5.1.3.3. Using a Bind Parameter to Restrict the Employees Query

Double click your View Object and go to the Query tab. Press the Edit icon and type in
the new Where Clause:
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év- Edit Query: Employees

Query
By default, the SELECT list and FROM clause are automatically maintained. To override this mechanism, select Expert
- Bind Variables Mode.

- Attribute Mappings
o View Criteria

Generated Statement
Employees.  EMATL,
Employees. PHONE NUMEEE,
Employees HIRE DATE,
Employees. JOE_ID,
Employees. SALARY,
Employees. COMMISSION PCT,
Employees MANAGER ID,
Employees DEPARTMENT ID,
Employees. TMAGE

FROM EMPLOYEES Employees
WHERE Employees.Department ID = :dep_id or :dep_id is null

Lo Alternate Keys

Query Clauses

Where: [ Employees Department_ID = :dep_id or :dep_id is null l

==

Qrder By: |

Binding Style: | Oracle Named
st e

Ty ) [oc ) [Ccmmi ]

We introduced a bind parameter dep_id that can either be NULL (then every employee
will be returned) or contain a Department_ID. In the latter case only the employees for
the department with that ID will be returned.

We also need to define our dep id as a bind variable, by clicking Bind Variables in the
left column. Click New and set the name and type of the variable to the correct values:

é-- Edit Query: Employees

':: ] )| Bind variables
=} Query Variables:
P dep_id '
~ Attribute Mappings
i e Wiew Criteria *
Lo Alternate Keys

f Variable |/ Custoam Properties |/ Contraol Hints

MName: |dep_id i |
Type: [Number - ][Brnwge. e ]
Value Type: (%) Literal () Expression
Value: | ” Edit... ]
Updatable Required
T | -

Now our view object is ready to handle both situations: standalone and as a sub-view of
departments.
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Now that we have defined our bind variable, we need to set its value. Go to the reusable
group, and create a Parameter:

E} Emplayees
=} Items
.8 Employeeld
, ..... [3 FirstMame
..... (=93] |astMarne
..[E8 Departmeant
..... 3 Regions
----- 3 Detail groups
== Params
b Depld

— h

= General
Mame *

Depld

Value

The name of the parameter.

When JHeadstart generates this group, it will now introduce a new task flow input

parameter called ‘DepId’, which can be accessed with the EL statement
#{pageFlowScope.DepId}.

This is the value we want to put in our bind param, so we go to the Employees group
and set the bind parameter to this value. The dropdown box knows about our defined
input parameter, and already gives you the value. All you need to do is prefix this value
with dep 1id=, because we are using named bind variables.

=1 Query Settings

E Data Collection * Employees

fﬂ Data Collection Implementatio. ..

Query Bind Parameters dep_id=#{pageFIn:-w5mpe.DepId}| |v|

Requery Condition

#{pageFlowScope. Depld}

=1 5earch Settings

We are finished with our customizations on the Employees group. It is flexible enough

to show all rows (when the parameter DepId is empty) or to show only the employees

for a specific department (when DepId is not null).

@ Suggestion: The top level group Employees will show all Employees in this

S case, because the parameter ‘DepId’ is by default empty (null). If you specify

a value for the parameter however, it will be used as the default value. So if you
enter a value like 20 (Marketing Department) you will only see the Employees
of the Marketing Department on the top level Employees page.

To set the value of the DepId parameter on the Departments page, we go to the
EmployeesInDepartment group region inside the Departments group. Use the green
+ icon or right-click the group region to add a parameter.

All available taskflow parameters are shown in the combo box when you click on the
parameter name, so you can select "Depld" from the list. We want to set the value of the
parameter to the current Departmentld, which is
#{bindings.DepartmentsDepartmentld.inputValue}. This is same expression as you will
find in the “value’ attribute of the Departmentld component inside the JSF page.
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- [Z5) Departments =l General
F-C3 Ttems

; Marne * Depld
[ Regions
B E}---EgEmpluyeesInDepartment Yalue #{bindings .DepartmentsDepartmentId.inputyalue}

B[ Params
-

(3 Detail groups

5.1.3.4. Using the Data Collection Expression Property

When you initially create an application based on the HR application, you get a separate
Employees3 group as a detail group of the Departments group. This Employees3 group is
based on the EmployeesView3 view object usage, which is a nested usage in the
application module, as shown below.

Draka Model:

I-.
0 HRModule l’%
E}gﬂ Countriesyiew1
gfl Locationsyiews
E}?fl CreateEmplovessiism
?_fl Mewsubordinates

?._fl Employessyiews
leToAssign

- Employvessyiew]l
¢ b2 Departmentsyigws
?Tfl Employeesiismz

Because EmployeesView3 is nested, ADF Business Components takes care of the master-
detail synchronization as explained in section 5.6 Creating Master-Detail Pages.

By using the group-level Data Collection Expression property we can switch at runtime
the view object usage of the employees iterator binding: when the employees group is

used as a top-level group, it should use EmployeesViewl view object usage, when used
as a detail of Departments group, it should use the EmployeesView3 view object usage.

Here are the steps to do this:

e  We first define a parameter named dataCollection for the Employees group,
with the (default) value set to EmployeesView1

& My IhsTukorial

_ = General
HRModule
= % , rame * dataCollection
=-E5] Employees
£3 Ttems Yalue Emplovesesiiew]l

23 Reqions

23 Detail groups
E}-[=F Params
- dataCallection
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o Still in the Employees group, we set the Data Collection Expression to the value
of the dataCollection taskflow parameter which can be picked from the combo
box.

= Query Settings
[E] pata Collection *

5@ MydhsTutorial
Er@ HR.Module
Ernployvees
[ E5] Empiiizard
[E2) Departments

Emploveesiiewl

?.Tfl Data Collection Implementation *

El Data Collection Expression #{pageFlowScope, dataCollectiont

Query Bind Pararneters

¢ In the Departments group, we go to the EmployeesInDepartment group region,
and we add the same dataCollection parameter, and set the value to
EmployeesView3.
=-[25) Departments = General
&3 Thems
- Regions
E}El EmployveesInDepartment
=} (& Params

Mame * dataZallection

Walue Employeesiism3

dataColleckion
27 Dekail groups

That's all! If you are curious how this works at runtime, then take a look at the
EmployeesIterator generated into the EmployeesPageDef:

<iterator id="Employeeslterator”™ Binds="#{pageFlowicope.dataCollection!"™
DataControl="HEModuleDatalontrol™ Rangelize="10"/>

As you can see, the Binds property of the iterator binding does not contain the hard
coded value of an employee view object usage, but now gets the value from our task flow
parameter.

5.1.3.5. Hiding Save/Cancel Buttons and the Search Area

On the Departments page, there were also unnecessary Save/Cancel buttons for the
Employees table, as well as a search area that we don’t need in this case.

Fortunately, every reusable group has predefined task flow parameters for hiding those
elements. When you add a new parameter, and click on the name property, the combo
box list already shows all available task flow parameters. Add the parameters
hideSaveButton, hideCancelButton and hideSearchArea and set the value to
true.

= [E5) Departments

5-12 Generating Page Layouts

hideiZancelButton

hideSearcharea

..... 3 Detail groups

= General
g Ttems hideSearcharea -
= Reqgions
: rowkeyEmployvees
=& EmployveesInDepartment Value yemplay
&- (@ Params altkeyMameEmployvees
) hideSaveButton
o sadtaCDIIectu:un hideCancelButton
breene ideSavebButtbon

hideFormBr owseButtons %

isCieepLink.
ihsEreadcrumbSkack:
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When we regenerate our JHeadstart application, we get the desired result:

Departments (Marketing) =

Edit Departments Marketing K L P B b4 Save | Cancel
* DepartrmentId | 20 ManagerMame | Hartskein %
* DepartmentMame | Marketing ManagerEmal MHARTSTE
LocationId | Taronko b
Employees
Action + View » Format ~ | P Mﬂ' Detach Wt ap
| * Emplayesld |Firsthlame |* Lasthame | Depattment
x | 201 Michael Hartstein Marketing b
RWF | 202 Pat Fay Marksting v

The Save/Cancel buttons are gone, the search area is no longer visible and only those
employees are shown that belong to the current Department.

You might argue that when used as a child of the departments group, we do not want to
see the DepartmentId column at all in the employees table. Well, this is easy to do,
either by adding an additional taskflow parameter, or using an existing one. For example,
when using the dataCollection parameter to restrict the employees query, we know
that the Department Id column should be hidden when the value of the
dataCollection parameter is "EmployeesView3". This can be achieved by setting the

Display in Table Layout property of DepartmentId item to
#{pageFlowScope.dataCollection!="EmployeesView3"'}

5.1.4. List of Values Window
When you choose List of Values, JHeadstart will generate:

¢  One adfc config file with a bounded task flow, plus the beans for the List of
Values component

¢  One page fragment
e No Ul Shell page
The LOV is therefore a completely reusable component throughout your application. For

more information about the JHeadstart LOV, see Chapter 6, section “Generating a List of
Values (LOV)”.

5.1.5. Showing a Group in a Popup Window

It is also possible to show the content of a group in a dialog popup window. This can be
done in two ways:

e By defining an item in the base group with Display Type “groupLink”. See
chapter 6, section “Navigating Context-Sensitive to Another Group Taskflow
(Deep Linking)” for more information.

e By defining a group region inside a region container with display style “Modal
Popup Window” or “Modeless Popup Window” See section 5.10.4 Generating
Content in a Popup Window
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5.2. Creating Form Pages

With a form page you can manipulate one row at a time. You typically use a form page
when the row has many attributes and you want to show all of them.

To generate a Form Page you set the Layout Style property to "form".

There are a couple of group properties in the Form Layout category that influence this
layout style:
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[=l Form Layout
Label Alignment: Ak left of ikem
Farm \Width
Label Width
Field wWidth
Colurmns * 2

Fiowas * 1

The Label Alignment property can be used to position the labels at the left or
above the items.

The Forms Width property determines the amount of horizontal space the form
layout can consume on the page as a percentage or in pixels. If you set this to
100%, the items will spread out over the whole page. However, the items will
not be aligned with each other, but will be spread over the page to take the full
space available.

The Label Width property defines the preferred width of the labels. The web
browser may override this dimension if it cannot fit the labels in the space
allocated. You may define the Label Width using any CSS unit such as em, px, or
%. The units used for this value must be identical to the units used in the Field
Width value. If a Label Width is provided as a percentage Label Width and the
Field Width should total up to 100% (regardless of the number of columns). If
the Label Width is not specified, the browser will let the children components
have a natural flowing layout. However, if the Label Width is not specified but a
Field Width is specified as a percentage, the Label Width will be derived as the
appropriate percentage value for you.

The Field Width property defines the preferred width of the fields. The web
browser may override this dimension if it cannot fit the fields in the space
allocated. You may define the Field Width using any CSS unit such as em, px, or
%. The units used for this value must be identical to the units used in the Label
Width value. If a Field Width is provided as a percentage the Label Width and
the Field Width should total up to 100% (regardless of the number of columns).
If the Field Width is not specified, the browser will let the children components
have a natural flowing layout. However, if the Field Width is not specified but a
Label Width is specified as a percentage, the Field Width will be derived as the
appropriate percentage value for you.

The Columns property defines the maximum number of columns to show.
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e The Rows property defines the number of rows after which to start a new
column. The number of rows actually rendered depends also on the Columns
property. If the children will not fit in the given number of rows and columns,
the number of rows will increase to accomodate the children.

Normally, you can leave the Rows property to the default of 1, and only specify the
Columns property. ADF faces will then equally distribute the items over the number of
columns specified, as shown below.

Edit Employee Pataballa

* Emploveeld | 106 * HireDiate | 05-Feb-1993 E’E})
FirstMarne | Yall * lobId | IT_PROG W
* Lasthame | Pataballa * Salary | 4300
Deparkment | IT A CammissionPck
* Email | WPATABAL Managerld | Hunold v
PhoneMumber | 520,423, 4560

If you want the first column to have more items, then you should set the Rows property.
For example, the layout shown below is generated with Rows set to 7 and Columns to 2.

Edit Employee Pataballa

* Employeeld | 106 * lobId | IT_PROG w
Firstiame | Walli * Salary | 4300
* LastMarne | Pataballa ZommissionPk
Deparkment | IT W ManagerId | Hunold W
* Email | WPATABAL
PhoneMumber | 590,423, 4560
* HireDate | 05-Feb-1995 )

See section Controlling Page Layout Using Region Containers, Item and Group Regions
for more info on how you can group items on the page and have more control over the
relative positioning of these item groups.

Attention: The display sequence of the items on the generated page is
determined by the order of the items in the group in the Application
Definition. The items are laid out from top to bottom, and left to right.

=

Attention: The order of the rows when navigating to the next or previous
record is determined by the Order By clause in the View Object. See section
3.3.5 - Determining the Order of Displayed Rows.

=

5.2.1. Displaying an Item at the Right of Another Item

Sometimes you want to position an item directly at the right of another item, regardless
of the number of columns specified for the form layout. For example, zip code and city
should always be displayed beside each other, or when using LOV items, additional
items copied back by the LOV should be displayed at the right of the LOV item. To
achieve this you can use the Display at Right of Item property.
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=}-E5] Department
= Epartments = Display Settings

- [2= Thems
(-3 DepartmentId I Cisplay in Form Layouk? * krue
----- 3 DeparkmentMame Display in Table Layout? * krue
""" b=l Managerld Display in Table Cwverflow Area? * False
----- 3 | ocationld | i i
_____ 5 Managerhame [ &2 Display &t Right of Ikem Managerharme

----- EE WA magerEmai Display Summary Type in Table

----- =3 Employesld Prompt in Form Layout #{EHINTS$.label}

In the above screen shot, the ManagerEmail item is configured to be displayed at the
right of the ManagerName item, which results in a generated layout as shown below.

* DepartmentId | 20 LocationId | Toronko |

* DepartmentMame | Marketing ManagerMame | Harkskein Ck ManagerEmail MHARTITE

5.2.2. Hiding Items on the Form Page

With the Display in Form Layout? property, you can determine which items will be
generated in the form page.

|: DevGuidehApp - ViewController - Application Definition Editor

+ % & 0% BE EEm1e

& DevGuideApp - ViewCaontraller . E General

- (G AppModul

=1 [ AppModue Bound to Madel Attribute? *

=}-ES] Employees
== Tkems Mame * Email
----- 2 Emnployeeld Attribute Mame Ernail
----- [E¥3] FirstMame Value
----- [E¥3] | 3stMame N _
_____ E=YEm il Java Type 3kring
----- E2 PhoneMumber Display Type * textInput
""" HireDate EDisplay Settings
""" =22l Jobld Display in Farm Layout? * t
_____ & Salary isplay in Form Layout? rue
..... [ CommissionPct Display in Table Layout? * false
""" (23 Managerld Cisplay in Table Overflow Area? *  false
..... =3
R .Departmentld Display Summary Type in Table

The Display in Form Layout? property has three possible values:
1. True. The item is generated in the form page

2. False. The item is not present in the generated form page

3. A custom EL expression that is evaluated at runtime (must return true or false).
For example, by using an EL expression, you can conditionally show/hide the
item based on the value of another item, or based on task flow input parameters.

5.2.3. Create and Update Mode in Form Layout

JHeadstart does not generate separate pages for handling the creation of new records, or
the update of existing records in form layout. Instead, one page is used for both
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situations. Depending on the page being in ‘Create’ mode or “Update’ mode, some
elements on the page act differently:

1. The title of the page is ‘Enter...” when in ‘Create’ mode and “Edit...” when in
‘Update” mode. The verb used to prefix the Display Title Singular property
(Enter or Create), is read from the templates/nls/GeneratorText resource bundle
and can easily be changed. If you don’t want a prefix at all, and just use the
Display Title Singular property as is, then you can uncheck the group property
checkbox Add Verb to Form Title. Note that this property is only visible in
expert mode.

2. Components for record browsing are only shown in “Update’ mode.
3. New and Delete Buttons are only shown in 'Update' mode.

4. Quick/Advanced search area is hidden.

Page in “Update” mode:

Edit Employee Pataballa K L 71w P W b 4 Save | Cancel
* Employeeld | 106 * HireDate | 05-Feb-1995 Eﬂ(})
Firsthame | valli * JobId | IT_PRiiG b
* LastMame | Pataballa * Salary | 4300
Department | IT W CarmmissionPck
* Email | YPATABAL ManagerId | Hunold w

FhoneMumber | 590,423, 4560

The same page in ‘Create” mode:

Enter New Employee Save | Cancel
* Employesld * HireDate F(PJ
Fir stiarne * JobId hd
* Laskthame * Salary
Department W ZarmmissionPck
* Emnail Managerld W
FhoneMumber

When pressing a ‘New’ button, the execute method on the CreateRowBean is
executed which in turn invokes the ‘Createlnsert’ action in the paged definition. The
execute method stores an entry in a managed bean Hashmap called createModes, with
the name of the Create action binding as the key, and Boolean.TRUE as the value. As a
result of this, the following expression can be used to check whether the Departments
group is in create mode:

#{pageFlowScope.createModes.CreateEmployees}

Note that JHeadstart always suffixes the name of the Create binding with the group
name, to prevent duplicate binding names when multiple groups are displayed on the
same page.

With this knowledge you will understand the expression that is used to display the
correct page title:
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<af:panelHeader text="#{pageFlowScope.createModes.CreateEmployees ?

nls['INSERT TITLE EMPLOYEESFORM']

nls['EDIT TITLE EMPLOYEESFOR:#{bindings.EmployeesLastName}'] }"
And the rendered property of the New and Delete buttons looks simply like this:

rendered="#{!pageFlowScope.createModes.CreateEmployees}"
When you press Save in the form page, the execute () method in the CommitBean is

called, and this method will remove all entries from the createModes managed bean
Hashmap when the commit is successful.

5.2.4. Controlling the Page Title in Form Layout
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JHeadstart uses the Display Title Singular property to determine the title in form
layouts. If this property is not set, it uses the value of the Display Title Plural property.

You will have noticed that JHeadstart also adds a verb in front of the title based on
whether the form is in create, update or view mode. If you do not want this verb to be
added, and you just want to use the value of the Display Title Singular property, then
you should uncheck the checkbox property Add Verb to Form Title?.

= Labels
Tabname Employvess
Display Title (Pluraly * Employvees
Display Title (Singular) Emploves
Showe Display Title? *
Add Verb to Form Tikle? * |:|_I *
=8 Descriptor Ikem * LaskMarne

If you do not want to display a title at all, you can uncheck checkbox property Show
Display Title?.
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5.3. Creating Select-Form Pages

A Select-Form layout consists of:

e A Select page with a list box where the user can select a row, and

e A Form page to enter or update a single row.

Select Jobs
Filter By JobTitle

President L
Adminiskration Yice President
Adrinistration Assiskank

Finance Manager

E.ﬁ.ccnuntant

Accounting Manager

Public Accountant

Sales Manager

Sales Representative

Purchasing Manager
Duechacica Clael

Edit |  Hew Job |

®

The Select Page contains a list box that displays one unique item from the group’s data
collection. The user can then find the appropriate row, select it, and perform the desired
action (View, Edit, Delete, New). When New, View or Edit is pressed the Form Page is
displayed. That page is similar to the page described in the section 5.1 Creating Form

Pages above.

Use a Select-Form page when the number of records is fairly small.

Make the following changes to your group in the Application Definition to generate a

Select-Form layout:

1. Set the Layout Style property to ‘select-form’.

2. Determine which item value should be displayed in the list box on the Select
Page. Specify that item to be the Descriptor Item of the group. You can only
display one item in the list box, but it could be based on an attribute that contains
a concatenation of a number of fields queried from the database. See section 3.3.6
"Create Calculated or Transient Attributes" on how to create such an attribute.

3. See the section 5.1 Creating Form Pages above to see which properties are
appropriate for the Form Page. All properties that are appropriate to a Form
layout also apply to the Form page of the Select-Form layout.

[ Atftention: The order of the rows in the list box in the Select Page is determined
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by the Order By clause in the View Object. See section 3.3.5 - Determining the
Order of Displayed Rows.
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5.4. Creating Table Pages

In many situations you want to present multiple records to the user in one page. You can
generate this type of page in a number of ways:

1.

Using a Table Page. In a Table Page the data can be manipulated directly in the
table. Use this option when the number of items in the group is small, so the table
fits on the page. See the remainder of this section.

Using a Table Page with table overflow. Use this when the number of items is too
large to fit on one row, and it is important to have all items in view with the
entire table. With table overflow you can see some extra data for one of the rows
on the same page as the table. See section Using Table Overflow.

Using a Table-Form Page. Use this when the number of items is too large to fit on
one page, and you want a separate page with an overview of an entire row. This
is a combination of a Table Layout with multiple rows and a Form Layout for
manipulating one row. From the table page you can navigate to a form page to
manipulate one row. See section Creating Table-Form Pages.

5.4.1. Using Table Layout and Stretching
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Set the Layout Style property of your group to ‘table’ to generate a Table Page:

[=] Group Layoult

Layouk Skyle *

Table Qverflow Skyle
Wizard Skyle Layout? * E

Stack Groups on Same Fage * Mone

By default the generated table looks as follows:

Action = View + Format = ‘+ MHEDetach Wirap

* Employeeld |FirstMame * Lasthame Department [* Email PhoneMumber 4
eVEn ng HECUEYE hd i B
100 st K Execut] SKING 515,123.4567 ~
AR\ 101 Heena Kochhar Executive | [MKOCHHAR 515.123.4568
AR\ 102 Lex De Haan Executive v | | LDEHAAN 515,123,456
Va L5 103 Blexander Hurold T ~ | [aHUKOLD 5901,423.4567
AR\ 104 Bruce Ernst T ~ | BERNST 590,423,456
A RW 105 David Austin T + | [DausTIM 590,423,456
AR 106 yali Patahala T ~ | [wraTABAL 590,423.4560
AR\ 107 Diana Lorentz T v | [DLORENTZ 590,423.5567
A RW 108 Mancy Greenberg Finance + | [ NGREEMEE S15,124.4560
AR\ 109 Daniel Faviet Finance | DFAVIET 515.124.4168 v
< >

Colurnns Frozen 1

The order of the rows in the table is determined by the Order By clause in the View
Object. See section 3.3.5 - Determining the Order of Displayed Rows.

The number of rows displayed is based on the setting of the Table Range Size property
which is set to 10 for the page shown above. The width of the table is determined by the
Table Width property which by default is set to Compute. The Table Width property
has three possible values:
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e Compute: JHeadstart computes a default table width in pixels by looping over
the items displayed in the table, and checking the item Column Width property,
and if not set, the maximum length of the underlying view object attribute. The
computed table width value has a maximum as specified by the application-level
property Maximum Table Width.

e Stretch: Table stretches horizontally using the available space

e A custom value in pixels. This value can be typed in, and will be used as table
width.

If you have a table with many columns, we recommend setting the Table Width to
Stretch. When you do this, and the user resizes the browser window, the number of
columns shown will change accordingly, and the horizontal table scrollbar will also
adjust to allow you to see all the columns that are initially not visible. You can also stretch
the table vertically, the number of rows displayed will then be dependent of the amount
of vertical space available. Resizing the browser window will then also change the
number of rows displayed in the table. To enable vertical stretching you check the group-
level checkbox property Enable Stretching?. Note that whether the table stretching
actually occurs depends on a number of rules that must be met, that are also documented
in the help text of the Enable Stretching? Property. These rules can be summarized by
saying that stretching is only possible if no other user interface items are displayed at the
right or below the item within the same stretchable area.

Attention: Enabling horizontal and vertical stretching on tables is also the preferred
solution to accommaodate for the situation where various end users might use different
screen resolutions.

If your table has so many columns that it is likely that a horizontal scrollbar will appear,
you can configure which items should be frozen. Frozen items are always displayed at
the left and do not disappear when the user starts using the horizontal scrollbar. The last
frozen item can be set using the Table Freeze Style property, as shown below.

r_: My JhsTukarial (= Table Layout
HRModul
= @ . oee Table Width * Compute
=R Emplo

-3 Tkem Tahle Height

----- 3 Regions Table R.ange Size 10

----- 23 Dekal groups
[#-C3 Params —

&-ES) Departments Table-Form Link. :
Freeze Ackian Column
-3 Ttems Detach Table Allowed? * -
. Freeze up to Descriptor Ikem

-3 Regions Wrap Table Content &llowed? *

..... Fiak =il Avmaime

The screen shot below shows the table with the Table Freeze Style set to "Freeze up to
Descriptor Item" and the Descriptor Item set to LastName.
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action v Wiew = Format = P M &A1 Detach ol Wirap
| * Employesld |Firsthame |* Lasthiame * Email |Phonehumber * HireDate |* 30b1d | A
AR 100 Steven King SKING 515,123.4567 17-2n-1987 |55 [ AD_PRES w0 2400 A
F R 101 Hesna Kochhar MKOCHHAR 515,123.4568 21Gep1080 D 1700
Pa < 102 Lex e Haan LDEHAAN 515,123,569 130an1003 Gy 1700
7RG 103 Alexander Hunold AHUNOLD 590,423.4567 03-dan-1900 900
Pa Ll 104 Bruce Ernst BERNST 580,423, 4568 21 May-1001 (B 001
P Lt 105 David Austin DAUSTIN 590.423.4569 =n-1se7 [y 4800
ZRW\ 106 val Pataballa WPATABAL 590,423, 4560 05 Feb-1oog [y 2800
Pa. Ll 107 Diana Lorentz DLORENTZ 590,423,567 o7-Feb-1000 (B 201
Pa. Ll 108 Hancy Gresnberg MGREENBE 515,124.4569 17-Aug-1004 (B 1200
Pa. Ll 109 Daniel Faviet DFAVIET 515,124.4169 16-dug-1004 [y 2001
Pa. Ll 110 John Chen ICHEN 515,124.4269 285ep-1007 [ 201
Pa. Ll 111 Tsmael Sciarra ISCIARRA 515,124.4369 H0-5ep-1007 (B 770
Va ol 11z Jose Manusl Urman IMURMAN 515 1244469 07-Mer-1998 By 70l
7RG 113 Luis Fopp LPOFF 515,124,4567 07-Dec-1993 B 6300
Va ol 114 Den Fuaphaely DRAPHEAL 515, 127.4561 07-Dec1994 [y 1oi
Va ol 115 Alewander Khao AKHOC 515 127.4562 18-May-1935 [ Bt
P Lt 118 shell Baida SBAIDA 515,127.4563 24Dec-1997 [ 2301
Pa. Ll 17 sigal Tobiss STOBIAS 515,127.4564 2a-uk1997 [ [PU_CLERK v Z800 7
£ | b

Columns Frozen 4

5.4.2. Using a Table Overflow Area
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It is also possible to include detail information for the current row of a table within the
table page. This is called table overflow. A table overflow area can be used when it is
important to have the data in view with the entire table, but the user may or may not
want to view the data at all times. You can also use table overflow to prevent horizontal
scrollbars to appear when the table width exceeds the available page width.

You configure a table overflow area using the Table Overflow Style property for the
group.

=l Group Layout
Layouk Skyle * kable-form
erflow Sktyle 'I\I\
Wizard Style Layout? * Inline '
Rright
Stack 3 5 P *
SCH [ATOURS O1 SaMme Fage Right with Splitter
Graup Width Below
Group Height Below with Splitter
Enable Stretching? * =

When set to Inline, each row in the table has an expand/collapse icon. When the user
clicks expand, the overflow area is shown directly below the current row, and above the
next row.

L= /*Eﬁl 103 Alexander Hurald
Ny /REJ_E' 104 Bruce Ernsk
Department | IT v | * JobId | IT_PROG v |
* Emnail | BERNST * Salary | 000
Phonerumber | 590,423, 4565 ConjssionPct
* HireDate | 21-May-1991 Manager]d
A RER 105 David Austin
- SR 106 vall Pataballa
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When set to Right, the overflow area is always displayed at the right of the table. When
you change the row by clicking on it, or by using the arrow keys, the information in the
overflow area will be updated for the newly selected row.

Action + Wiew ~ Format - + W ﬂ' Detach Wrap Department | 1T - * Jobld | IT_PROG v
‘ * EmployeeId |F|rstName "" LastMame *Email | BERMST * Salary | 6000

/R 160 Steven King |A|  Phonenumber [590.425.4568 CammissionPet

/XEIL’;I 1 Meena Fochhar ‘ * HireDate | 21-May-1991 E‘;"(}) Managerld | Hunold v

7RG 102 Lex De Haan |

Ve Lt 103 Alexander Huriald ‘

/x Eiruce [% Ernst ‘

Ve Lt 105 Diavid Austin ‘

When set to Right with Splitter, the overflow area is also displayed to the right of
the table, with a splitter in between. The splitter allows you redivide the amount of
horizontal space (the width) taken by the table versus the amount of space taken by the
overflow area. This setting allows you to continue to use horizontal and vertical table
stretching, which is not possible with overflow style Right. So, this setting only makes
sense if you have enabled stretching as explained in the previous section Using Table
Lavout and Stretching.

Action = ‘iew v Format = | 9P W » |  Department [T v * Jobld [IT_PROG v
* EmployesId |FirstName * Email | BERMST * Salary | 6000
7 8 100 Sheven || Phonelumber | 590,423, 4565 CammissionPct
EE
& B 101 heena * HireDate | 21-May-1991 ) Managerld | Hunald b
Ve £ 102 Lex JIN
/XE@ 103 Alexander
/ x 104 Biruce:
Ve £ 105 David
e o 106 vall
Ao U bt
< ¥
4
Columns Frozen 1 J

When set to Be1ow, the overflow area is always shown below the table.

When set to Below with Splitter, the overflow area is displayed below the table,
with a splitter in between. The splitter allows you redivide the amount of vertical space
taken by the table (the height) versus the amount of space taken by the overflow area.
This setting allows you to continue to use horizontal and vertical table stretching, which
is not possible with overflow style Right. So, this setting only makes sense if you have
enabled stretching as explained in the previous section Using Table Layout and

Stretching.

The overflow area displays all items that have the Display in Table Overflow Area?
property set to true, plus any regions you may have defined if they contain items. It is
also possible to show detail groups in the table overflow area, see Creating Master-Detail

Pages.

In the table overflow area you can apply regions similar to the way you use regions in
form layouts, see section Controlling Page Layout Using Region Containers, Item and
Group Regions. Below is an example of an inline table overflow style with two item
regions inside a horizontal region container.
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W fﬂﬁj 104 Bruce Ernst
Functional Financial
Department | IT w CormnmissionPck
* Email | BERMNAT ManagerId | Hunold w

Phonelumber | 590,423 ,4565
# HireDate | 21-May-1991 Gy
* Jobld [IT_PROG v
* Salary | G000

B S REF 105 David Austin

= Attention: While the Table Overflow Style property does not have a popup
style, you can generate popup windows that effectively behave as an overflow
area in a popup window. See section Generating Content in a Popup Window
for more information

5.4.3. Hiding Items in a Table

With the Display in Table Layout? property, you can determine which items will be
generated in the table.

The Display in Table Layout? property has three possible values:

e True. The item is generated in the table page
o False. The item is not present in the generated table page

e A custom EL expression that is evaluated at runtime (must return true or false).
For example, by using an EL expression, you can conditionally show/hide the
item based on the value of another item, or based on task flow input parameters.

5.4.4. Allowing the User to Sort Data in a Table Page

It is possible to generate a feature where the user can do an online sort of the records
queried in a table. The user can simply click on one of the order icons that appear
automatically when the user places his pointer over the column header:

|Firstrame oop |* LastMame
Skerven Kir
Sort Descending
Meena NEETED
Lex [De Haan
Alexander Huniold
Eruce Ermsk

To generate the sortable icons, set the Column Sortable property on the item level to
true, for those items you wish to be sortable.

5.4.5. Adding Summary Information to a Table

For numeric columns, you can add summary information in the table footer. You can
choose from 3 types:

5-24 Generating Page Layouts JHeadstart Developer’s Guide



1. Sum
2. Average

3. Count

The summary will be displayed in the table footer. The label of the table footer is by
default Total, but you can change that in the Resource Bundle (see Chapter 11
"Internationalization and Messaging").

The example screenshot below shows the average salary in the table footer.

Employees
Action = Wiew v Format - Freeze &4 Detach ol rap
Employesld |FirstName |La5tr'-.lame * Salary
145 John Fussell 14000
146 Karen Partners 13500
147 Alberto Errazuriz 12000
148 Ferald Carnbraul: 11000
149 Eleni Zlokkey 1050

| | 12200

To generate such a table summary, go to the item you want to summarize, and set the
property Display Summary Type in Table to the desired type of summary.

[l Display Settings
Display in Form Lavout? * krue
Display in Table Layauk? * ke
Display in Table Overflow Arear * false

Display Surmmary Type in Table average -

oy

Prampt in Form Layouk Sum
Prompt in Table Layout
Short prompk

5.4.6. Change Table-Related ADF Business Components Settings

By default, ADF BC View Objects fetch rows from the database one at a time. So for each
row there is a round-trip from the application server to the database.
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General

Entity Ohjects =l Tuning
Enter tuning parameters For this View, to control SQL execution and F

Aktributes
Query Retrieve from the Database
Java
(=) AllRows () Only up ko row number
View Accessars
List UI Hinks in Batches af: 1
(3) As Meeded () All at Once

() At Most One Row

() Mo Rows (i.e. used only for inserting new rows)

When retrieving multiple rows at a time, this is an unnecessary slow-down. So we
recommend adapting the settings in the View Object to the settings in the JHeadstart
group as follows:

When Use Table Range? is true, set All Rows in Batches to the value of Table Range
Size + 1. When Use Table Range? Is false or Enable Stretching? is checked , set it to the
number of rows a user can normally see on the screen.

General
Entity Obijacts £l Tuning
. Enter tuning parameters For this View, to control SQL executior

Attributes
Query Retrieve from the Database
Java

(=) AllRows () Only up to row number
View Accessors —
List UI Hinks in EEItChES l:ll:: 11

(@) AsMeeded () All 2t Once
() Ak Most One Row

() No Rows (i.e. used only For inserting new rows)

Reference: There is much more to say about ADF Business Components

@ tuning. This section explains only the ADF BC settings that are directly related
to values of JHeadstart properties. For more information on ADF BC tuning,
see the Fusion Developers Guide, section 39.2 Tuning Your View Objects for
Best Performance:

http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/bcadvvo.htm#sm03
42
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5.5. Creating Table-Form

Pages

A Table-Form page is a combination of a multi-row page called a Table Page and a single
row page called a Form Page. In the Table Page the user can select a row. If the user
selects a row in the Table Page and presses the button or hyperlink to view the details,
then the Form Page opens, and the user can manipulate the selected row, or create a new

Tow.

=

Attention: The Table-Form page layout consists of a combination of the Table
layout and the Form layout. You can use the group properties described
specifically for Table layout to layout the Table part of the Table-Form layout.
Similarly, you can use the group properties described specifically for the Form
layout to layout the Form part of the Table-Form layout. View the sections
Creating Form Pages and Creating Table Pages to see which properties are
available.

Steps to create a table-form page:

1.

Set the Layout Style property to ‘table-form” to generate a Table Page and a Form
Page for the group.

Set Display in Table Layout? property to true for items you want to have in the
table page.

Set Display in Form Layout? property to true for items you want to have in the
form page.

Choose between a button or hyperlink for the means of navigation to the form
page by setting the Table-Form link property for the group.

When you choose a link for navigation to the form page, you will get a link on the item
specified as Descriptor Item.

Emplovesld |FirstMame Lasthame
100 Skeven kKing
101 Meena kKochhar
102 Lex D& Haan
103 Alexander
104 Bruce * Ernsk
105 David Auskin

When you choose a button for navigation to the form page, you will get an iconic button

like this:
Employesld |Firsthame Lasthame
& 100 Steven King
Vi 101 Meena kachhar
102 Lex e Haan
& . 103 Alexander Hunold
/ 104 Bruce Ernst
105 David Auskin

Z

Note that while not required, it is common to make the table read-only with this layout
style, since editing typically occurs in the form page.
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5.6. Creating Master-Detail Pages

You may want to create pages that are related together as in a master-detail (parent-
child) relationship. To be able to generate such master-detail pages you should perform
the following steps:

1. Check the data model of your Application Module. The master-detail relation
should be present as nested View Instances.

Data Model:

S IHRService
-- CounkriesWiewl

b ?ﬂ Locations\View?2
[—}--E?El Departmentsiiewl
- g'f] Employeesyiews
[-}--E?El Emploveesiyismwl
- ﬁ_f] Departmentsiiswz
b g'f] Emplovessyiews
[—}--gfl JobsMiewl
b ?El Employessyiewd

[=h-fZ] LocationsWiewl

- g_f] Departmentsyiews
|'_—‘}§f| Regionsiisw]

58] Countriesviews

2. Create a group in the Application Definition for the master page, and create a
detail group for the detail page. Set the Data Collection of the master group to the
master View Object and the Data Collection of the detail group to the detail View
Object. Note that for the detail group, by default you can only select View Objects
that are detail View Objects of the master View Object. When the View Object
you need does not show up in the Detail Group, go back to step 1 and correct
your Data Model. If you deliberately want to choose a view object usage that is
NOT nested for the detail group, you can uncheck the property Dependent Data
Collection. When this property is unchecked, you can choose any view object
usage from your data model.

B DevGuideApp - ViewController - Applica

+ % & HS

[J& DevGuideApp - ViewContraller
=+ (&4 HRAppModule
: E} Regions
E-C3 Items

=}-(Z= Detail groups
+-[E5) Countries2

5.6.1. Master-Detail on Separate Page

Uncheck the Same Page? property for the detail group. This indicates that the detail
should be generated on a separate page.
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Exarnple In this example the Region and Country groups are displayed on separate pages.

On the Region (master) page, we see the following button to the detail page:

Reqgions (Americas) =

Edit Regions Americas 42 & [2/4 P B % Countries Save | Cancel
* Reqgionld | 2 Regionklame | Americas

On the detail page, we see the following:

Regions (Americas) = Edit Fegions Americas =

Countries Save | Cancel
Action = View =  Format - “i‘ Freeze d‘ Detach L Wrap
|* CountryTd |CountryMame
R AR Argentina
RE.,_E BR. Brazil
REJ_‘} A, Canada
RE.,E' P Mexico
RE.,_IJ 15 United Skates of America

As you can see the Countries are shown on the second page.
The links on the top, so-called breadcrumbs, can be used to navigate back to the Regions
table and form pages.

5.6.2. Master-Details on Same Page

To be able to generate master-detail groups on a single page you must check the Same
Page? property for the detail groups you want to show on the same page as the master
group. For each detail group, you can then set the Same Page Position property to the
desired value.

=l Group Layout
Lavout Stvle * kable
Table Cwverflaw Skyle
Wizard Style Layout? * ]
Stack Groups on Same Page * Mone

Same Page? * L

Sare Page Display Position? * |Be||:|w Farent Graup with Splitker "’|

Graup wWidth Below Parent Group
) rent Group with Splitker
e Height
redpneg Ak the Right of the Parent Group k
Enable Stretching? * ak the Right of the Parent Group with Splitter
= Query Settings In Table Crverflow Area of Parent Group

Exarnple In this example the Region and the Country groups are defined to be displayed on
the same page.

As you can see the master and the detail group have been generated on the same
page in a master-detail layout.
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Regions (Americas) =

Edit Regions Americas K LRI B ® Save | Cancel
* Regionld | 2 Fegionklame | Americas
Countries
Action ~ View ~ Format ~ | 9P Fresze &4 Detach Wrap
|* CountryId |C|:||_| EryMarne
ﬁ AR Argentina
REQ  [er Brazil
XE.E' A Canada
RE.,_I;l M Mexico
XE.E' (L Idnited States of America

5.6.2.1. Stretching the Detail Table

If the detail group has a table layout, and you want to vertically stretch the table to show
as many rows as possible, you must check the property Enable Stretching? on both the
detail group AND the master group.

5.6.2.2. Stacking Groups on Same Page

If a master group has several detail groups that need to be displayed on the same page, a
common design is to stack the detail groups using tabs or an accordion. You can achieve
this by setting the Stack Groups on Same Page to the desired value.

In the generated screen shot below the ManagedDepartments and Subordinates
groups have Same Page checked, and the Same Page Display Position set to "Below
Parent Group with Splitter". The parent Employees group has property Stack
Groups on Same Page set to "Detail Groups Only (Tabbed)". The initial splitter
position is set using the Group Height property on the Employees group
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Edit Employees King

* Employesld | 100

* Jobld | AD_PRES e

FirstMame | Steven Salary | 24000

* LastMame | King ZommissionPct
* Email | SKING Managerld
Phanehumber | 515.123.4567 DepartmentId

* HireDate | 17-Jun-1987 %

&HAn0m P W® ®

Save Cancel

)
Subordinates
Action = YWiew = Format - 4 M %Detach ¢=l Wirap
* Employeeld |Firsthlame |* Lastriame |* Email |Phonetiumber
b 101 Meena Kachhar HKCGCHHAR 515,123, 4568 ~
x% 10z Lex De Haan LDEHAAN 515.123.4569
$ER 114 Den Raphaely DRAPHEAL 515,127.4561
RElEl 120 Matthew Weiss MWEISS 650,123.1234
R 121 Adam Fripp AFRIPP 650,123.2234
RKEF 122 Payam Kaufling PKALFLIN 650,123, 3234 0
R 123 Shanta allman SYOLLMAN 650,123.4234
AR 124 Kewin Maurgos KMOURGOS £50,123.5234
SR ER < 145 Irhn Piesall R I55F1 M1 a4 1344 azazen |0
Columns Frozen 1

You also stack all groups on the same page, using tabs or an accordion. The screen shot
below shows the layout you get when setting the Stack Groups on Same Page property

toAll groups (Accordion).

~| Edit Employees King <22 € [1/107] $ 3 ® Save | Cancel
* Jobrd

Salary | 24000

*Employeeld | 100
FirstMame | Steven

* | asthlame | King CammissionPct

* Email | SkInG ManagerId
Phanehiumber | 515.123.4567 DepartmentId
* HireDate | 17-Jun-1987 E&‘B
~| Departments
Action = Yiew = Formak - # Freeze %Detach o2l Wrap
| * DepartmentId |"‘ CepartmentMame | Locationld
85 90 Executive | Seattle v |
~| Employees
Action = Yiew ~  Format - 4 M i Detach a2l Wrap
| * Employesld |FirstName |* LaskMarne |* Ernail |Ph0neNumber
235 | 101 Mesna Kochhar HEDCHHAR 515,123.4568 -
REF | 102 Lex D Haan LDEHAAN 515,123,4560
SER | 114 Den Raphaely DRAPHEAL 515.127.4561 -
RKEF | 120 Matthew Yeiss MWELSS 650,123, 1234
a3 | 121 Adam Fripp AFRIPP 650,123, 2234
RER |< 122 Patam K aufling PICALIFLIM 650,123, 3234 . b

Caluins Frozen 1

The advantage of using an accordion over tabs is that the end user can decide how many

groups he wants to see simultaneously.

5.6.2.3. Grand Master-Master-Detail pages

In addition to having multiple sibling detail groups, you can also have detail groups that
in turn have detail groups. Again, you should first make sure the data model of the
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application module supports more levels of master-detail nesting. You can nest as deeply
as you want.

Daka Model:

ﬁ HR.Service
[ %ﬂ Countrieshiewl
gfl Departmentsiiswl
gfl Emploveesiyisml +
-5 Jobsview
&_f] LacationsWiew1
E}--- Regionsyiewl
El?_ﬂ CounkriesWiew?
(- ?ﬂ LocationsView3

In the above screen shot we have set up three levels of nesting. In the JHeadstart
Application Definition Editor, we can create the same group structure.

=1-E5] Regions

-3 Ttems

-3 Regions

=2 Detail groups

=-[E9 Countries2
-0 Ttems
23 Regions
-2 Detail groups
=B Locations3

Again, we have multiple options to position the three groups. In the screen shot below,
the Countries group has Same Page Display Position set to Below Parent Group

while the Locations group has the same property set to At the Right of Parent
group With Splitter.

Regions (Americas) =

Edit Regions Americas K L1 ® b4 Save | Cancel

* Regionld | 2 Regiontlame | Americas

Countries

Locations
Action +  Miew = Format - ‘i' Freeze fj‘ Detach *» Ackion = Yiew ~  Format - 4' m #»
|* CountryId |CountryName | * LocationId |Streetnddress

REF  [ar Brgenting 38R | 1800 || 147 spadina Ave
X e Brazi REG | 1900|6092 Baxwood St
8 [of1 Canada
XELE M Mexico
R'%E' s United States of Armerica

< > < >

Columns Frozen 1

5.6.2.4. Nested Tables

Using the Table Overflow Style property for the group, you can generate detail group
(or child) tables within the table overflow area.
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For this to work, the Layout Style of the parent group must be set to “table” (with layout
style “table-form” the detail table will only be shown on the form page), the Table
Overflow Style of the parent must have a value (for example inline as in the screenshot),
the detail group must have the Same Page? checkbox checked, and the Same Page
Position property of the detail group must be "In Table Overflow Area of Parent Group".

The Layout Style of the detail group does not have to be table. Other layout styles are
also supported.

Countries
Filter By | CounkryId » ﬂ Advanced Search
Ackion ~  Wiew = Format - + Ej‘ Detach W'rap
| |* CountryId |CnuntryName | Regionld
= REI._E' BE EBielgium Europe |
= REE' BR. Brazil Americas L
5 & Ch Canada Americas v
Locations
Action = VWiew = Format - “F Freeze ﬁ' Detach Wrap
| * LocationId |Streetaddress |Postalcode |* City
385 1800 | 147 Spadina Ave MSY 2L7 Toronto
ER 1900|6092 Boxwood St ¥EW a2 Whitshorse
>
= REI\_; H Switzerland Europe w
[= XEI._E' CH China Asia w

Note that the nested table could itself have another nested table in the inline table

overflow, allowing you to nest groups on the same page as many levels deep as you
want.

5.6.2.5. More Advanced Layouts for Master-Detail Pages

Using Region Containers, Detail Group Regions and Item Regions, you can create even
more advanced designs for your master-detail pages. For more information, see section
Controlling Page Layout Using Region Containers, Item and Group Regions.
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5.7. Creating Tree Layouts

You can use JHeadstart to generate tree controls. A tree control is extremely useful for
showing hierarchical structures in your data model.

Examples:

Geographical areas subdivided in regions.

Bill of Material structures: parts consisting of sub parts, consisting of sub-sub
parts and so on.

Organizational structures.

This section will explain how to generate such a tree control with JHeadstart.

5.7.1. Choosing a Tree Layout Style

There are three group layout styles that you can use to generate tree structures:

reusableTree: this option only generates a reusable tree component. The tree
component can be used as an alternative menu: you can link the nodes of the tree
component to other groups in your application definition editor, and then the
form page of this linked group will be displayed at the right of the tree, showing
the row that matches the tree node that was clicked.

tree-form: with this option the group generates both a tree component and
associated form page that shows the row that matches the tree node that was
clicked. The tree component is generated in a group-specific shell page, which
means the tree-form group cannot be reused as a region within other pages. Also,
the tree-form group must be a top-level group, you cannot have a detail group
with tree-form layout while the parent group does not have a tree or tree-form
layout.

tree: this option generates a non-clickable tree node. It only makes sense to use
this in combination with tree-form groups, if some of the nodes on the tree
should ne non-clickable. If none of the nodes in the tree should be clickable, it is
better to use the reusableTree layout because you can then embed the tree in
other pages.

Using the tree layout is slightly more work to configure in the application definition
editor, but has the following advantages:

5-34 Generating Page Layouts

The tree component is generated as a region containing a taskflow with page
fragments that can be reused in other pages. The tree region contains nested
regions that show the form page for each node type.

You can reuse groups that maintain a data collection and are directly accessible
through the menu. This means that you can provide various ways of accessing
the same data to the end user. An end user can use the menu to navigate to a
group and query a specific row, or he can use the tree component and click on
the tree node to see the desired rowdata.

JHeadstart Developer’s Guide



e  When building a recursive tree, you can use the same group for showing the
form page for the root nodes (the nodes where the recursive foreign key is null),
as well as the child nodes. This can save a lot of (duplicate) work if other detail
groups without a tree layout are shown on the same page. In the case of a tree-
form layout, the two groups with tree-form layout that together make up the
recursive tree, both need to have the same detail groups defined.

5.7.2. Generating a Basic Tree

Most of the tree controls you will generate will be of the basic category. There are a few
variations that will be explained in later sections:

e Variation: Basic Tree with non-clickable nodes

e Variation: Recursive Tree

e Variation: Recursive Tree with Limited Set of Root Nodes

e Variation: Tree showing only Children of selected Parent

It is advised to start with the basic steps, before reading the variations.

In the HR sample schema, a geographical structure is present that can be used in a tree
control. We have REGIONS, consisting of multiple COUNTRIES, consisting of multiple
LOCATIONS, consisting of multiple DEPARTMENTS, consisting of multiple
EMPLOYEES.

So this is our database diagram:

[ REGIONS ]
0.
COUNTR_REG_FK
[ COUNTRIES ]
0.1
Loc_d_iD_FK
[ LOCATIONS ]
0.1
DEPT_LOG_FK
[ DEPARTMEMNTS ]
® 0.1
DEPT_WGR_FK EMP_DEPT_FK
0.1
EMPLOYEES

We will generate a tree with REGIONS, COUNTRIES and LOCATIONS.

Steps:
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1. Check your model. Make sure you have a View Object for each level you want to
show in the tree control. Check the presence of View Links between the View Objects.
In this example, you will need a View Object for REGIONS, for COUNTRIES and for
LOCATIONS and two View Links for the foreign keys between the tables. You can
check this by editing your application module and inspecting the available View
Objects. Each View Object should have the correct child View Objects as shown
below.

Available View Objects:

Gas model.Madel

I'@ model, entity

= (i) model.query

E}@ Countries

... Locations via LocCIdFkLink ]
2= Departments

E] Employess

E] Jaobs

E] Locations

T Regions

-8 Countries via CnuntrRegFld.ink]
model, service

- .i'-., <Empty =

2. Add View Object Usages for these View Objects to the Data Model of the Application
Module. Add Countries as a child of Regions and Locations as a child of Countries.
When adding a detail view, it is important to select the subview in the list of
Available View Objects. The subviews are indented in the picture above within the
red rectangles. Then select the intended parent Data Collection in the Data Model,
and click the right arrow button. You should end up with something like this:

[rata Model:

ﬁ HR.Service

%ﬂ Countrigsiiewl
gfl Departmentsiiewl
gfl Employeesyisml
?ﬂ JobsWiewl +
&'—ﬂ LocationsWView1
EREIF e gionsYiew
Eig_ﬂ Counkriesiiews

------ gf] LocationsYiews

o

3. For each tree node that you want to be clickable, you need a top-level view object
usage that can return any row of that node type. Since the RegionsView1 is already a
top-level usage, you can use that usage both for the top-level tree node, as well as for
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the Regions form page.
Daka Model:

HR.Service
- ae) Countrigstiewl
?ﬂ Departmentsiiswl
?fl Employeesyisml

&9 Jobsview1 )
?ﬂ Locationsyiewl
| = ?-E] L egionsYiewl

:F-- EE COUNENES ez

------ Efl LocationsYiews

[rmk Tyl i

H
2
2
H
2

4. Runthe ‘New Service Definition” wizard based on the above application module
data model. You will end up with something like this:

% HR.Service

[+-[E5] Employees

Departments

Jobs

#-[E5) Locations

Countries

=[5 Regions

EI Ttems

-3 Regions

=} (2= Detail Groups

=28 Countriesz
-3 Ttems
-.C7 Regions
=}-(Z= Detail i3roups
- E9 Locations3

B3 Damains

The remainder of the steps depends on whether you want to generate a reusable or non-
reusable tree

5.7.2.1. Generating a Basic Reusable Tree

Perform the following additional steps to generate a non-reusable tree.

5. You need to make sure the JHeadstart Application Definition has groups and detail
groups for generating both your tree as well as separate groups with “form” or
“table-form” layout you can link to when clicking on a tree node. So, we need to
make a copy of the Regions group, and rename the existing Regions group to
RegionsTree. For clarity, we also rename the Countries2 group to CountriesTreeNode
and the Locations3 group to LocationsTreeNode. Your group structure should look
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10.

like this:

(5@ MyDemo - WiewController

=+ (5 HRService

#-[E5) Employees
Departments
#-E5) Jobs
Locakions
B3] Countries
=-E2) Regions
EI Items

.3 Detail groups
=--E2] RegionsTree
E Tkems

- Detail gQroups

EI Items

[J& MyDemo - ViewControler

= [ HRService

B2 Emplovees
G-E5] Departrments
~E5] Jobs
B3] Locations
B3] Countriss
F.egions
E} FegionsTree
: -3 Items
=-[2 Regions
R =R cgions

== Detail gQroups

G5 CountrissTreeMode

=[5 CountriesTreeode

=}-(Z Detail groups
-8 LocationsTreekode

For the RegionsTree group and all detail groups below it, change the Layout Style
property to 'reusableTree'.

For the RegionsTree group add a Group Region named “Regions”, check the
checkbox property Include as ADF Region? And set the Group Name property to
the Regions group in this service.

= Identification
Marne * Reqgions
Include as ADF Region *
Group Mame * HR.Service, Regions

Set Current Row In Region *
= Layout

Title

Width

Rendered Expression

Depends On Ikemis)

For the CountriesTreeNode group add a Group Region named “Countries”, check
the checkbox property Include as ADF Region? And set the Group Name property
to the Countries group in this service.

For the LocationsTreeNode group add a Group Region named “Locations”, check the

checkbox property Include as ADF Region? And set the Group Name property to
the Locations group in this service.

For the RegionsTree group and all detail groups below it, check the checkbox
property Enable Stretching? on each group, as wel as on the “Regions” region
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11. Select the correct Descriptor Item for each group to determine which item must be
shown in the tree control (for example choose RegionName instead of Regionld).

12.

13.

container of each group.
E ReqgionsTree
-3 Ttems
EI'E’ Legions
L. [=] Regions
=22 Detail groups
-8 CountriesTreshade
-3 Ttems
E*E" Fiegions
- L-E Countries
=2 Detail groups
=+-[E3 LocationsTreehlade
#-C3 Items
% EI'E’ F.edgions
b =] Locations
“[27 Detail groups

Height

Separakor Space

Rendered Expression

Depends On Ikemis)

Enable Stretching? *

Note: you could also create a new attribute that combines the values of several other

attributes, and use that as the basis for the descriptor item. See section 3.3.6 "Create

Calculated or Transient Attributes" on how to create such an attribute.

By default, the tree is rendered in collapsed mode when it is accessed for the first

time. If you want to show the tree in expanded mode by default, you can achieve this

by checking the property Show Tree Expanded? for the top-level tree group.

If you only want to access the “tree target” groups (Regions, Countries and Locations
in the example) through the tree component, and not directly through the menu, you

should switch the application definition editor to expert mode, and uncheck the

checkbox Add Menu Entry for this Group?

= @ HR.Service

-[E5] Employees
-[E5] Departments
~[E5] Jobs

Locakions

Counkries
Feqgions
-[E5] RegionsTree

23 Domains

LIEFWFICE F3ge LErnicion sindings:s ™

Creerwrite Faces-Config Beans and Mavigation R,

Generate Level 2 TabBar? *
Generate Controller Groupy *
Always Passivate Skake Before Commit? *

=] Customization Settings

Add Menu Entry For this Groupy *

add Yerb ko Farm Title? * ',

O] OEEEE
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That's it. Your generated tree will look similar to the picture below.

Employees Departments Jobs Regions
Wiew - Edit Locations Toronto ® Departments | Fave | Cancel \
[ Europe
N ereas * Location id | 1800 * City | Toronko
b aR Street address | 147 Spadina Ave Stabe province | Onkario
= BR.
Postal code | MSY 2L7 Countryid | CA W

VOCh
Toranto |
Whitehorse
= M
= U3
= Asia
[ Middle East and Africa

Note that the correct row is shown when clicking on a tree node because the Group
Region property Set Current Row in Region property is checked. When checked, this
property ensures that the rowKey of the selected tree node is passed as a parameter to the
region (with a parameter name like rowKeyGroupName). This property is a shortcut for
defining the rowkeyGroupName parameter explicitly. If you want to define the
parameter explicitly, you can use #{pageFlowScope.treeNodeRowKey} as the value
expression for the parameter.

5.7.2.2. Generating a Basic Non-Reusable Tree

Perform the following additional steps to generate a non-reusable tree.

5. For the Regions group and all detail groups below it, change the Layout Style
property to 'tree-form'.

6. For each of the tree-form groups, we need to specify two Data Collections:

The Data Collection property specifies the usage for selecting a tree node and
viewing / maintaining the data in a form layout. This should reference a separate
View Object Usage at the top level in the Application Module.

The Tree Data Collection property specifies the usage for showing the hierarchical
structure of the tree, and needs to be a child usage of the direct parent group's Tree
Data Collection. If there is no parent group, the Tree Data Collection must reference a
top-level View Object Usage in the Application Module.

If you originally created the groups using the New Service Definition Wizard, change
the Tree Data Collection to be the same as the generated Data Collection property,
and then change the Data Collection property to the top-level View Object Usage of
that view (for example RegionsView1, CountriesView1, LocationsView1) in all tree
detail groups. Only in the tree top-level group, the Data Collection and Tree Data
Collection can have the same value. When you want to use Quick Search or
Advanced Search on the tree top-level group, the two properties must have the same
value.
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E—} Regions

-3 Thems

EI Regions
== Detail groups

o0
=E| Reqions
=-(Z Detail groups

G- (8 Locations3

-3 Domains

= Query Settings

Dependent Data Collection? *

[ [E5] pata Collection *

Countriesiiewl ]

;ﬂ Data Collection Implementation *
Query Bind Parameters

Requery Condition

[ E Tree Data Collection

Countriesiiewz l

#2] Tree Data Collection Implementation

IE Recursive Tree Data Collection

Tree Requery Condition

g’fﬂ Recursive Tree Data Collection Implementa. ..

= Attention: The reason why a Data Collection that references a top-level View
Object Usage is required here is the following. If you select a child node in the
tree, and you would use the Tree Data Collection to set the current row for
display in the form area, the row might not be found because the current row
in the parent View Object instance might be different from the parent node in

the tree.

Select the correct Descriptor Item for each group to determine which item must be

shown in the tree control (for example choose RegionName instead of Regionld).
Note: you could also create a new attribute that combines the values of several other
attributes, and use that as the basis for the descriptor item. See section 3.3.6 "Create
Calculated or Transient Attributes" on how to create such an attribute.

By default, the tree is rendered in collapsed mode when it is accessed for the first

time. If you want to show the tree in expanded mode by default, you can achieve this
by checking the property Show Tree Expanded? for the top-level tree group.

Employees Departments Jobs

Wiew -

= Europe

W Ameticas
= Argentina
= Brazil
% Canada

* Location id

Street
address

Postal code
Wihitehorse
[ Mexico
= United States of America
= Asia
= Middle East and Africa

Locations

Countries Regions

Edit Locations Toronto

1300 * Ciky

147 Spadina Ave Stake provinoe

MaY ZL7

Run the JHeadstart Application Generator. You will get something like this:

5%

Save Cancel

Toronto

Onkario

You can use the tree control to drill down the hierarchical structure.

You can edit records on each level. JHeadstart has added a maintenance page for
REGIONS, COUNTRIES and LOCATIONS. You can navigate to the maintenance page by
clicking on the appropriate hyperlink in the tree.

5.7.3. Variation: Basic Tree with non-clickable nodes

Suppose you do not need editing capability on each level of your tree. For example, you
need REGION and COUNTRY only to drill down to the desired LOCATION.
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In case you followed the steps for a reusable tree, you simply remove, the group regions
defined for the Regions and Countries group.

In case you followed the steps for a non-reusable tree, you change the Layout Style
property of the regions and Countries2 group to 'tree'.

Notice the absence of links on the REGIONS ('Americas') and COUNTRIES ('US') level.

5.7.4. Variation: Recursive Tree
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In some cases, tree structures are modeled in the database with self-referencing foreign
keys (visible in Entity-Relationship diagrams by the so-called pig's ear).

Example: Employees have a manager. The manager is also an employee, so this is
modeled as a foreign key from EMPLOYEES to EMPLOYEES.

Generating a tree for such a situation is only slightly different. You need the self-
referencing foreign key as a View Link in your ADF Business Components. The wizard
‘New Business Components from Tables” will automatically create such a View Link if a
self-referencing foreign key is present in the database.

In the data model of the Application Module, it is sufficient to have only one level to
generate a tree with an unlimited level of nesting. For example, to have a tree with
unlimited recursion on Employees, you only need this data model:

Daka Madel:

AppModule
- ffl Employessl

Now, follow step 5 and onwards as documented in the section on the basic tree, reusable
or non-reusable. The only difference is that you need to apply the steps to only one
group, instead of three groups.

You will get this (nodes expanded by hand):

Employees
Wiew - Edit Employees Hunold
7 King ~
= kochhar * Emplovesld | 103 # JobId | IT_PROG w
R

Firsthlame | Alexander Salary | 9000
# LastMame | Hunold CormmissionPik

Wieiss * Emnail | AHUMOLD Managerld [De Hasn (%
Fripp
Kaufling
vollman * HireDate | 03-Jan-1990 |1-’-'"(B
Mourgos
Russell
Partrers
Errazuriz *
Cambrault
Zlokkey %
Hartskein

= Kochhar

- e oo

[ Ernst

= Austin

PhoneMumber | 590,423,4567 DepartmentId [ 1T w

VVVVVVVVVVVY
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As you can see, employees that have a manager are displayed twice in the tree.
5.7.5. Variation: Recursive Tree with Limited Set of Root Nodes

By default, every employee is displayed in the top level of the tree. In most cases, this is
not what you want. In this example, you most likely want only employees without a
manager to appear in the top level of the tree structure, and their subordinates below
them. It is quite easy to do so by applying a named view criteria to the top-level
employee view object usage, and create a nested view object usage based on the same
view object.

These steps assume you have already done the steps described in section Variation:
Recursive Tree.

¢ Go to the EmployeesView view object in your Business Components project
and create a new View Criteria.

e Name this view criteria "EmployeesWithoutManager" and add ManagerId
as item with operator Is Blank.

@ Edit View Criteria

(e ORI ECHIE mployveesiithoutManager Query Execution Mode: |Database "l

(" Crieeria Definition || UL Hints |

Wigw Criteria: iew Object Where Clause:

{ (Employees, MANAGER_ID IS MULL )
1

.. EEE Managerld ISBLARME

| Add Ikem | |.¢\du:| Group | | Add Criteria Explain Plan. .. | |E|

Criteria Ikem

Help | Ok _J | Cancel
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e Go to the application module data model, and create a new top-level view
object usage "TopManagers" based on the EmployeesView view object. Assign
the view criteria you just created to this view object usage.

© Edit View Instance: TopManagers b__q
' View Criteria

Configure the visw object query For this view instance,

Wiews Criteria

Select the vigw criteria that vou wank to apply to this view object. IF you select multiple vigw criteria, they wil be
combined with an AMD operatar,

Available: Selected:

|_=_'-“ EmployeesitithoutManager

Bind Parameter Yalues

Provide walues For any bind parameters defined For this query and indicate if any of these values are sourced from
this base ohject.

Parameter Type alue

Iy

Help Apply | | OF _J | Cancel

e Add anested view object usage named "Subordinates" to the
'TopManagers' view object usage, using the self referencing view link on the

EmployeesView view object.
[ ¥iew Object Instances

The data model contains a list of view object and view link instances, displaying master-detail relationships,

Available Yiew Objects: Data Model: Subtvpes,.. || Edit... |
% model,Model ﬁ HRService
[=h- [ maodel n

j‘.;ﬂ Countriesviewl
?.;ﬂ Departmentsyiew 1
ﬁ Emploveesyiewl
?fﬂ Jobstiew

j‘fﬂ LocationsViewl
g.;ﬂ ReqgionsYiewl
|?| El?.cﬂ TopManagers

-8 Countriesiew
#2] Locationsyiew via LocCIdFkLink
E] Drepartrmentsyisw
#9) Employeesyiew via EmpDeptFkLink
= £2] Emploveesyisw
) DepartmentsYisw via DeptMgrFkLink
a EmpManag .

) Emploveesview via EmpJobFlLink
] Locationsview

#9) Departmentstiew via DeptLocFkLink
é} E] Regionsview

Mew View Instance: Emnployessyiewz

Yiew Inskance: Subordinates

Mew Yiew Link Instance: [EmpManagerFkLinkz

AN

Yiew Link Instance: EmpManagerFkLinkl

5.7.5.1. Generating a reusable recursive tree

To generate a reusable recursive tree with limited set of root nodes, you need to create a
master group with Layout Style “reusableTree” and Data Collection set to
TopManagers1, and a detail group, also with Layout Style “reusableTree” and Data
Collection set to Subordinates. Both groups have a group region that references the same
Employees group. Note that region names must be unique across parent and detail
groups, therefore the group region of the Subordinates group has suffix “2”.
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& MyDemo - ViewContraller

= % HR.Service
[#-E5] Employees

- Detai groups
=88 J-ubordinates
-3 Items
=[5 Regions
e = Employeesz

Departments

t-[Z=] Jobs

t--[Z=] Countries

\ -[3 Detai grl:uups_/

Layauk Skyle *

Show Tree Expanded? *

EmplayeesTree \ Tree Width
g Tkems Wizard Stwle Layout? *
Redgions
: : +
L [E] Employees Skack Groups on Same Page

Same Pagey *

Same Page Display Position? *
Garoup Width

Garoup H;ight

Enable Skretching? *
= Query Settings
Dependent Data Collection? *

(] pata callection *

reusableTree

L

L

Mone

L

Below Parent Group

Subordinates

E
E
#-[Z5] Locations
E
E

+--[Z=] Regions

g?fl Cata Collection Implementation *

If you now generate again, only employees without a manager will be shown as root
node. Each record is shown only once in the correct place in the tree structure.

Employees

Wigw - Edit Employees Hunold

W King

¥ rachhar * Emplovesld | 103 * Jobld | IT_PROG w
L= Greenberg Firsthame | Alexander Salary | 2000
- Wwhalen * | askh Hurold C issionPck
= Mavris astharne | Huno armmissionPe
= Baer * Email | AHUMOLD ManagerId | De Haan w
o et
b= (e PhoneMumber | 590,423,4567 DepartmentId | 1T v
* HireDake | 03-Jan-1990 E'"(F)

5.7.5.2. Generating a non-reusable recursive tree

To generate a non-reusable recursive tree with limited set of root nodes, you need to
create a master group EmployeesTree with Layout Style “tree-form” and Data
Collection set to TopManagersl (or EmployeesView1) and Tree Data Collection set to
TopManagers1, and a detail group Subordinates, also with Layout Style “tree-form” and
Data Collection set to EmployeesView1 and Tree Data Collection set to Subordinates.

Note that although the root node and child nodes both show an employee form when
clicked, the generated form layout is created by two different groups. So, if you would
like to display additional information for an employee, for example the departments
managed by the employee, this departments detail groups must be added to both groups.
This is another advantage of reusable trees: when using a reusable tree, the same group is
used to generate the form layout, being the group that is referenced through the group
region in both reusableTree groups.

5.7.6. Variation: Tree showing only Children of selected Parent

The steps described in this section assume that you have already built the tree as
described in section Generating a Basic Tree with the reusableTree flavor.
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It is not possible to generate a non-reusable tree as a child group.

You might not want to show a tree of all rows in the database, but only of the child nodes
of a certain parent row. For example, you want the user first to select a region, and then
for that region show a tree of the countries and locations.

With JHeadstart you can easily generate that by having a hierarchy of groups, and only
setting the layout style to reusableTree for a subset of the child groups.

In the example used, you can simply change the layout style of the RegionsTree group to
“table-form”. The detail group CountriesTreeNode is now the tree base group. In the
regions table or form page, you can click the Countries button which navigates to the
page fragment that shows the countries tree for the current region.

Reqgions = Edit Regions Americas =

Countries
Wiew - Edit Locations Toronto
= Argentina * Location id | 1800
[= Brazil
& Cal?ada : Street address | 147 Spadina &ve

Whitehorse Postal code | MSY 2L7
= Mexico
= United States of America

Note that you can also use Layout Style reusableTree on a detail group with the Same
Page checkbox property checked. By default, you will get a layout like below.

Regions =

Edit Regions Americas @ A1 B % Save Cancel
*Regionid |2 Region name | Americas
Countries
Wigw + Edit Locations Toronto ® Save Cancel
/ Argetntina * Location id | 1500 * Ciky | Taranka
= Brazil
W Cana Strest address | 147 Spadina Ave State province | Ontario
Postal code | MSY 2L7 Country id | CA
/ Mexico %
= United States of America

As you can see, the Save and Cancel buttons are displayed twice. Once for the Regions
master group, and once for the Locations group that is included using an ADF region. To
remove the Save and Cancel buttons for the Locations (and Countries) group, you can
specify additional group region parameters: hideSaveButton and
hideCancelButton with value “true”.
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= CountriesTreeNode

#-C3 Items

= Regions

BB countries
=}-[Z Params

SaveButton

L hideancelButton
=-(25 Detail groups
=) LocationsTreehode
EI Ikems
=125 Regions
- &-E Locations
=[5 Params
- hideSaveButton
- hideCancelButkon

-3 Detall groups
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5.8. Creating Shuttle Layouts

You can use JHeadstart to generate Shuttles. A shuttle is used to present a list of records
to the user. The user can move records from the selected list to unselected and vice versa.

Examples of the use of a shuttle:

1. Defining employees as members of a department. The left part of the shuttle
shows all employees in other departments. The right hand shows the employees
that are selected as members of this department. See screenshot below.
(JHeadstart calls this a parent-shuttle).

2. Attaching roles to a user. The left hand of the shuttle shows all the roles not
attached to the user currently. The right hand shows all the roles the user has
already. (JHeadstart calls this an intersection-shuttle)

5.8.1. Creating Parent Shuttles

5-48 Generating Page Layouts

Use a parent shuttle when you want to attach existing detail records to parents. For
example, you want to attach employees to departments, or customers to sales
representatives. A parent-shuttle does not create new records, but only updates links to
parent records.

DEPARTMENTS

0.1
EMPLOYEES_FK

EMPLOYEES

i

With a parent shuttle you can maintain the relation between employees and departments.
In this example we will create a parent shuttle to assign employees to departments.
Steps to create a parent shuttle:

1. Go to the Application Module and add another (top-level) usage of the
EmployeesView. Call the usage “EmployeesShuttle”.

2. Create a new Dynamic Domain in the Application Definition Editor. Call it
EmployeesShuttle and set its Data Collection to EmployeesShuttle. The Value
Attribute should be Employeeld and the Meaning Attribute LastName

3. Make the following changes to the Employees detail group of the Departments base
group. The Layout Style of Employees should be parent-shuttle. Set the Domain for
Unselected List in Shuttle to “EmployeesShuttle”. Set the Tabname to “Unassigned
Employees”. Check the property Same Page?. Finally set Display Title (plural) to
“ Assign Employees to Departments” and Display Title (singular) to “Employees in
the Department”.
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[=] Group Layout

Layaut Skyle *

Wizard skyle Layout? *

Skack Groups on Same Page *
Same Page? *

Same Page Display Position? *

[=] Query Settings

Dependent Data Collection? *

=] Data Collection *

?._f] Data Collection Implementation *
Query Bind Parameters

Regquery Condition

Domain for Unselected List in Shuttle

Search Settings
= Labels

Tabname

Display Title (Plural) *
Display Title (Singular)
Shaow Display Title? *
=8 Descripkor Ikem *

[ parenk-shukkle |

L

HONE

Below Parent Group

Employees3

[ EmployeesShuttle ]

IUnassigned Employees

Assign Emplayees to Departments

Employees in the Department

]

LastMame

Edit Departments IT

* DeparkmentId | 60

* DepartmentMame | IT

4. Generate and you will get something like this:

Assign Employees to Department

Unassigned Employees

King s Hunold
Kochhar Ernsk
e Haan % Auskin
Greenberg Pataballa
Faviet Larenkz
Zhen

Soiarra e

Irrman

Popp @

Raphaels

Khrn

Managerld

LocationId | Southlake hal |

Employees in the Department

Attention: When deattaching a record (moving from right to left), the
employee has no relation with any department anymore. In database terms,
the department_id column is set to null. This means it is best to use a parent-
shuttle with an optional foreign key.
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5.8.2. Creating Intersection Shuttles

Use an intersection shuttle when you want to maintain an intersection between two
ViewObjects. An intersection typically exists when there is a m:n relation between two
View Objects. Examples:

e An m:n relation exists between Users and their Roles.

e Anm:n relation exists between Employees and Projects.

USERE ][ ROLES

0. 0.

USERROLEASSIGMNMENTS

In such cases, you will most likely implement the m:n relation with an intersection table:
a table with two foreign keys to the related tables. With an intersection shuttle, you can
maintain the contents of the intersection table.

Because the HR schema does not have a pure intersection table, we will add one:

DEPARTMENTS ] [ EMPLOYEES

0.1 0.1

HIRABLE

create table hirable (id number, employee id number, department id
number) ;

alter table hirable add constraint hir pk primary key (id);

alter table hirable add constraint hirdeptfk foreign key
(department id) references departments;

alter table hirable add constraint hirempfk foreign key
(employee id) references employees;

The hirable table is an intersection between Employees and Departments. It relates
multiple employees to multiple departments. Each department can hire multiple

employees. Each employee is hirable by multiple departments.

Generate Business Components for this new table. You will need an Entity Object,
Associations, a Default View Object and View Links.
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Suggestion: It is easiest to start with a new Model project and regenerate all
your business components from scratch. Then you will get all necessary
Associations and View Links.

Steps to create an Intersection Shuttle:

1.

6.

Because an Intersection Shuttle will generate new records, have a system in place
to generate primary key values for the intersection table. See section 3.2.4 -
Generating Primary Key Values. Alternatively, you can create an intersection
table with a composite primary key consisting of the two foreign key columns.

Go to the Application Module and add another (top-level) usage of the
EmployeesView. Call the usage “EmployeesShuttle”.

Create a new Dynamic Domain in the Application Definition Editor. Call it
EmployeesShuttle and set its Data Collection to EmployeesShuttle. The Value
Attribute should be Employeeld and the Meaning Attribute LastName

Make the following changes to the Hirable detail group of the Departments base
group. The Layout Style of Hirable should be intersection-shuttle. Check the
checkbox Same Page?. Set the Domain for Unselected List in Shuttle to
“EmployeesShuttle”. Set the Tabname to “Unassigned”. Set Display Title
(plural) to “Assign Hirable Employees” and Display Title (singular) to
“Assigned”.

When you now run the JAG, you will get the following error:

JAG-00126 [ Departments / Hirable2 ] View Object Usage EmployeesShuttle
should have a nested View Object Usage based on HirableView.

The reason you get this error is this: at runtime, JHeadstart needs to know which
foreign key attribute(s) in the HirableView map to the primary key attribute(s) of
EmployeesView. This information is required to correctly insert a row in the
HIRABLE intersection table. JHeadstart uses the ViewLink on which the nested
HirableView usage is based to lookup this attribute mapping. So, open te
Application Module Editor, and add the HirableView as a nested ViewObject
usage under the EmployeesShuttle usage: o
=52 Departmentsview 52 DepartmentsView1
----- &2 Emplayeesview via EmpDeptFlink E]?f] Employeesshuttle
... 5] Hirableview via HirdeptFkLink b gf]
—— E}?ﬂ Employeesyiewl
|2l gf] Departmentsyiew2
|?| ?f] Employeesviewz

Ol Hir ableview via HirempfidLink L g'f] Hirableviews

----- ] Hirableview

Generate again. The error should have gone now. Run the application!

5.8.3. Understanding How JHeadstart Runtime Implements Shuttles

A generated parent shuttle looks like this in the ADF Faces page:
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<af:selectManyShuttle
leadingHeader="Tnazssigned” size="10"
trailingHeader="Aszigned"”
valueChangelistener="#{ubordinatesihuttle.processValueChange ™
wvalue="#!%ubordinatesihuttle. selectedEeys ! "=
<af: forEach war="rowbinding"
itenz="#{bindings.EnployeezViewLookup. rangelet]} ">
<af:selectItem label="#{rowbinding.LastName!"
value="#/rovhinding. row.key! " />
<faf: forEach-
< saf:selectManyShuttle:

This shuttle element references the SubordinatesShuttle managed bean, which is defined
as follows in the group beans faces-config:

- <managed-bean-
<managed-bean-name:3ubordinatesShuttle: /managed-bean-name:-
<managed-bean-classr-oracle. jheadstart. controller. jsf.bean. ParentihuctleBean
< /managed-hean-classs-
<managed-hean-scope-redque st managed-hean-scope:-
<managed-property:-
<property-name-selectedRangeBindings /property-name-
<valuex#{bindings.3ubordinatesTable}< fralue-
< /managed-property-
<managed-property-
<property-name>jhsPagelifecycles /‘property-name:-
<value:x#{jhsPagelifecyclel< /raluel
< /managed-property-
<managed-property:-
<property-name-processihuttleMethodBindings /property-name-
<valuex#{bindings.processiubordinatesihuttle s fAralue-
< /managed-property-
<managed-property-
<property-name-parentChildRefittrs< /property-names-
<map-entries:
<map-entry-
<key:Enployeeld key:
<ralue>ManagerId< /ralues:
< /map-entry>
< /map-entries-
< /managed-property-
< /managed-bean>-

When the user has shuttled entries between the two lists and then submits the page, for
example by pressing the Save button, the valueChangeListener method
processValueChange fires during the Process Validations phase. This method registers
the ParentShuttleBean instance as a “Model Updater” in JhsPageLifecycle. Just
before the Model validation phase, JhsPageLifecycle calls the doModelUpdate ()
method on the registered “Model Updaters”. In method
ParentShuttleBean.doModelUpdate () the action binding to call the process shuttle
method on JhsaApplicationModuleImpl (see below) is executed. This action binding is
passed in through managed property processShuttleMethodBinding.

After calling the action binding the iterator binding of the selected row is requeried, so
the newly shuttled rows will be displayed in the correct list after Commit. Note that at
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this stage the actual database commit has not taken place yet, since this does not happen
until Invoke Application phase. However, JHeadstart leverages the ADF BC feature that
merges the query result with "open middle tier" changes.

Reference: See the Javadoc or source of ParentShuttleBean and
IntersectionShuttleBean.

Shuttle Support in ADF BC Application Module

JHeadstart Runtime provides an extension for your Application Module that includes
shuttle support. The ghsapplicationModule interface and the
JhsApplicationModuleImpl class contain the methods processParentShuttle () and
processIntersectionShuttle () that are able to analyze the list of selected and
unselected items and translate that to updates and inserts to the database.

These methods are exported in the Client Interface of the Application Module, which
makes them available as Data Control operations. For such an operation an Action
Binding can then be created in the Ul model of the shuttle page (which is of course what
the JHeadstart Application Generator does).

The names of relevant ViewObject usages and attributes are defined in the Ul model as
parameters of the Action Binding. Using EL expressions, this is also done for the leading
and trailing lists submitted by the shuttle (see above).

Reference: See the Javadoc or source of JhsApplicationModule and
JhsApplicationModulelImpl, in particular the methods
processParentShuttle () and processIntersectionShuttle ().
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5.9. Creating Wizard Layouts

A wizard layout can be used enter a new row in multiple steps. JHeadstart can generate
item regions and detail groups to separate steps (pages) of the wizard.
Employees Employee Wizard

Departments Regions

Identification Functional Financial

I"-.ngt| Finish | Cancel

Enter New Employee Wizard Back

* Emplowesld
FirskMarne
* Laskhame

* Emnail

To get the wizard layout, you set the Layout Style to form and check the property
Wizard Style Layout?. To ensure that only inserts can be done in the main wizard group,
we uncheck the Single-Row Update Allowed and Single-Row Delete Allowed
properties. To start the wizard in create mode we set property Display New Row on
Entry to true.

D?-' HRDermno

: =l Group Layout
= @ HR.Service

B - *
Employess Layouk Style Form
=== Ernplorye Wizard Style Layout? *
""" 3 Items Stack Groups on Same Page * Maone
[=}-[= Reqgions i
: Group Width
=& Identification P
..... [ Emplavesld Group Height
----- =8 FirskMame Enable Stretching? * F
""" e Lasthlame Query Settings
..... =2 Email )
=& Functional Search Settings
----- (= ManagerId Labels
""" HireDate = Dperations
----- =& JoblId
_____ L — Single-Row Insert allowed? *
..... B2 Departmentld Display Mew Row on Enkey? * krue
=& Financial Single-Row Update alloweds * F
..... (=3 '
Salary Single-Row Delete allowed? * F
----- (28 CommissionPct o
_____ £3 Detail groups Model Walidation Lewvel

To create three separate pages to insert employee data, we create three item regions as
shown above, and we set the Layout Style of the Regions region container to
separatePages.
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Employees Employee Wizard

Identification  Functional

Financial

Enter New Employee Wizard

Salary

ComrmissionPeck

Departments

Back,

Mexk

Regions

Einish Cancel

Attention: Out-of-the-box the wizard style only works for creating new rows.

The wizard style generation can also be used for updating existing rows. If you
use table-form layout or advancedSearch=separatePage however, you will
have to customize the Next button to perform a current row selection or a
search, respectively.

5.9.1. Launching a Wizard using New Button

When a wizard is only used to enter new rows, a common scenario is to launch the
wizard group from another group based on the same data collection that has pages to
maintain existing rows. You can easily configure this in the JHeadstart Application
Definition editor, and also configure whether the wizard pages should replace the current
page, or should be displayed in a popup window.

Here are the steps to do this:

¢ Inthe Employees maintain group, uncheck the Multi-Row Insert Allowed
and/or Single-Row Insert Allowed properties to prevent generation of the
standard new button to create a new row.

e Add a new unbound item called LaunchEmployeeWizard, and set the
properties as shown below.

3§ HRDemo
=1 @ HRService

=& Emplovees

2= Items

----- (33 Emploveeld
----- 53 FirstMarne

-2 Regions
{21 Detail groups

[#-[E5] Emploveesiwizard

= General

Bound ko Maodel Aktribuke? *

Mame *

Short MNarne

Value

Java Type *

Display Twpe *

Link Group Marme
Show Linked Group In

Icon

= Display Settings

Display in Form Layout? *

Display in Table Layouty *

Display in Table Cverflow Area? *

& Misnlav at Rinht nf Trem

L]

LaunchEmployveeWizard

Skring

arouplinkT oolbarButton
HR5ervice, Employeeswizard
Modal Popup Window

liheadstartfimages/newRowInForm. png

true
krue

false

When you now generate the application and g to the Employees tab, you will see an
iconic new button in the table toolbar that launches the employee wizard.
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Employee Wizard %
L & =

Identification Functional Financial

Enter New Employee Wizard Eack| Mexk | Einish | Cancel |

* EmployeeId

FirstMame |

* LastMame |

* Email |

Instead of setting the Show Linked Group In property to Modal Popup Window, you
can also set it to In Page. This setting makes more sense if you click the New button in
form layout.
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5.10. Controlling Page Layout Using Region Containers, Item and Group Regions
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This section explains how you can create arbitrary complex page layouts by using region
containers, item regions and group regions.

By default each group has one empty Region Container named Regions. You can
rename it as you like, but you cannot add a second top-level region container. A region
container can contain three types of elements:

¢ Region container
e Item Region
e  Group Region

An Item Region allows you to group items into a named section (region) on a page. You
can define as many item regions as you want for a group.

A Group Region can be used to create a dedicated region for a detail group (nested
group) that has the Same Page property checked. In the section Master-Details on Same
Page we have already seen that we have a number of options to layout master and detail
groups on the same page by using a number of group-level properties. However, some
more advanced layouts cannot be achieved using these simple group properties. By using
a group region, you have fullc ontrol over the relative positioning of the group.

A group region must also be used if you want to reference another top-level group that
will be included as a reusable region in the page. In this case, the Include as ADF Region
checkbox should be checked on the Group Region. See section Reusing Groups for an
extensive example of this technique.

The Layout Style property of the Region Container determines how the child elements
are laid out. It has the following allowable values:

e Horizontal

e Horizontal with Splitter

e  Vertical

e  Vertical with Splitter

e Tabbed

e Accordion

e Separate Pages

e Grouped Item Regions

e Modal Popup Window

e Modeless Popup Window

In the subsections below, we will provide a number of examples for the various layout
styles, combined with the different element types a region container can contain.

An example of using a region container with Layout Style Separate Pages is already
provided in the section Creating Wizard Layouts.
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5.10.1. Using Item Regions

The subsections below show some examples of how you can position item groups.

5.10.1.1. Vertical and Horizontal Positioned Item Regions

Here is the structure we defined in the JHeadstart Application Definition Editor:
=225 Employess

3 Tkems

-2 Regions

I}} Identification

- (28 Employvesld

----- [E3 FirstMarme

----- 53] | asthame

P e (52 Ernail

=& subRegionCantainer
=& Functional

----- (328 ManagerId

----- HireDate

----- =2 JnbId

----- EE PhoneMumber
----- (28 DepartmentId
==l Financial

..... [ Salary

----- 3238 CommissionPck

The Layout Style of the Regions region container is set to Vertical, the Layout Style of
the nested SubRegionContainer issetto horizontal.The Identification item
region has the Columns property set to 2, the other item regions have this property left to
its default of 1. All item regions have the Title property set. The region containers do not
have the Title property set. This generates a layout as shown below.

Identification

* Employeeld | 100 * Laskhame | King
Firsthame | Skeven * Email | SKIMG
Functional Financial
ManagerId b Salary | 24000
*HireDate | 17-1un-1937 Eﬂ(}) CammissionPck

* JobId | AD_PRES w
PhomeMumber | 515,123,4567

DeparkmentId | Executive hd

5.10.1.2. Grouped Item Regions

The structure defined in the JHeadstart Application Definition Editor is the same as in the
previous section. Changes made to the properties compared to the previous section are:

e The Layout Style of SubRegionContainer is setto Grouped Item Regions.

5 - 58 Generating Page Layouts JHeadstart Developer’s Guide



JHeadstart Developer’s Guide

e The Title of SubRegionContainer issetto Functional.

e The Functional and Financial item regions no longer have the Title
property set.

This generates a layout as shown below.

Identification

* Employesld

FirskMarne

Functional

ManagerId

* HireDake

* JoblId
Fhioneturnber

DepartmentId

CormissionPck

100 * LastMame | King

Skeven * Email | SKIMG
v

17-Jun-1987 )

AD_PRES v

915.123.4567

Executive bt

Note that by default an item region that does not have other elements displayed at the
right, will stretch horizontally. If you do not want that to happen you can specify a
number of pixels in the Width property.

5.10.1.3. Stacked Item Regions

Here is the structure we defined in the JHeadstart Application Definition Editor:

=-E2) Emplovees

=}-[Z Regions

=[] Identification
----- (23] Employeeld
----- E3 Firsthame
----- E3] | gstMame

=& Functional

----- (28 Managerld

..... HireDate

..... 53 JnbId

..... =8 PhoneNumber
..... (= Deparkmentld
== Financial

..... (28 Salary

----- 33 CommissionPct

The Layout Style of the Regions region container is set to Tabbed. The
Identification item region has the Columns property set to 2, the other item regions
have this property left to its default of 1. All item regions have the Title property set. The
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region containers do not have the Title property set. This generates a layout as shown
below.

Identification Functional Financial

* Employesld | 100 * Lasthame | King
Firsthame | Skewven * Email | SKING

Identification Functional m
Managerld |+ Phonehumber | 515,123,4567

* HireDate | 17-Jun-1987 E DepartmentTd | Executive b
* Johld | AD_PRES v|

As of JDeveloper 11.1.1.4 there is a new property dimensionsFrom="auto" that
JHeadstart will generate which ensures a clean tabbed layout without further
configuration needed. It will auto-resize the tab height based on the currently selected tab
when stretching is not enabled.

Note that if you are still using JDeveloper 11.1.1.3 or even 11.1.1.2, the layout of the
tabbed item regions may need additional configuration by explicitly setting the Width
and Height of the region container, or by checking the Enable Stretching? checkbox on
the group and region container.

5.10.2. Using Group Regions

5-60 Generating Page Layouts

If the group-level properties Same Page Display Position and Stack Groups on Same
Page are not sufficient to generate the required layout, you can use a combination of
region containers and group regions to generate more complex layouts.

For example, if you want to generate two sibling detail groups side-by-side below the
parent group, you can create a group region for each detail group and set the Regions
region container Layout Style to Horizontal or Horizontal with Splitter as
shown below.
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Edit Employees King @Eanro $ ® 3 | Save | Cancel

* Employesld | 100 * JoblId
Firsthame | Steven Salary | 24000
* LastMame | King CornrnissionPek
* Email | SKING Managerld
PhoneMumber | 515,123,4567 Departmentld
* HireDate | 17-Jun-1957 E"(_‘)
Managed Departments Subordinates
Action ~  Miew = Format - ”ﬂ' Freeze ﬂ' Detach  » | Action + View = Format - “* Mﬂ‘ Detach =l Wrap
| * DepartmentId |* Departmenthlame * Employesld |FirstName |* LastMarne
u a0 Executive x 101 Meena Fochhar A
b 102 Lesx De Haan
REJ_E 114 Den Raphaely
o 5RER 120 Matthew Weiss —
57 121 Adam Fripp
REJ_E 122 Payan Kaufling
XE@ 123 Shanta wollman v
< | > < | 3
j Columns Frozen 1

The Employees group structure to generate the above looks as follows:

r—'_'\i" HRDema = Identification
HRService
= % Erncl Mame * ManagedDepartments
=} riplovees
-3 Items Include as ADF Region * E
E}Er Regions aroup Mame * | Departments:s "’|
----- =Nr1anagedbepartments = Layout
5 b E Subordinates Ti EI'I'II:I'CI':.-'EESE
[=h-[z= Detail groups e
[-[E5) Departmentsz width
-] Employeesz Rendered Expression

The ManagedDepartments group region has the Group Name set to Departments2,
and the Subordinates group region has the Group Name property set to
Employees?2.

Note that you can only select detail groups in the Group Name property that have the
Same Page checkbox checked, as long as the Include as ADF Region property is
unchecked. If you check the Include as ADF Region property, you can only select top-
level groups that are then reused and added as an ADF region to the page. You can then
also define group region parameters that are passed to the group taskflow that is
embedded as ADF region. See section Reusing Groups for more information.

5.10.3. Mixing Item Regions and Group Regions

Another example where you need to use group regions is when you want to mix items of
the parent group with detail groups. This is often done using tabs or an accordion. In the
picture below, we have set up such a structure with a Regions region container with
Layout Style set to Tabbed, containing two group regions and two item regions.
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= E5] Employees

B[ Tkems

L[ Emplayesld

bl [E¥3] FirstMame

L 59 | asthlamme

=-[= Regions

|E| ManagedDepartments

=& Functional

-2 Email

52 PhoneMurnber

. HireDate

53 JobId

(323 Managerld
... 8 Departmentld

----- & subordinates

== Financial

(23 Salary

b 33 CommissionPck

[=}-[= Detail groups
5] Departments2
- [25 EmployeesZ

This results in a page layout as shown below.

Edit Employees King L P M ® Save | Cancel
* Employvesld | 100 * LastMame | King

Firsthame | Steven

Managed Departments Functional Subordinates m

Subordinates
Action = View +  Format - 4 %Detach a2l Wrap
* Employeeld |Firsthame |* LastName |* Email |Phoneru
u 101 Meena kochhar MECCHHAR, 515,123
»KEq 10z Lex De Haan LDEHAAM 515.123
e 114 Den Raphasly DRAPHEAL 515,127
®REF 120 Matthew Wieiss MWEISS 650,123
RER 121 Adam Fripp AFRIFP 650,123
3RER 172 Payam ¥aufling PKALFLIN £50.123
®ER 123 Shanta Vollman SWOLLMAR 650,123
RER 124 Kewin Mourgos KMOURGOS £E0,123
3ER 145 Iohn Russel JRUSSEL 011,44,
$ER 146 Karen Partners KPARTMER 011.44, ¥
< I k4
Columns Frozen 1
Edit Employees King Q1107 P
* Employesld | 100 * LastMame | King

FirskMame | Skeven

Managed Departments Functional Subordinates Financial

Salary 24000

CammissionPck
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When you set the Layout Style of a region container to Modal Popup Window or
Modeless Popup Window, the child elements of this region container will be displayed
in a popup window. The difference between the two layout styles is that when you
choose Modal Popup Window, the end user cannot access the underlying page until the
popup window is closed again. With a modeless popup window, the user can still use the
base page while the popup window is shown.

Obviously, you need to provide a Ul control to launch the popup window. JHeadstart
supports the following methods to do this.

e If the Depends on Item property of the region container is not set, JHeadstart
implicitly generates a button that launches the popup window. The label of the
button is set to the Title property of the region container. The button will be
generated at the position where normally the content of the region container
would have been generated when any of the other layout styles was used.

e If the Depends on Item property of the region container refers to a button item,
then pressing this button will open the popup window. When you use this
technique, you have full control over the position of the button that launches the
popup window. When you set the Display Style to commandButton you can
place the button item in between any other item or in the group toolbar by setting
the Display Type to toolbarButton.

e [If the Depends on Item property of the region container refers to a non-button
item, then JHeadstart will generate a context facet for this item that launches the
popup window.

Also note that by specifying a Depends on Item property that is displayed in table
layout, the popup window is also available in table layout. This effectively allows you to
implement a sort of table overflow area in a popup window while the Table Overflow
Style property itself does not have a popup style.

The sections below provide examples of each of the methods.

5.10.4.1. No Depends on Item property specified

In the example below, an item region with Salary and CommissionPct items is
defined inside the region container. No Depends on Item property is specified for the
region container.
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[5& HRDema

= [ HRService

=5 Employees

== Ttems

----- = Ernployeeld
..... [EZ] FirsthMame

..... =) | askhame

..... =2 Ernail

..... =2 Phaoneburnber
..... HireDake

..... =2 JnobId

..... (= Managerld

----- (328 DepartmentId

= Identification
Marne *

=l Layout
Title
Layouk Skyle
Width
Height
Separakar Space
Rendered Expression
Depends Cn Ikem(s)
Enable Stretching? *

Regions

Financial Info

Modeless Popup Window

L

= Documentation / On...

Help Texk

- (238 CommissionPcot

When we generate the page, the Financial Info button is generated below the items
not contained by an item region.

Edit Employees King Bad o d B % Save | Cancel
* Employeeld | 100 : 1957 Ep
Financial Info B
FirstMame | Stewven ES hd
# | astMame | King Salary | 24b00 : W
# Email | SKING CommissionPok » P
Phonetumber | 515.123,4567
Ok

Financial Info

Note that if you specified the popup as a modeless window, you can still browse through
the underlying rows, and the popup information will be updated accordingly.

5.10.4.2. Depends on Item property Refers to Button Item

In the example below, an unbound button item ShowFinancialInfo has been added,
and the Regions region container has the Depends on Item property set to this item.
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E@ HRDemo

= [ HRServi
=-E2] Emp

&G

=R
&

-3

e
loyees

Ikems

(323 Erployesld
[E¥2] FirstMame
(=2 | gsthame
EE Emnail

ShowFinanciallnfo

&2 PhoneMurnber
HireDate
=8 JnbId
328 ManagerId
(323 DepartmentId
Regions
Financial
328 Salary

L3 CommissionPct
Detail groups

= General
Bound to Model Attribute? * ]
Mame * ShowFinanciallnfo
Short Mame
YValue
Java Twpe * Skring
Display Type * commandButton
Action
Action Listener
Method Call
Icon
= Display Settings
Display in Form Lawook? * krue
Display in Table Layouk? * krue
Display in Table Overflow Area? ¥ False

When we generate the page, the Financial Info button is now generated in between
the other items.

Edit Employees King Financial Info =

* Employeeld
FirstMame
* Lasthame

* Email

100
Skeven
King
SEING

ComrmissionPeck

515, 123.4567

{7-30n-1987 e
8D PRES v |

Salary | sG]

Financial Info

CepattmentId | Executive b |

We can also change the Display Type to toolbarButton and specify the Icon property.

E@ HR.Demo
= @ HR.Serw

B

==

(]

ice

=-E5) Employees

Ikems

G2 Erployesld
X FirstMame
8 | gstiame
[=5E Email

ShowFinanciallnfo
& PhoneMurnber
{65 HireDatke
=& JobId
7 ManagerId
(3 DepartmentId

Regions
=] Financial %

= General

Bound ta Madel Attribute? * [

Marne * ShowFinanciallnfo
Short Mame

Value

Java Tvpe * Skring

Display Tvpe * toolbarButton
Action

Action Listener
Method Call
Icon Jiheadstartfimages/info.png
= Display Settings
Display in Form Lawvook? * krie

Display in Table Layvouk? * krue
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When we now generate the page, the Financial Info iconic button is generated in the
group toolbar.

Edit Employees King W $ B ®

* Employeeld | 100 Financial Info B o7 7Y
FirstMame | Steven Salary ] W
* Lasthare | King CommissionFct :lv
* Email | SKING e A4
Ok
PhoneMumber | 515,123 .4567 LM

Since the ShowFinancialInfo item also has Display in Table Layout? Set to to true,
the item is also generated in the table toolbar.

Action + Wiew = Format = Eﬂ'i 5;} M =4 Detach I Wrap
* ] *
Ernployesld |F|r Finandial Info | LastMarne

ra 8 100 Ste King

EF
7R b 101 Neer Lo @l
& e 10z Lex
AR 103 Bl Salary | 24000 I
Ve I 104 Bruc  ‘CommissionPct I

B i r
& RE 105 Davi o | |
e 106 yall : "
/RE.E a7 Diana Larentz

And just like in form layout, if the window is modal and you click on another row, or use
the arrow keys to browse through the table rows, the information in the popup window
will be refreshed accordingly.

5.10.4.3. Depends on Item property Refers to Non-Button Item

In the screen shots below, the Regions region container has the Depends on Item
property set to LastName. JHeadstart then generates a context facet for the item with
an af:contextInfo element inside it that launches the popup. Because a context facet
is generated, ADF Faces renders a little orange square in the upper left corner of the item.

* Laskiame 'King

If you hover the mouse over the orange square, a tool tip "More. . ."is displayed and
when you click on it, the popup is launched.

Edit Employees King @KL nn

* Employesald | 100 Financial Info el BEAT:

Firsthame | Stewven 24000 @

* LastMame | I:

* Email @
Phonerumber | 51 - A
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5.10.4.4. Showing Lookup Information from Another Group in Popup Window

You can also use any of the three methods discussed above to show detailed lookup
information in a popup that is provided by another group in the JHeadstart Application
Definition Editor. For example, on the JobId item in the Employees group, we want to
provide the option to quickly look up all the details of the job, including the JobTitle,
MinSalary and MaxSalary, as shown below.

* HireDate | 17-IUn-1987 56
* JobId [ AD_PRES v
ManagerId b
Departmentld | Executive b

Salary | 24000

CammissionPck

Job Info
View Jobs AD_PRES

IobId AD_PRES  MinSalary 20000
JobTitle President MaxSalary 40000

This page has been generated with the following settings:

[5& HRDemo

E}@ HR.Service
=5 Emplovees

-0 Items

=& JobInfo

=-[Z Params

> ----- rowkeyalueJobs

(- readCnlyviMode
-2 Detail groups
- [=Z5] Jobs
t--E=] Employeesiizard
t1--Z5] Departments

| O oy I ey [ O o |

- E5] Reqgions

Cancel

= Identification
Marne *
= Layoukt
Title
Lawouk Style
Width
Height
Separator Space
Rendered Expression

Depends On Ikemis)

Enable Stretching? *

Redgions

Job Info
Modeless Popup ‘Window
400px

JobId

¢ The Regions region container has the settings as shown above.

e The JobInfo group region has the Include as ADF Region checkbox checked
and has the Group Name property set to Jobs.

e Two parameters are specified to pass the current JobId and to show the Jobs

page in read-only mode

e The readOnlyMode parameter can be set because it is also defined as parameter

against the Jobs group.

¢ The Insert Allowed, Update Allowed and Delete Allowed expressions in the
Jobs group all have the value #{ !pageFlowScope.readOnlyMode}.
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CHAPTER

Generating User Interface
Widgets

This chapter describes how you can specify the prompt and default display value of

generated items. After that, the various widget types you can generate with JHeadstart
are explained.
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6.1. Specifying the Prompt

If you don’t include a Prompt in Form Layout, the generated page will not have a label
for that field. If you want to display a prompt, you specify this using the Prompt in Form
/Table Layout property for form/table pages.

= Display Settings
Display in Form Layout? * krue
Dizplay in Table Layauk? * krie
Display in Table Overflow Arear * false
Prompt in Form Lawyout EmployvesId

Prompt in Table Lawouk

If you don't include a Prompt in Table Layout, it will default to the Prompt in Form
Layout.

A separate property Prompt in Search Region allows you to override the Prompt in
Form Layout in search areas:

= Query Settings
Include in Quick Search? *

Include in Advanced Searchy *

Praompk in Search Region _
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6.2. Default Display Value

In the Application Definition Editor you can set the Default Display Value of an item.
This value is used when creating new rows.

For example, a new employee has by default a salary of 1000:

1. Enter the default value with Application Definition Editor.

2. Generate/run your application and create a new record. The default display
value is shown now in the column.

Enter New Employees

* Employee Id * Job Id Q,
First Mame [ Salary | 1000 |
* Last Mame Comrmission Pct
* Email * Manager Id Q,
Phone Mumber * Department Id e
* Hire Date B

6.2.1. Using EL expressions

In addition to literal values, you can enter Expression Language in the Default Display
Value.

Imagine that for new employees the salary must be calculated based on job and so on.
Assume the result of the calculation is stored on the session context in an object called
Salary with method getDefaultSalary. In such a situation enter for Default Display Value
the EL #{salary.defaultSalary}

Use the same technique to display the current date: store it on the request or session and
enter an EL expression for showing on a page.
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6.3. Display Type

Default display types are set during the creation of the Application Definition. These can

be overridden by using the Display Type property.

|: DevGuidehApp - ViewController - Application Definition Editor

+ 8 & QKBS EFEE1e

E@ DevGuidefApp - ViewController = General
= Apphodue Bound to Madel Attribute? *
=H-E2] Employess
&= Ttems Marme * Employesld
e mployeeld Attribuke Name Emploveeld
> ----- E¥3 FirstMame Value
t-[E¥E) | astMame
_____ &8 Email Java Type * Mumber
IEI PhoneMumber [ Display Type * textInput ]
[T N R EO A .

You can choose from the following available display types for your items:

model-comboBox

Americas

Asia
Middle East and Africa

textInput Phone Mumber | g50,507.9844
dropDownList Region Id  iEurape ~
Americas
Asia
Middle East and Africa
lov Department Name [+ Helpdesk Ck
model-choiceList Region Id :Europe =

model- *Region |2 [~
comboBoxLov B

Europe

Americas

Asia

Middle East and Africa

Search... |

model-

. * Region
inputTextLov

Europe Ck
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model-listBox

*Region :Furope
Americas

Asia
Middle East and Africa

model-radio-
horizontal

* Region (®) Europe () Americas () Asia (O Middle East and Africa

model-radio-

* Reqion {(®) Europe

vertical ) Americas
{:} Asia
() Middle East and Africa
checkbox Lease Car? [
graph 16K
i
12K
B Ruzsell
10K O Fartne=
gk & Errazuriz
B B Cambrault
Zlote
i (| s
2k
Ol
Salany
list

Region Furope
Americas

Asia
Middle East and Africa

radio-vertical

Region "EJ' Europe
{:} Americas
{:!' Asia

" Middle East and Africa

radio-horizontal

Region (%) Europe () Americas () Asia () Middle East and Africa

editor

Reguired Skills | 1gya

JHeadstart
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Text Editor [x]
Java
ADF
JHeadstart]
OK Cancel
dateField *Hire Date | 10-Jun-1999 E‘"@
datetimeField * Delivery Date | 10-Jun-1999 00:00 E‘"@
secret *Password | sesses
fileUpload Photo  myphoto.gif | Update...
+
[ update File (]
Fhoto |C:Rphc:tu::.g'rf |[ Bladeren_ ]

QK Cancel

fileDownload Contract Cnntrift

T '
A (DO DD DD wel]

image

hidden

commandButton, Pay Now

commandToolbar e

Button BEAnn % % . b I @I Save | Cancel
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groupLink, [I_[jROG

groupLinkButton

FlexRegion See Chapter 13 "Runtime Page Customizations"
OraFormsFaces See section 6.15 “Embedding Oracle Forms in JSF pages”
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6.4. Generating a Text Item

6.4.1. Define Item Display Width and Height

The item display width and height can be set in two ways. The first option is dynamic. EL
expressions are used to get the width and height from the underlying ADF Business
Components. When these properties are not set on the View Object, the Entity Object is
checked for these properties.

& Edit Attribute: Departmentid

(@8 )| control Hints
-~ Entity Attribute - — =
H slidation Display Hink: |D|sp ay _|
ustom Properties Label Text: | || |
Tooltip Text: || ” |
i Dependencies ——
Format Type: |<n0ne> - |
Faormat:
Control Type:  |Default - |
Display Width: |12
Display Height: |1
Form Type: Detail -
| Help | | Apply | | QK J | Cancel |

By default, an item is displayed with height =1 (line) and width = the data length of the
underlying table column. When the length of the table column is unknown or larger than
the value of the service level property Default Display Width, the value of this property

is used.

= Display Settings
Display in Form Layouk? * krie
Display in Table Layouk? * false

Display in Table Owverflow Area? *  true

=2 Display ak Right of Tkem

Display Surmary Twpe in Table

Prarmpk in Form Layaouk #{FHINTS4 . |abal:

Prompt in Table Lawyouk

Shiart prarmpk

wiidth £EHINTSE . displashidth:
Height #{FHINT 34, displayHeight}

Note that $HINTS$ is a special token replaced by JHeadstart upon generation. This is
done because the actual EL expression to get a Ul hint for items in a table layout is
different from items displayed in form layout.
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The second option is the static option. The Width and Height properties can be used to
hardcode the values for width and height. So instead of using the EL expressions, use
static numbers.

6.4.2. Setting Maximum Length

The number of characters that can be entered in the HTML page for an item defaults to
the Precision of the underlying attribute. If you want to deviate from this standard you
can do this by specifying the Maximum Length property of the item. The value should
be the number of characters you require, or an EL expression returning such a number.

width #4$HINTSS. displaywidth}
Height #{EHINTSS  displayHeight:
Maximum Length 4
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6.5. Generating a Dropdown List

Use a dropdown list when the list of values the user can choose from is rather small. You
have to distinguish between two cases:

o The list of values is static; the values are not queried from the database. In this
case you base the dropdown list on a Static Domain or a List Validator.

o  The list of values is dynamic. In this case you must base the dropdown list on a
Dynamic Domain.

@ Suggestion: It is also possible to use ADF Model-based lists and set the display
i type to ‘'model-choice’ to get the same result for the end user. See section ADF
Model LOV vs. Custom JHeadstart LOV for more information.

6.5.1. Static Dropdown List based on a Static Domain

When using this option, you have to add your domain with its values to the Application
Definition Editor.

You can create a static domain by selecting the Domains node in the Application
Definition Editor. After pressing the green plus (+) symbol select the static domain. A
domain with the name newStaticDomain is created. This name can easily be changed in
something more descriptive.

The last step is adding of values (and their meanings) to the new domain. An undefined
value is already provided with the newStaticDomain. After changing this value new
values can be added by selecting the new static domain and pressing the green plus (+)
symbol. See also the section Domains.

To use the newly created domain set the Display Type of an item to dropDownlList,
radio-vertical or radio-horizontal and fill its Domain property with the name of the new
Domain.

[l General

Bound ko Madel Atkribute?

Marne * StateProvince

Attribuke Mame StateProvince

Walue

Java Twpe * Skrirng

Display Type * dropDawnLisk
E:u:umain StatesOF.ﬁ.merica]

6.5.2. Translation of Static Domains
The meaning of the domains in the Application Definition Editor is only in one language.

When you need to be able to translate domain meanings in other languages, set the
service level property Generate NLS-enabled prompts and tabs to true. When this
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property is set, JHeadstart will generate entries for each domain value in the
ApplicationResources.properties file.

Reference: Chapter 11 “Internationalization and Messaging”, section
“National Language Support in JHeadstart”

6.5.3. Dynamic Dropdown List based on a Dynamic Domain

When the list of values must be dynamic, use a Dynamic Domain based on a View Object
Usage to generate the dropdown list.7

Steps to generate a dropdown list based on a Dynamic Domain:

1. Create a Dynamic Domain based on the View Object. Select the View Object
Usage (in the data model of the Application Module) you want, by setting the
Data Collection property for the Dynamic Domain.

2. Set the Value Attribute of the Dynamic Domain to the attribute you want to
store in the item (which uses the domain).

3. Set the Meaning Attribute to the attribute you want to show in the dropdown
list.

[=] General
Domain Mame * RegionDomain
Domain Type *

[=] Query Settings
Data Callection Reqgions
Data Collection Implementation
Crynamic Daka Collection Expressian
Query Bind Parameters
Data Collection Changes By Row? * E
Requery Conditian

= Display Settings
Value Atkribute Regionld

[Meaning Atkribuke Regin:nnr'-.lame]

4. Set Display Type of the item that uses the domain to ‘dropDownList’ (or ‘radio-
vertical/radio-horizontal’).

5. Set the Domain property to the Dynamic Domain.
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= General
Bound ko Maodel Attribube? *
Marne *
Attribute Name
Value
Java Type *

Display Type *

RegionId
RegionId

Mumber

dropDawnLisk

.[Dl:umain

RegionDamain ]

See chapter 7, section 7.2.2 “Using Query Bind Variables” for an example where the
content of a drop down list changes dynamically based on query bind variables.
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6.6. Generating a Radio Group

Use a radio group when the list of values the user can choose from is small. You have to
distinguish between two cases:

o The list of values is static; the values are not queried from the database. In this
case you base the radio group on a Static Domain or a List Validator.

o  The list of values is dynamic. In this case you must base the radio group on a
Dynamic Domain.

@ Suggestion: It is also possible to use ADF Model based list and set the display
i type to ‘model-radio’ to get the same result for the end user. See section 6.7.2
for more information.

6.6.1. Static Radio Group based on a Domain

When using this option, you have to create a Static Domain as described in Static
dropdown list based on a Static Domain.

The Display Type property must be set to radio-vertical or radio-horizontal.
[l General

Bound to Model Attribute?

Mame * ManagerId

Attribute Mame ManagerId

YWalue

Java Twpe * Murnber

Display Tyvpe * radio-vertical

Diamain EmplovessyiewLookup

Generate your application, and you will get a radio group.

6.6.2. Translation of Static Domains

As you see, the meaning of the domains in the Application Definition Editor is only in
one language. When you need to be able to translate domain meanings in other
languages, set the service level property Generate NLS-enabled prompts and tabs to
true. When this property is set, JHeadstart will generate entries for each domain value in
the ApplicationResources.properties file.

6.6.3. Dynamic Radio Group based on a Dynamic Domain

JHeadstart Developer’s Guide

When the radio group must be dynamic, use a Dynamic Domain based on a View Object
Usage to generate the dropdown list.

The steps to create a dynamic radio group are almost identical to the steps for creating a
dynamic dropdown list, see Dynamic dropdown list based on a Dynamic Domain. The
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Meaning Attribute is used to get labels for the radio buttons. Finally the Display Type
should be radio-vertical or ~horizontal.
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6.7. Generating a List of Values (LOV)

Use a list of values (LOV) when you have a lookup to a related table and the number of
records in the related table is too big for a dropdown list or you want to provide search
functionality on the lookup.

6.7.1. ADF Model LOV vs. Custom JHeadstart LOV

JHeadstart Developer’s Guide

JHeadstart can generate two different kinds of LOV items:

6.7.1.1. ADF Model based LOV

ADF Business Components allows a user to define a List of Values on an attribute in their
View Object.

Fusion Dev Guide, section 5.11 “Working with List of Values (LOV) in
@ View Object Attributes”. Includes instructions on defining LOV in the ADF

View Object itself.

http://download.oracle.com/docs/cd/E12839 01/web.1111/b31974/bcquerying.ht

m#CHDHBDDE

Some ADF Faces components can use this information from Business Components. There
are now components like <af: inputListOfValues> that can be bound directly to the LOV
defined in ADF Business Components and deliver full LOV functionality. Those
components do not only support a “traditional” List of Values (popup with search
functionality), but also dropdown lists, radio groups, list boxes and even a clever
combination of a dropdown with commonly used items plus an extra popup LOV for less
commonly used items (called ComboBoxLov). See section 6. 3 Display Type for some
examples.

ADF Model LOV works fine for standard requirements regarding List of Values.
However, the entire popup window that belongs to the LOV is generated by the
component itself. This leaves little coding to the end user (smaller files, faster
development), but it poses some limitations:

1. Itis not possible to use multi-select functionality (where one row in the base view
object will be created per selected item).

2. Itis not possible to use ‘detail disclosure” inside the LOV: displaying extra
attributes for a row when the user clicks on that row.

3. Itis not possible to change the layout of the List of Values (except for standard
skinning possibilities), or add any extra content.

When these limitations are no problem for your LOV, the standard ADF Model LOV will

work just fine. The advantage of such an LOV is also that the new model-based query
component (see chapter 7) can only use these LOV's (not the custom JHeadstart LOV).

6.7.1.2. Custom JHeadstart LOV

This approach creates a List of Values by generating a custom set of components (text
field, LOV icon, popup, beans, taskflow, etc.) that also implement LOV behavior. Also the
page that is displayed inside the List of Values is completely generated by JHeadstart.
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The end result is therefore (much) more code compared to an ADF Model based LOV,
but the limitations of the ADF Model LOV do not apply You have full control over the
layout and behavior of the LOV.

6.7.1.3. Searching and LOVs

There is another dimension to this discussion: search areas. As put forward in chapter 7,
there are two different kinds of search areas:

1. ADF Model based quick/advanced search. This approach uses information out
of Business Components to support a full quick/advanced search area with a
single UIComponent (<af:query> or <af:quickQuery>). Especially the advanced
search area options are quite extensive.

2. Custom JHeadstart quick/advanced search. Like custom LOVs, this approach
generates more code, but customization options are better.

The issue here is: the search and LOV approaches don’t mix well. Here is a compatibility

matrix:
ADF Model search JHeadstart search
ADF Model LOV Supported Not supported. You will get a
text field instead of an LOV.
Hide this field in the search area
and use a secondary field, with a
custom JHeadstart LOV, to
overcome this situation.
JHeadstart LOV Not supported. You will geta | Supported
text field instead of an LOV;
unless you define a Model
LOV on your base view object
attribute as well.

Unless there are strong reasons to ‘mix” the two approaches, this is not recommended.
Maintaining double LOV definitions can be tedious, besides they will be slightly different
in terms of look & feel and functionality.

Reference: For more information about ADF Model search vs. custom
JHeadstart search, see chapter 7: “Generating Query Behaviors”.

6.7.1.4. How to choose?

As we have seen, both approaches have their pros and cons.
In general, reasons to choose the ADF Model approach include:
o There are no specific requirements that can’t be implemented.

e ADF Model search must be used

¢ Generated code should be as compact and easy as possible
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Custom JHeadstart LOV elements supply more features and customization possibilities,
but may also be a bit harder to understand. Reasons to use them include:

e There are (some) customization requirements
e JHeadstart search must be used

e Special features are needed: multi-select LOV, detail disclosure or full control
over the layout in the search area in the LOV.

6.7.2. Creating an ADF Model LOV

Most work in creating an ADF Model LOV is to create the definition of the List of Values
in the View Object itself. See the Fusion Dev Guide how to do this. Note that List of
Values is actually a bit of a confusing terminology here, because such a list could also be a
dropdown list or even a radio group, not necessarily a popup window with a separate
List of Values.

Fusion Dev Guide, section 5.11 “Working with List of Values (LOV) in

@ View Object Attributes”. Includes instructions on defining LOV in the ADF
View Object itself.
http://download.oracle.com/docs/cd/E12839_01/web.1111/b31974/bcquerying.ht
m#CHDHBDDE

Once you have created your definition, you only have to set the correct display type for
that attribute in JHeadstart. An overview of available display types (they all begin with
“model-") are in section 6.3.

Note that the display type set in JHeadstart and the ‘Default List Type’ in the View Object
LOV editor have to match; otherwise you will get a warning. Fortunately, if you use the

New Service Definition Wizard or the item synchronizer, you will get the correct display
type (as defined in the Model LOV) automatically.

6.7.3. Creating a custom JHeadstart LOV

An LOV is actually just a group as all other groups only it has Group Usage set to List of
Values and the Layout Style set to table. This kind of group is called an LOV group.

Furthermore an LOV is always attached to an item. This item gets a little lantern next to it
in the web pages. This item is called the LOV item.

Normally this LOV item (Target Item) is filled with a value from the LOV group (Source
Item). The mapping of Source Item to Target Item is what we call a return value. An LOV
can have several return values.

Steps to create a list of values:

1. Create a (reusable) LOV group

2. Link the LOV group to an item
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6.7.4. Creating a (reusable) LOV group

1. Create (or reuse) a base group that will contain the rows of the LOV (which will
be used as LOV group). The creation of a base group is explained in Creating

objects.
2. Set the Layout Style (of the LOV group) to “table’.

3. Set the Group Usage to ‘List of Values Window’.

= Identification
Mame * RegionLookup
Shart Mame
Descripkion

Bound to Maodel Data Collection? *

[Gr-:nup Usage List af Values Window

Group Region Access

Allow Multiple Selectionin LOv? * [
Use in Dislog Windaw? * L]
Graup Images [ Icon

[=] Group Layout

[La*_w:uut Skyle * table
Table Owverflow Style

4. Specify at least one type of search for the LOV group: quick search or advanced
search.

o~ Improvement: In JDeveloper 10.1.3 there were some extra steps
@ needed when you based your LOV on a read-only View Object
(checking primary key attributes, adding setManagerKeyByRows).
This is no longer necessary in JDeveloper 11.

6.7.5. Linking a Reusable LOV group to an item

1. Set the Display Type of the LOV item (which will have a LOV attached) to ‘lov’.
2. Select the LOV item and press the green plus (+) symbol.

3. Set the LOV Group Name property, and in the first return item, set the Source
Item property. The Source Item should be set to the item from the LOV group
that will be used to populate the LOV item.

[J§ DevGuideApp - ViewContraller
B @ AppModule
Employees
E} Countries
£ Ttems
- L.EE CountryId
-3 CountryMame
E}Iﬁl Regionld
- ] RegionsLookup
- Regionld <= Regionld
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3. Generate and you will get something like this. Here the Employees group is used
as LOV group. Managerld is the LOV item and target item. The source item is
Employeeld (from the LOV group).

* Region |1 %

6.7.6. Defining an LOV on a display item

JHeadstart Developer’s Guide

There are situations where you will need to define lookup attributes in the base view
object. Take a look at the screen below. The Countryld column is part of the Locations
View Object. The Countryld is a foreign key referencing the Countries View Object.
However, in many (most) cases, you do not want to show the foreign key column,
particular in the case of artificial keys. Instead you want to show a more meaningful field
from the referenced table, in this case the Country Name.

Edit Locations Venice
* Location Id | 1100

Street Address | 93091 Calle della Testa
Fostal Code | 10934
*City | venice
State Province

[* CountryId [ |Q |

In that case you must include all the attributes you want to display on the page to become
a part of the view object on which you base your group in the Application Definition. So
the CountryName attribute of the Countries View must be added to the LocationsView.

Perform the following steps to accomplish this:

1. Double click the view object you want to modify

2. Navigate to the Entity Objects tab. You will notice that your base entity is at the
right hand side as the selected entity. To be able to include lookup attributes you
must select the lookup entity and move it from the Available list to the Selected
list.
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E]Lucatinnsml

General

Entity Objects  Entity Objects (7
AL These entity objects are used by the view object For access tao the attributes and
Query business logic.

Java

e ST Available: Selected: |5ubt\,fpes. . |

List LI Hintts 48 model. Model Locations
E}-[{i) model. entity
=

Departments
Employees |$l
Jobs —
r{; Locations |£l
E Regions
-1l model. query
(- [l model, service

Alias: | Countries |

Definition: madel. enkity. Countries
Association: |L_E-, LocCIdFkAssoc. Ca... v|

Source Usage: |Lcu:atiu:uns - |

|inner join - |
[]Updatable [w]Reference

3. Set a proper alias for the lookup entity and select the right association end
(dropdown list just below the Selected Entities box).

4. Navigate to the Attributes node. You will notice that all the attributes of the base
entity take part of the selected list. Now, click the button ‘Add from Entity” on
the top of the screen.

Attributes Wiew object attributes can be mapped to entity attributes, calculated or SGL-derived,

Query )

Java ':\ &b G G.\]

View ACcessors ‘+ i

List UT Hints Marne Type Alias Marme | Entity Usage  Info e Attribute. .. %
Lr"u"mp::'ur-i ID |Locations | Add Attribate from Entity...|

Streetaddress String STREET_AD... Locations

5. In the Available list, select those attributes from the lookup entity object you
want to display in the view object, and move them to the Selected list. Click OK.

6. The key attribute from the lookup entity (let's call it the Lookup Key) is always
included and usually ends up with a strange name. If for example it is called 'Id',
it will be named 'Id1' on the base table. This is not a good name. However, the
name XxxId (where Xxx is the entity alias) is already used by the Foreign Key
attribute of the base entity. Right-click on the attribute and select ‘Rename’.
Rename the Id1 attribute using the naming convention LkpXxxId to avoid
confusion.

7. Uncheck the Key Attribute checkbox of all “Lookup” key attributes that are
automatically added as described in the previous step (see also section 3.3.3.1.
Unchecking Reference Key Attributes for Updateable View Objects). If you
forget this step, the LOV lookup values will not be visible when returning
from the page.
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8. Itis also a good practice to rename the other lookup attributes so they are
prefixed with the entity alias. This makes them easily identifiable as lookup

attributes.
Mame Type Calurmn Infa
E=
SkreetAddress Skring STREET_ADDRES...
PostalCade Skring POSTAL_CODE(L...
Ciky Skring CITY (Locations) —
SkateProvince Skring STATE_PROWINC... |£|
CounkryId Skring COUNTRY_ID (La...
LkpCtrCauntryM. .. Skring COUNTREY_MAME ...
LkpChrCountryld  String COUNTRY_ID1 (C...

9. Test the View Object with the ADF BC Tester (see section 3.3.9 "Testing the
Model"). Check whether the LkpCtrCountryName attribute changes when you
change the Countryld attribute.

6.7.6.1. What to do when ADF BC Tester does not update the lookup item

In this example, the LkpCtrCountryName will most likely be updated correctly in the
ADF BC tester. However, in your application this might not work due to one of the
following causes:

= Cause: You did not define the View Object's lookup entity usage on the right
Entity Association (end).
Solution: Correct the View Object Definition.

=  Cause: There is no underlying entity association, for example because the LOV
ViewObject is a read-only ViewObject.
Solution: In this case, you need to perform some additional steps. These steps
are explained below using the same Locations/Countries example as above,
although they are not required for this specific example. So, you only need to do
the 4 additional steps below in your own application if this cause applies.

1. Open the Locations ViewObject and create an additional transient attribute
named “LkpCtrCountryNameTransient”. Set updateable to “always” and
uncheck the queryable checkbox.

2. In the Java Tab check the checkbox to create a LocationsViewRowImpl java class.
Click OK to close the ViewObject editor

3. Got to the newly created LocationsViewRowlmpl class, and modify the
getLkpCtrCountryNameTransient method as follows:
public String getLkpCtrCountryNameTransient ()
{
if (getAttributeInternal (LKPCTRCOUNTRYNAMETRANSIENT)==null)
{
return getLkpCtrCountryName () ;

}
return (String) getAttributelInternal (LKPCTRCOUNTRYNAMETRANSIENT) ;
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4. Continue with the steps below, but base your List of Values on the
LkpCtrCountryNameTransient item rather than on the LkpCtrCountryName
item. Hide the LkpCtrCountryName item in your pages by setting both Display
in Form and Display in Table to false for this item.

Now that we have extended the View Object, we need to make some changes to our
application definition:

1. On the Countries group set the Group Usage to ‘List of Values Window’.

2. Select the Locations group and press the Synchronize button (the circular blue
arrows). This will add the newly created attributes as items to the group.

3. Set the Display Type of LkpCtrCountryName (or
LkpCtrCountryNameTransient) to lov.

4. Change the Prompt in Form Layout property of LkpCtrCountryName (or
LkpCtrCountryNameTransient) to Country.

5. Enable updates on LkpCtrCountryName (or LkpCtrCountryNameTransient) by
setting the Update allowed? property to true.

{isplay Type * [
= Display Settings

Display in Form Layouk? *  krue
Display in Table Layout? *  krue
Display in Table Owverflo,,,  False

(Pru:umpt in Farm Lawout Cu:uuntr';.-']

Prarmpk in Table Layauk

Widkb #4{bindings.
Height #4{bindings.
Maximum Length 30

Calurmn Alianment
Default Display Yalue
Column Sartable?
Calumn YWrap? ]
Hirk { Toalkip)
Depends On Ikem
[=] Operations
(I:Ipu:late Allowed? true]

6. Select item LkpCtrCountryName (or LkpCtrCountryNameTransient) and add a
LOV as described above in Linking a (reusable) LOV group to an item. Use
Countries as LOV group and CountryName as source item.

7. Select the LOV Countries (under LkpCtrCountryName) and add another return
value by pressing the green plus (+) symbol.
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8. Change undefined <= undefined to Countryld <= Countryld

=1-E5) Locations

=& Ttems

..... (323 | geationId

..... 43 StreekAddress
..... =8 PostalCode

[=REEN FpChrCountryiame
= 5] CountrigsLoakup
----- LkpChrCountryMame <= CountryMame
(- Counkryld <= CountryId
----- 53 | bpChrCountryId
----- £ Regions
----- £ Detail groups

9. Make Countryld and LkpCtrCountryld invisible by setting the Display in
Form/Table Layout? properties to false.

10. Generate and you get something like this.
* Location Id | 1000
Street Address | 1297 Via Cola di Riei
Postal Code | goggo
*City |Roma

State Province

| Country [y | Q,

6.7.7. Use LOV for Validation

A List of Values is normally used to assist the user in selecting a value for a foreign key
column. The user can navigate to the List of Values, type some search criteria and select
the value from the list and navigate back to the main page.

However, in most cases, the user will know many values by heart, and needs the List of
Values only for special cases, for example values that are infrequently used. With the Use
LOV for Validation functionality, JHeadstart can generate pages that assist the user in
both cases. It works this way:

1. The user enters (part of) the lookup item value.

2. The JHeadstart runtime checks how many records in the lookup match the value
the user entered.

3. When it is exactly one, the list of values window is not shown, but the JHeadstart
runtime finds the matching record and auto-completes the entered value.

4. When zero or more than 1 records in the lookup match the entered value,
automatically the list of values window is launched and pre-queried with the
value the user entered.

So, the system decides whether the list of values should be launched. This saves the user
from manually invoking the list of values and thus improves end-user productivity.
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The next steps instruct you how to build this. The EMPLOYEES and DEPARTMENTS
tables are used as example. The goal is to see the department name in the Employees

page.

1. Extend the base View Object you want to manipulate with the descriptor
attributes of the lookup View Object. See Defining an LOV on a display item for
instructions. In our example, the DepartmentName attribute should be added to
the EmployeesView View Object. Use LkpDptDepartmentName and
LkpDptDepartmentld as identifiers for the new columns.

2. In the JHeadstart Application Definition, define a group for the base View Object
(Employees). Set group properties as you like.

3. Define a LOV group for looking up the department name (see Creating a
(reusable) LOV group).

4. Add an LOV on the LkpDptDepartmentName (see Linking a (reusable) LOV
group to an item). Set the LOV Group Name to Departments and the Source
Item to DepartmentName.

5. Inthe LOV, set Use LOV for Validation? to true.

6. Generate and run the application.

7. Navigate to the DepartmentName, enter ‘F’ in the field and press TAB. Because
there is only one department name starting with F, no LOV will be launched and
the department name is auto completed.

8. Navigate to the DepartmentName, enter ‘CO’ in the field and press TAB. Because
multiple department names start with CO, the list of values is launched and
prequeried.

6.7.8. Selecting multiple values in a List of Values

JHeadstart can generate a List of Values where the user can select many values at once.
This improves the usability of the application.

Suppose you have this data model:

DRDERS

1

ORDER_ITEMS_PRDER_ID_FK PRODUCT_INFORMATION

1

ORDER_ITEMS ORDER_ITEMS _PRODUGCT ID_FK

An ORDER has multiple ORDER_ITEMS, so you can order multiple PRODUCTS in one
order. Without multi-select, the user has to create a new ORDER_ITEMS records and
select the PRODUCT for that ORDER_ITEM. Imagine the time needed to enter an
ORDER with say 20 products.

With multi-select List of Values, the user selects all the products for the ORDER at once.
When returning in the main page, multiple new rows are created AT ONCE. Of course,

this is only possible when ORDER_ITEMS is a table layout.

How to generate this:
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1. Because multiple ORDER_ITEMS are created at once, you must have added to
your Business Components Model the ability to automatically generate the
primary key values. In this case, the Business Components layer should generate
the LINE_ITEM_ID of the ORDER_ITEMS. See section 3.2.4 - Generating Primary
Key Values.

2. Make sure you have groups defined correctly. In this example, ORDERS can have
form layout, ORDER ITEMS must have table layout and
PRODUCT_INFORMATION is an LOV group with table layout.

3. In the base group of the lov (in this example ORDER ITEMS), set Multi-row
Insert Allowed?

=] Operations
Mulki-Fiowe Insert allowed? *
Mulki-Fiow Update allowed? *
Mulki-Fows Delete allowed? *

4. Inthe LOV group, set the property Group Usage to “List of Values Window”
and check Allow Multiple Selection in LOV?.

= Identification
Mame * ProductsLoy
Short Mame
Descripkion

Bound ko Model Data Collection? *

Garoup Usage List of Yalues Window

Group Region Access

Allow Multiple Selection in Loy *

aroup Image [ Icon

5. Generate the application.

@ Suggestion: An alternative user interface for this situation is an Intersection
/" Shuttle. See section 5.7.2. Creating Intersection Shuttles.

6.7.9. Passing Parameters to an LOV

You can pass parameters to an LOV to restrict the rows that are queried in the LOV based
on the context in which the LOV was invoked. For example, an LOV on the ManagerId
of a Department, might be restricted to see only managers that work in that same
department.

Here are the steps to do this:

* You first need to define the parameter on the LOV group. Right-mouse-click on
the LOV group, and choose New Parameter... Specify the parameter name, for
example departmentld.
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=-Z5] EmployeesLookup

o 3 Detail groups
== Params
b departmentId

In the underlying view object of the LOV group add a where clause that restricts
the values based on a bind variable. For example:

department id = :b department id

In the LOV group, set the Query Bind Parameters property to pass the group
task flow parameter as a value to the bind variable set up in the query of the
view object. For example:

b_department_id=#{pageFlowScope.departmentId}

In the LOV item that uses this LOV, add a parameter to pass the parameter value
that should be used. The screen shot below illustrates this and uses the same
example as above

I_‘—J Cepartments = General
E'E Teerns Marne * departmentId
i1 DepartmentId . .
i Yalue #4hindings . DepartmentsDepartrientId inpukyaluer

----- =3 Departmenthane

EJIEI ranagerld

: @ Apphodule, EmployeesLookop
-2 Params

b departrnentId

-3 Locationld

-

6.7.10. Understanding How JHeadstart Runtime Implements List Of Values

6.7.10.1. Main ideas behind architecture

The implementation of the LOV component in JHeadstart is focused on reusability and
separation. When you need an LOV on Employees, for example, you only have to create
it once in your application and use it from anywhere. The LOV is also completely
separated from the base page, meaning it does not interfere with the state of the base

page.

6.7.10.2. How it all fits together

The implementation of a JHeadstart LOV involves the following components:
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A generic popup component on the page. This popup window displays the LOV
using a dynamic region. The same popup component is used for all LOV’s on the
page, which keeps the page size relatively small so page load time is not
decreased by using many LOV’s in a page.

A SimpleDynamicRegionManager class with associated managed bean which
controls the taskflow that is displayed inside the LOV dynamic region.

The LOV group task flow with the LOV table page fragment that is displayed
inside the popup.
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e An LovPage bean that handles LOV selection event by passing the selected row
data to the LovItemBean instance. The LovIltemBean instance is passed as a task
flow parameter to the LOV task flow.

e An LovltemBean instance for each LOV on the page. This bean contains
information about the task flow that should be displayed in the popup, the
parameters that should be passed in and how selected LOV values should be
copied back to the base page.

How they all fit together in a normal LOV selection process is shown in the following
diagram:

| Q

/ @l

“Views

LOV Dynamic Region

LovPageBean

»

LovitemBean

Step 1

When the user clicks the LOV icon, the popup is opened using the 1ovIconClicked
method in the LovItemBean. Inside this method, we also “inform” the LOV Dynamic
Region Manager which task flow should be displayed inside the popup and which
parameter s should be passed in. The attribute ‘contentDelivery” of the popup is set to
‘lazyUncached’, meaning the client will only fetch the contents of the popup when it is
opened (not before that time).

Step 2

When the popup is opened, the LOV dynamic region manager bean will switch to the
taskflow of your LOV. By default, it will point to an empty taskflow, so the content of the
popup is empty and resources are not wasted.

By switching the taskflow ID of the dynamic region manager, the LOV taskflow will be
initiated. This taskflow will instantiate the LovPageBean, and will get the LovltemBean
injected (which is a parameter for every LOV task flow). The purpose of the LovPageBean
is to pass information about the selected row in the LOV to the LovItemBean. We will
need this later on at step 5.
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Step 3
When the taskflow is finished initializing, it will load the LOV fragment. The LOV always
contains a result table. This table is component-bound to the LovPageBean, to enable this

bean access to the selected row in the LOV table.

Now that everything is set up, the LOV is shown inside the popup and the user is now
able to search and make a selection.

Step 4

When the user presses ‘OK’, the method “handleLovSelection” in the LovitemBean is
launched. This method is responsible for fetching the selected data in the LOV table, and
copying those values back to the base page.

Step 5

In this final step, the LovItemBean will copy the values it retrieved from the selected row,
to the fields and underlying value bindings on the base page.
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6.8. Generating a Date (time) Field

By default, you will get display type ‘dateField” when the attribute in the ViewObject is of
type ‘Date’. In a dateField you can enter only the date.

* Hire Date | 10-Jun-1999 [y

You can change the Display Type property for an attribute to ‘dateTimeField". In a
dateTimeField you can enter a date and a time.

* Delivery Date | 10-Jun-1999 00:00|&Y

6.8.1. Specifying Display Format for Date and Datetime Field

By changing the service level properties Date Format and DateTime Format, you can
define the display format of both dates and datetimes. The format strings used here, are
as defined in java.text.SimpleDateFormat. The JAG takes the values of these
properties and puts them in the ApplicationResources.properties file (under datepattern
and datetimepattern). This file is used at runtime. In case of changes in the
Internationalization properties on the service level, these properties can be stored in
another locale.
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6.9. Generating a Checkbox

You can generate a checkbox for attributes that have exactly two allowable values: one
value is shown as checked, and the other as unchecked. Because the HR sample schema
does not have such an attribute, we have added IND_LEASE_CAR to the EMPLOYEES
table, with allowable values Y and N.

Steps to generate a checkbox:

1. Create a static domain with exactly two values (see the section Domains). The
first value in the domain is the checked value, the second value in the domain is
the unchecked value.

’\\Sg“.g

2. In the properties of the item that you want to generate as a checkbox, set Display
Type to ‘checkbox” and Domain to the static domain you just created (for
example YesNo).

3. Set the Default Display Value to one of the values in the Domain.

4. Itis customary to change the Prompt to something ending in a question mark, for
example ‘Lease Car?’.

This will generate a field like this in form layouts:

Lease Car? [ ]

In a table layout it will look like this:

Lease Car?

[]

Attention: In a search region, IndLeaseCar will show as a dropdown list and
not as a checkbox.

Lease Car? |

fes
Mo

The reason is that we have three situations when searching:

1. We want to search for rows with IndLeaseCar="Y’
2. We want to search for rows with IndLeaseCar="N".

3. We do not want to consider the value of IndLeaseCar in the search, but
are searching on other criteria.
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6.9.1. Generating a checkbox based on a Boolean attribute

If you have defined a transient view object attribute of type java.lang.Boolean, you
do not need to set up a domain. In this case, you only need to set the Display Type to
checkbox, and during the JSF Model Update phase, the setter method of this attribute
will automatically be called with value Boolean.TRUE when the checkbox is checked,
and with value Boolean.FALSE when the checkbox is not checked.
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6.10. Generating a Button Item

JHeadstart provides extensive support for generation of (iconic) buttons, and executing
various types of actions when the button is pressed. In this paragraph, the following
topics are discussed:

e Positioning of buttons
e Appearance of buttons

e Executing a button action

6.10.1. Positioning of Buttons

The position of the button is determined by the Display Type of the item:

e commandButton: the button is located based on the position of the item relative
to other items in the group or item region. In the screen shot below, the Display
At Right of Item property is used to position the button item at the right of the
JobId item.

* Jobld | AD_PRES w Financial Info

e toolbarButton: if the Display in Form Layout property evaluates to true, the
button is displayed in the form group toolbar.

Ldnno d . ® |@I iave| garu:el|

If the Display in Table Layout property evaluates to true, the button is displayed
in the table toolbar.

Action = View + Format = | 5@ (i mﬁ'

| * Employeeld |FirsthMame

/1"’ EDJ | 1a0 Skeven

e groupLinkButton: the button is located based on the position of the item
relative to other items in the group or item region.

e groupLinkToolbarButton: if the Display in Form Layout property evaluates
to true, the button is displayed in the form group toolbar. If the Display in Table
Layout property evaluates to true, the button is displayed in the table toolbar.

6.10.2. Appearance of Buttons

The appearance of the button is determined by the following properties:

e The Prompt in Form Layout or Prompt in Table Layout properties are used to
generate a button with a text label.

e The Icon property is used to generate an iconic button. In this property you can
specify a relative path from the html root directory to your image. A number of
useful icon images can be found in the /jheadstart/images folder.
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The Hint (Tooltip) property can be used to generate a tool tip when the user
hovers over the button with the mouse.

Financial Info

When both the prompt and an icon are specified, an iconic button with text is generated
as shown below.

@ Financial Info

6.10.3. Executing a Button Action

There are a number of methods to associate an action with a button that should be
executed when the button is pressed:

A popup window is launched when a region container with Display Type
Modal Popup Window or Modeless Popup Window has the Depends on
Item(s) property specified referring to a button item. See chapter 5, section 5.10.4
Generating Content in a Popup Window for more information.

When the Display Type of the button item is set to groupLinkButton or
toolbarGroupLinkButton, the called group will be displayed, either in page,
or in a modal or modeless popup window, or in a new dynamic tab. See section
Navigating Context-Sensitive to Another Group Taskflow (Deep Linking) for
more information.

When the Method Call property is set, the business method specified in this
property is executed.

When the Action property is set the action method specified in the property will
be executed, or when a literal value is specified navigation might take place
based on this value.

When the ActionListener property is set the action listener method specified in
the property will be executed.

The last three methods are discussed in more detail below.

=
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Attention: By default, the button is generated without the immediate="true"
property. This means that the JSF phases Process Validations and Model
Update are executed before the button action is performed in the Invoke
Application phase. This is useful when the user enters values on the screen,
and then presses a button that should perform an action where these values
are needed. The drawback is that if you have invalid data on your page, an
error message will be displayed and the button action will not be performed.

If you do not want validations to fire, you can use the expert-mode property
Additional Properties and specify immediate"true" as the value. Do
remember that when immediate is set to true, any values just entered on the
screen are not propagated to the ADF binding layer (and subsequently to ADF
Business Components) because the JSF Model Update phase is skipped in this
case.
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6.10.3.1. Using the Method Call Property

To use this property, you need to create a custom method on the application module and
publish this method on the client interface. Once, you have done this, the method appears
in the Method Call dropdown list.

As an example, we will use a method to increase the salary of an employee to illustrate
the steps to make this work.

e Go to the Model project, and find the application module that is specified as data
control in your JHeadstart service definition.

e Go to the Application Module Class. If there is none, generate one using the
Application Module editor, Java category.

e Create a new method as follows (assuming that the EmployeesView is defined
in the Application Module's data model as EmployeesViewl):

public void increaseSalary(String empId, String percentage)
{
// 1. Find the Employees view object instance
ViewObject empView = getEmployeesViewl () ;
// 2. Construct a new Key to find the Employee with the specified id
Key empKey = new Key(new Object[]
{ empId });
// 3. Find the row matching this key
Row[] empsFound = empView.findByKey (empKey, 1);
if (empsFound != null && empsFound.length > 0)
{
EmployeesViewRowImpl employee = (EmployeesViewRowImpl) empsFound[0];
// 4. Increase the salary with the specified percentage
double convertedPercentage = new Double (percentage) .doubleValue () ;
double multiplyNumber = 1 + convertedPercentage / 100;
Number newSalary = employee.getSalary () .multiply (multiplyNumber) ;
employee.setSalary (newSalary) ;
}
}

(>  Attention: The type of the parameters is String, because that is easiest to pass
from the ViewController, and it can be converted to any type you need.

[ Attention: This code assumes that you created a ViewRowImpl class for the
EmployeesView. You can generate this class by going to the
EmployeesView editor, selecting the Java category and checking the
Generate View Row Class checkbox.

= Attention: The Number class referenced is oracle.3bo.domain.Number, not
java.lang.Number.

e  Publish this method on the application module client interface. In the
Application Module Editor, go to the Java category and edit the Client Interface
by clicking the pencil icon and shuttle the new increaseSalary method to the
right.
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év- Edit Client Interface rg|

Select methods vou want ko appear on this component's client interface that can be called by clients, Available methods are
those with simple or serializable attributes and return bypes.

Ay ailable: Selected:
advancedSearch{String, Arravlist, Boolean):void ’ Iﬁ HR.Service
applyBindParamsiString, ArrayList)ivoid ;
applyBindParamsiString, HashMap):void
applyBindParams{String, HashMap, Boolean):void
authenticateUser(String, String): JhsUser
qetIhsOrgkey(): String

gethMested ThsModelservice(): ThsModelService
getviewObjeck{String): ViewObject
processIntersectionshuttla(Row, String, String, Key[], K
processParentshuttledFow, String, String, Key[], Kev[],
queryBykeyWalus(String, Number):vaid
queryBykeyWalue(String, String):void
setCurrentRowithk ey aluel String, Murmber):woid

8]y~

| Interfaces. .. |

| Help | % | QK | | Cancel |

e Optionally, you can run the Application module tester to test the method by
double clicking the application module node.

File Wiew Create Database Help

3
7 JHR.Service Al & .
g — | Bz HRIervice ‘
=-@2] Countriesyiew]
=89 LocCIdFkLinkl HRService
e ﬁ Locationsviewsz
E—]?ﬂ DepartmentsYiewl -
B;Hﬂ EmpDeptFkLink] Method ||ncreaseSaIary A
88 Employeesiews Property Yalue
H?ﬂ EQDIWEESV'EWI. empldliava lang.String] 100
B?'EJ DeptMgrFkLinkl percentage[jawva.lang. String] 10

?ﬂ Deparkmentsiiew:

E}?ﬂ EmpManagerFkLinkz

e ?ﬂ Emploveesiiewz?

[—]?ﬂ JobsWiew1

=82 EmpIobFkLink [ Execute
o ?ﬂ Employveesiiews

[—j?ﬂ LaocationsWiewl

= §¥) DeptLocFkLink1 Return value UL |

?ﬂ Departmentsiiew,

[—j?ﬂ RegionsWiewl

E};ﬂﬂ CounkrReqgFkLlinkl
Bﬁ Zounkriesiiew:s

=821 1 e TRk inkr
< | > o

Mame:HRService Definition:model. HRService

Result |success |

You can now define a new unbound item named IncreaseSalary with Display Type
commandButton within the JHeadstart Application Definition Editor and set the
Method Call property to call the increaseSalary method.
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Action Listener

Method Call |

increaseSalary - |
Icon ngessssary R

To pass in the method parameters, we add two parameters to the item. In the parameter
Name property you will get a dropdown list with the method arguments.

EHEI Increasesalary = General
. E}E Pararns |Em|:|I|:|| |v|
. Emmd Yalue #-4bindings . EmployveesEmployesId. inputyalue -

Lo percentage

For empId, we need to pass in the value of the current employee. We use the attribute
binding generated for the EmployeeId item for this. JHeadstart-generated attribute
bindings follow the naming convention [group (Short)Name] [itemName], so since
the group name is Employees and no Short Name is defined, the name of the attribute
binding is EmployeesEmployeeId. The complete expression to get the value of this
attribute binding is:

#{bindings.EmployeesEmployeeld.inputValue}

For the percentage parameter you can fill in a fixed value like 10, or, if you want to
make this user-enterable, you can define another unbound item in the group where the
user can enter a percentage. If you create an unbound item named Percentage, the EL
expression to pass the value is similar to getting the employee id:

#{bindings.EmployeesPercentage.inputValue}

You could even show a popup window using the technique described in chapter 5,
section 5.10.4 Generating Content in a Popup Window, where the user can enter the
percentage, and click the increaseSalary button, as shown below.

Increase Salary "

* Jobld | AD_PRES ' Percentage | 10 Increase Salary
oK |
DepartmentId | Executive it

Salary | 26400 Increase Salary ... |

CormmissionPct

The steps to do implement this are:

e  Set the Layout Style of the Regions region container to Modal Popup
Window.

¢ Add an item region inside the region container with the Percentage item and
the IncreaseSalary button item.

e Create an additional button item LaunchIncreaseSalaryPopup and set the
Depends on Item(s) property of the region container to this item.

e Set the Depends on Item(s) property of Salary to the IncreaseSalary button
item to immediately see the updated salary after the button has been pressed.
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6.10.3.2. Using the Action Property

The use of the Action property is identical to (and generated as) action property of a JSF
command button: you can specify a literal string which is used for navigation, or you can
specify a no-argument managed bean method that returns a string value that can be used
for navigation.

You can easily generate a custom managed bean that contains the method you want to

call in the group task flow. See chapter 13, section 12.5.5 Adding Custom Managed beans
for more information.

6.10.3.3. Using the Action Listener Property

The use of the Action Listener property is identical to (and generated as) action listener
property of a JSF command button: you can specify a void managed bean method that
takes the JSF ActionEvent as the single argument.

You can easily generate a custom managed bean that contains the method you want to
call in the group taskflow. See chapter 13, section 12.5.5 Adding Custom Managed beans
for more information.

6.10.4. Calling a PL/SQL Procedure or Function From a Button

JHeadstart Developer’s Guide

To call PL/SQL logic in the database, you first create an application module method that
calls the database procedure or function, and then you can use the Method Call property
to call the application module method as described in the previous section.

The JHeadstart runtime library contains a convenience class,
oracle.jheadstart.util.DatabaseProcedure, which makes it very easy to call
PL/SQL in an intuitive way. You basically copy the PL/SQL specification of the
procedure or function, and then just call it. The functionality of this class is best explained
through some examples

6.10.4.1. Simple PL/SQL Function Call Example

To call a database function hello world and get the result of the call in a String
variable, one only needs to use the following lines of code:

String name = "John";

DatabaseProcedure helloWorldProc =

DatabaseProcedure.define ("function hello world(p name in varchar2)
return varchar2");

String result = (String) helloWorldProc.call (getDBConnection(),
name) .getReturnvalue () ;

6.10.4.2. Simple PL/SQL Procedure Call Example

To call a database procedure with several output parameters, do the following.

Integer empId = 100;

DatabaseProcedure getEmpDetailsProc =

DatabaseProcedure.define ("procedure get employee details

( p_id in number

, Pp_name out varchar2

, p_address out varchar?2

; P_age out number)");

DatabaseProcedure.Result result =
getEmpDetailsProc.call (getDBConnection (), empId);

Generating User Interface Widgets 6- 37



String name = (String) result.getOutputValue ("p name");
String address = (String) result.getOutputValue ("p address");
Number age = (Number) result.getOutputValue ("p age");

6.10.4.3. Calling a function/procedure inside a package

To call a function or a procedure that resides inside a package, just prefix the name of the
function/procedure with the package name.

DatabaseProcedure helloWorldProc =
DatabaseProcedure.define ("function my package.hello world(p_ name
in varchar2?2) return varchar2");

6.10.4.4. Recommended Use

A DatabaseProcedure object can be reused multiple times. It is therefore a best
practice to store the DatabaseProcedure object in a static variable (as a constant). Then
you create an application module method that make the actual database call. The hello
world example shown earlier looks like this:

private static final DatabaseProcedure HELLO RORLD =
DatabaseProcedure. define("function hello world(p _name in warcharZ) return wvarcharz™):

public String helloWorld(String name)

{
return (String) HELLO AORLD. call (getDETransaction(), name].getReturnValue();

'

Publish this method on the application module client interface, test it by running the
application module tester, and if it works correctly, you can use the Method Call
property in the JHeadstart Application Definition Editor and select the method from the
dropdown list.

= Attention: The PL/SQL specification you use is parsed by the Java code only once
(using regular expressions). No database call is made until you actually use
the call () method. At that point it simply uses ONE ordinary JDBC call. So no extra
calls have to be made and the behavior is the same as ordinary JDBC. Therefore, it is
very unlikely that you will encounter any measurable performance penalty at all.

(= Tip: Youcan directly select and copy the procedure or function specification in
your favorite PL/SQL editor, and then paste it inside the brackets of the
define method argument in JDeveloper. JDeveloper will then nicely add all
the new line feeds you also used in the PL/SQL editor, which makes the code
much more readable when using procedures or functions with many IN or
OUT parameters.
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6.11. File Upload, File Download, Showing Image Files, and Playing Audio Files

JHeadstart Developer’s Guide

You can generate File Upload, and depending on the type of file, File Download or Show
Image or Play Audio for database columns of types ORDSYS.ORDDOC,
ORDSYS.ORDIMAGE, ORDSYS.ORDAUDIO and BLOB.

=

Attention: The abovementioned types that start with ORDSYS are object types
defined in the Oracle interMedia feature of the Oracle database. The
ORDSYS.ORDDOC type can store any heterogeneous media data including
audio, image, and video data in a database column.

ORDSYS.ORDIMAGE can process and automatically extract properties of
images of a variety of popular data formats, and ORDSYS.ORDAUDIO can
process audio specific properties.

For more information, see the interMedia section of the Oracle Technology
Network (http:/ /otn.oracle.com/products/intermedia).

Example of generating a file upload field in the HR sample schema for uploading photos
of employees:

1.

Make sure you have a table with a column of the correct datatype. This is

sufficient:
alter table EMPLOYEES add photo ordsys.ordimage;

Add the new Photo attribute to the ADF Entity Object and ADF View Object for
Employees.

Add the Photo item to the Employees group of your JHeadstart Application
Definition (by synchronizing the group) and generate your application. You will
get something like this:

Photo myphoto.gif | Update...

When you click the Update button, you will get a popup that looks like this:

[ update File B
Photo |C:photo.gif
oK Cancel

With the Browse button you can select the image file you want to upload for this record.
Click OK to upload the file to the server.

5.

=

If instead, you want that field to display the photo, you can change the Display
Type of the item to image.

If instead, you want that field to display a hyperlink that downloads the file in a
separate window, you can change the Display Type of the item to fileDownload.

Attention: The display type ‘image” means that ADF Faces renders the file as a
download link, image, or audio player, depending on the nature of the
individual file.

After changing the Display Type to image and regenerating, you will get something like
this (do not forget to upload a picture first!):
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If the file you uploaded was an audio file (this is possible with the BLOB, ORDDOC and
ORDAUDIO types), you will get something like this:

_ W '

Audio t) '\j O O ™ |\_) @ ___G
. Suggestion: By default there are limits on the size of the file that can be
@ uploaded. If they are exceeded, you get a Java exception:

java.io.EOFException: Per-request disk space limits exceeded.

If you want to change the file size limitations, check the Configuration
appendix of the Web User Interface Developers Guide for ADF, at
http://download.oracle.com/docs/cd/E17904_01/web.1111/b31973/ap_config.htm#sthr
ef2668

6.11.1. Combining File Display Options

For generating both file upload and file download (or image or audio player) for the
same database column, create an extra item as follows:

1. Open the Application Definition Editor.

2. Add an extra item to the group.

3. Copy all properties of the original file item (Photo).
4.

Change the Name of the new item (for example to ShowPhoto), and change the
Display Type to fileDownload or image.

= General
Bound to Model Attribute?
Marne * ShowPhoto
Attribuke Mame Phato
YWalue
Java Type * CrdImagelamain
Display Type * image

5. Consider to change the prompt of one or both of the Photo items

If you don’t change the prompts, you will get something like this:
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Photo myphoto.gif | Update... |

Photo

6.11.2. Showing Properties of Uploaded Files

When uploading files, several additional characteristics of the files, like size and mime
type, are stored in the interMedia database column. You can make these properties
visible in your page. What properties are available depends on the object type
(ORDDOC, ORDIMAGE, ORDAUDIO or BLOB).

@ Reference: For a complete overview of the available properties, see the
interMedia section of the Oracle Technology Network
(http:/ /otn.oracle.com/products/intermedia).

Here are some properties that you might want to show:

Property SQL name ADF BC method Java type
File Size (in bytes) ContentLength getContentLength() int

File Mime Type MimeType getMimeType() String
(Original) File Name source.srcName getSourceName() String

File Upload Time source.updateTime | getUpdateTime() Timestamp

The SQL name is what you can use to retrieve the property in a SQL query, for example:

select emp.photo.contentLength, emp.photo.source.srcName
from employees emp
where emp.last name = 'King';

If you want to show some of these additional file properties in your JHeadstart
application, for example the File Name and the File Size, here is how you do that.

1. Inthe ADF BC View Object, create new transient attributes for the File Name and
the File Size.

2. Give the attributes the appropriate types (String and Number).

3. In the View Row Class, change the get methods for the new transient attributes
as follows (assuming that the original file attribute is called Photo):

public String getPhotoFileName ()
{
String fileName = null;
if (getPhoto() != null)
{
try
{
fileName = getPhoto () .getSourceName () ;
}
catch (SQLException e)
{
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throw new JboException (e);
}
}
return fileName;

}

public Number getPhotoSize ()
{
Number size = null;
if (getPhoto() != null)
{
try
{
size = new Number (getPhoto () .getContentLength());
}
catch (SQLException e)
{
throw new JboException (e);
}
}
return size;

}

4. Go to the Application Definition, and synchronize the group to get items for the
new attributes.

5. Change the item properties (for example the Prompt) where desired, and
generate the application.

Photo  myphoto.gif | Update...

Photo

Photo File IMGP1287.jpg
Name
Photo Size 1065172

If you want to use the file name as the label for a download link (in case the file is not
an image, video or audio file), you can use the Hint Text property on the
fileDownload item to refer to the item that holds the name of the file.

For example, if you have a group named “Employees”, an item “Docltem” with
Display Type “fileDownload” that is based on an attribute of type OrdDocDomain,
and an item “DocltemFileName” that returns the name of the uploaded Docltem
using the technique explained above, you can set the Hint Text property of Docltem
as follows:

#{bindings.EmployeesDocItemFileName.inputValue}

This will display the name of the actual file on the download link.

Cownload File  Zonfiguration xml
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6.12. Generating a Graph

The number of possible types of graphs with the ADF Data Visualization components is
huge, as well as the customization possibilities and wizard options.

Fusion Developers Guide, chapter 26 “Creating Databound ADF Data
@ Visualization Components”. Includes instructions on defining graphs, gauges,

gantt charts, maps and pivot tables

http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/graphs_charts.

htm#CHDIBDEF

We do not aim to copy (a mere subset of) these features in JHeadstart, but let you use the
best of both worlds: the very rich wizards on ADF Data Visualization components, plus
the flexibility to integrate the graphs into your JHeadstart application.

Select Jobs =

Edit Job Accountant

* JobId | FI_ACCOUNT

* JobTitle | Accountant

MinSalary | 4200

MaxSalary | 2000

L AT RTINS Save Cancel

Employees
Action = View = Format - & Detach Use drag and drop to replace this text with a graph, and
- then create a custom template with the graph element to
Employesld |FirstName |LastName Salary | preserve the graph upon regeneration. To preserve the
113 Lui P 5300 graph bindi g created in the page definition during drag
e S0 and drop, #ou can either add this binding to the custom
111 Ismael Sciarra Fr0o template or uncheck the group-level checkbox 'Clear
112 Jose Manuel Urman 2800 Bindings before Generation
110 John Chen 5200
109 Daniel Farviet 2000
[ [ 7920

In the screen shot above, we create an item with Display Type graph, and placed in the
overflow right area. As you can see the item generated is just used as a place holder for
the actual graph that you need to add manually using drag and drop, as shown below.

Select Jobs =

Edit Job Accountant

# Jobld | FI_ACCOUNT

* IohTitle | Accountant
Employees

Action »  View »  Format -

Employesld |F\r5tNamE

MinSalary | 4200

MaxSalary | 9000

fj' Detach

‘LastNamE

Salary

109 Daniel

110 John

111 Ismael

112 Jnse Manuel
113 Luis

Faniet
Chen
Srisrra
Urman

Fapp

000
g200
7700
7800
6300

7320

7.5K

B.OK

45K

30K

1.5K

K 5119 2 @ Save | Cancel

”"y%w

L I I BB

0.0K

Faviet Chen Sciarm  Urman Fopp

After the graph is displayed correctly, you can create a custom template for the graph
item to preserve your graph customizations when regenerating your application. For
detailed steps on how to do this, see the JHeadstart Tutorial at

http:/ /download.oracle.com/consulting/jhstutorial1111.pdf
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6.13. Conditionally Dependent Items

The ADF Faces components that JHeadstart application generator uses for your web tier
pages cleverly combine Asynchronous JavaScript, XML, and Dynamic HTML to deliver a
much more interactive web client interface for your business applications. In ADF Faces,
the feature is known as partial page rendering because it allows selective parts of a page
to be re-rendered to reflect server-side updates to data, without having to refresh and
redraw the entire page. This combination of web technologies for delivering more
interactive clients is known more popularly by the acronym AJAX. ADF Faces supports
this powerful feature for any JavaServer Faces (JSF) page with no coding. JHeadstart
automatically configures the necessary properties on the controls to enable a maximal use
of this great feature, for example for enabling dynamically-changing, conditionally-
dependent fields.

Sometimes, one field value (or its enabled status or some other characteristic) might
depend on another field. JHeadstart makes it simple to generate pages that support this
kind of conditionally-dependent field.

In this section we first describe the general usage of the Depends On Item(s) property,
and then build on that for describing how to create cascading lists in form layout, search
area, and table layout, where the latter is a special case of row-specific dropdown lists.

6.13.1. Using the Depends On Item(s) Property

For each item, you can specify that it depends on one or more other items in the same
group. The details differ a bit if it depends on multiple items as opposed to depending on
a single item.

6.13.1.1. If an item depends on a single other item

For example, imagine that the commission percentage of an employee only is relevant if
they are an Account Manager. In this section we'll configure a simple example to
implement the disabling of the CommissionPct item in the Employees group unless the
value of the Jobld is equal to '"AC_MGR'. To accomplish this task, follow these steps:

¢ Conditionalize the Value of the Disabled Property Using an Expression: in the
JHeadstart Application Definition Editor, expand the top-level Employees group,
its Items folder, and select the CommissionPct item. Set its Disabled? property to
the expression value:

#{SDEPENDS ON_ ITEM VALUES != 'AC MGR'}

The token $DEPENDS_ON_ITEM_VALUES$ gets substituted by the JHeadstart
application generator so that the expression ends up referencing the correct value of the
item on which the current item depends. In table layout, you need a different expression
than in form layout. We'll setup this item dependency next...

e Set the CommisionPct Item to Depend on the Jobld Item by setting its Depends
on Item property to Jobld.
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} _____ &3 1ohld Laidmn wrape L1

[ Salary Hint {Tooltip)

> ----- K omnmissionPok Depends On Themnis) JabId
i..[3Z3) 1d

= anager Clear/Refresh valua? * L

.. Dy=partmentId

Choose a value for the Clear/Refresh Value? property. When this checkbox is
checked, and the depends-on-item changes value, this item's value is cleared
before the model binding of the depends-on-item is updated. If you would code
logic in the setter method of the underlying attribute of the depends-on-item to
update this item's value, then this new value will be displayed in the page. If you
don't know what to choose, leave it unchecked.

After regeneration and running the application, in the Employees tab, if you use
the Quick Search area to find all employees whose LastName starts with the
letter H, and then drill down to the details, you can navigate between employees
like Michael Hartstein and Shelly Higgins to notice that the CommissionPct
field on the screen as disabled for Michael, as shown below, but enabled for
Shelly (whose JobId = 'AC MGR').If you change the JobId of Hartstein to
AC_MGR using the dropdown list, you will see that the CommissionPct item is
enabled immediately.

Edit Employees Hartstein

* Emploveeld | 201 * Jobld | ME_MAR b
Firsthame | Michael Salary | 13000
* LastMame | Harkstein ZommissionPct
* Email | MHARTSTE ManagerId | King w
Phonefumber | 515,123,5555 DepartmentId | Marketing b
* HireDate | 17-Feb-1996 )

6.13.1.2. If an item depends on multiple other items

The basic steps are the same as when the item depends on a single item, except for the
following:

JHeadstart Developer’s Guide

Instead of choosing the Depends On item from the dropdown list, type in a
comma-separated list of item names in the field, followed by using the Enter key.

..... — L_OILMM wEapy =
8 Salary Hint { Tooltip)
[z [ ——. Depends On Ikemis) Jobld, DepartrmentId
L3 M 1d
5 anager Clear/Refresh Yalue? * 4|

[ Departmentld

You cannot use the token $DEPENDS_ON_ITEM_VALUES if the item depends
on multiple other items. Instead, use the following expressions depending on the
layout style and search area of the group:

Item usage Expression
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Table layout row.<attributeName>

Form layout bindings.<groupName><itemName>.inputValue

Search area search<groupName>.criteria.<groupName><itemName>

For example, to refer to the value of the Jobld in the search area, use the
expression #{searchEmployees.criteria.EmployeesJobId}.

e Ifin your application you have more than one of the abovementioned item
usages, for example you have the dependency in both form layout and search
area, you will have to create multiple dependent items: one for each usage. Make
sure the copied dependent item is displayed only in table layout, or only in the
form layout, or only in the search area, and use the appropriate expression for
each copied item.

6.13.2. Cascading Lists

If the displayed values in a dropdown list depend on the chosen value in another
dropdown list, we call them cascading lists.

Here are the basic steps to generate this in a form layout using the Region-Countries
example from the HR schema:

o Create a ViewObject on Countries with a where clause named bind param:
region_id = :p_region_id

e define p_region_id on the Bind Params tab of your VO

e Set the Query Bind Parameter property in the dynamic domain created for the

country item drop down list according to the table below, for example:
p_region id=#{bindings.CountriesRegionId.inputValue}

Item usage Expression

Table layout row.<attributeName>

Form layout bindings.<groupName><itemName>.inputValue

Search area search<groupName> criteria.<groupName><itemName>

= Attention: If you have the same cascading lists in table and form layout,
and/or in a search area, you need to make separate domains, and separate
items for Countryld: one displayed in table layout with the "table" domain
associated, one in form layout with the "form" domain associated, one in
search are with the "search area" domain associated.

e Incase of a table layout the domain checkbox Data Collection Changes By Row
must be checked as well.

e Set Depends On Item(s) for Countryld item to the Regionld item

e Check checkbox Clear/Refresh Value? for Countryld
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e Generate and run.

6.13.3. Row Specific Dropdown Lists in Table

This is in fact a more generic case of Cascading Lists in Table Layout, so follow the steps
above!
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6.14. Navigating Context-Sensitive to a Group Task Flow (Deep Linking)

JHeadstart allows you to generate hyperlinks (or buttons) that navigate context-sensitive
to another page. With context-sensitive we mean that the data displayed in the target
page, depends on the data displayed in the source page. This feature is called deep
linking and can be implemented using custom generator templates.

In this example, we will use the JHeadstart deep linking support to generate the JobId in
the Employees group table and form as a hyperlink that navigates to the job edit page,
querying the proper job row.

To get the deep linking to work, follow these steps:

1. Open the JHeadstart Application Definition Editor, and navigate to the item that
you want to display as a hyperlink (in this case: the item JobId in the
Employees group).

2. Set the Display Type to one of the following;:

e grouplLink: generates a hyperlink to perform the group navigation

e groupLinkButton : generates a text button, or iconic button (if you specify
the Icon property) to perform the group navigation

e grouplLinkToolbarButton : generates a text button, or iconic button (if
you specify the Icon property) in the group toolbar to perform the group
navigation

In this example we will use Display Type groupLink.

Display Type * grouplink
| HR.Service, Jobs -

Shiaw Linked Group In HR.Service, Countriesz
HR.Service, Departments
HR.Service,Departments4

= Display Settings

Display in Form Layout? * HR.Service, Emplovestizard
Display in Table Layouk? * HR.Service, Employees
i i +
Display in Table Orverflow Arear HR Service, Locations
=2 Display at Right of Tkem HR Service.Locations3

Display Surnrnary Tvpe in Table

3. Right click the item, and add a Parameter.

4. Click in the Name property of the parameter and choose rowKeyValueJobs
from the dropdown list. The rowKeyValue [groupName] parameter is one of
the standard parameters generated for each task flow to enable deep linking. For
more information on these standard task flow parameters, see chapter 12, section
12.5.1 Understanding Generated task Flow Structure.

5. Set the Value of the parameter to

#{bindings.BaseGroupNameItemName.inputValue}, which is for the
example #{bindings.EmployeesJobId.inputValue}.
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Ir;‘ MyDema E General
& @ RSBNICE Mame * rowk ey alue Jobs
= E5] Emplovees
E}-[Z= Items Yalue #{bindings.EmployeesJobld.inputvalue}
----- (323 Employeeld
----- %) FirskMame

----- =53 | askMamme

L?---m JohId
B[ Params
b *Owk e

----- 2 PhoneMumber

6. That's it! Save your application definition and generate the application. The
resulting Employees table will now look like this:

Action = Yiew =  Format - % ﬁ' Detach
| |FirstMame |LastMame |Email

[ 7 Steven King SKIMG
= & MNeena Kochhar MEOCHHAR:
L= & Lex De Haan LHAAN
= & Alex ander Hurald AHLIMN LD
L= 7 Bruce Ernst BERMST
L= 7 David ALstin DALISTIN
= & vall Pataballa YPATABAL
L= & Diana Larentz DLORENTZ

When you click the link, you will go to the Jobs page with the Job you clicked on
as the current row:

Employees Employee Wizard Departments Jobs Locations

Emplovess =
Edit Jobs Programmer

* IobId | IT_PROG MinSalary | 4000
* JobTitle | Programmer MaxcSalary | 10000

Note that if you want to generate a button rather than a link to navigate to the other
group, you can easily make a custom template based on the default GROUP_LINK
template and replace the af:commandLink tag with the af:commandButton tag.

6.14.1. Opening the Linked Group in Popup Window
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You can use the property Show Linked Group In to determine how the target group is
made visible. The default is “In Page” which causes the above in-page navigation where
the deeplink page of the target group replaces the page with the group link. You can also
show the linked group in a modal or modeless popup window, or in a new dynamic tab
(see next section for this last option). You can then use the items Width and Height
properties to set the size of the popup window.
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Display Type * groupLink,
Link Group Mame HRService, Jobs

Shows Linked Group In Modal Popup Window

In Page
Modal Popup Window

Modeless Popup Window
Mew Dynamic Tab

= Display Settings

Display in Form Layouky? *

Display in Table Layout? *

Display in Table Cverflow Arear *

=8 Display at Right of Tkem

Display Surimary Tvpe in Table

Prompt in Form Lawvout £{FHINTSS. label}
Prarmpk in Table Layauk

Short prompk

Width 400

Height 300

If you generate with these settings, clicking the group link launches a popup window
showing the deep link form page of the target group task flow.

Action = \iew = Format - @ ﬁ' Dekach =l Wrap
| |FirstName |LastName |Ernai| |JobId
L / Diana Larentz DLOREMTZ IT_PRiDG
L= / Mancy Greenberg MEREEMEE FI_MER
t L e '
L & 3 % L]
B 7 Edit Jobs Programmer & Qs P B % Save Cancel
'S / * JobId | IT_PROG MinSalary | 4000
s / * JohTitle | Programmmer Max3alary | 10000
4
= 7
= 7
L7
4
4
4
= 7
L7
L -
L= / Kewin Mourgos KMOURGOS FI_MGR
L~ v Julia Mayer TMAYER ST_CLERK
- o

6.14.2. Using Taskflow Parameters to Customize Appearance of Linked Group

In addition to the task flow parameters that can be used to set the current row in the
target group, you can use parameters to customize how the pages of the target group
appear. Each group task flow generated by JHeadstart has the following standard
boolean parameters to customize the appearance:

e hideSaveButton
e hideCancelButton
e hideSearchArea

e hideFormBrowseButtons
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Note that these parameters are defined in the bounded task flow template. You can add
additional parameters to all groups by making a custom JHeadstart Velocity template to
generate the bounded task flow template.

You can also add group-specific custom task flow parameters. For example, we can add a
task flow parameter to show the Jobs deep link page in readOnly mode, as follows:

e  Right-mouse-click on the Jobs group and choose New -> Parameter.

LIl
¥ & Group Region e
Ttem Region

2, Duplicate i
EE Tkem

G Refresh Dietail Group

4| Expand [& Region Container
CSyaur S

=] Collapse ¥ ¥

Select all, .. F

Wizard Stvle Layouk? *

Skack Groups on Same F

e Set the name of the parameter to “readOnlyMode”

e Set the Insert Allowed EL Expression, Update Allowed EL Expression and
Delete Allowed EL Expression to the reverse value of the readOnlyMode task
flow parameter, as shown below.

(1@ MyDemo .
=S @ HRService [l Operations
e Single-Row Insert allowed? *
Employees
B-[E5] Employesiiizard Display Mew Row on Enkry? *
[#-[E5] Departments ) .
fJ Single-Row Update allowed?
=} [==] Ll
£3 Thems Single-Row Delete allowed? *

- Reqgions [ Form Layout

o (3 Detail groups = Authorization R

[=}-[=F Param Forized Fol o

i readonlyMade Authaorized Roles/Permissions

[ E2) Emploveess Insert Allowed EL Expression #{pageFlowscope.readOnlyMode
[-[E5] Locations Lpdate Allowed EL Expression #{\pageFlowScope. readOnlyMode}
[}" Cl:luhtrles Delete Allowed EL Expression #{pageFlowScope. readOnlyMode}
[-E5] Regions

Now that we have added this custom task flow parameter to the Jobs group, we can add
additional parameters to the group link item in the Employees group, to show the Jobs
group in read-only mode without Cancel, Save and Form Browse buttons:
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=2 Emplovees = General
= Ttems

----- (=3 Employesld
----- =3 FirstMarne Value true

----- 3 | askhame

Mame * readCnlyMode

=-[Z=+ Params
----- rowikeyyalueJobs
----- hideancelButton
- hideSaweEutton
> ----- hideFormBrowseButkons
P readCnlyMode
----- 2 PhoneMurber

When we generate with these settings and click the Jobld hyperlink, the popup will look

like this:
Action = View =  Formak = E' ﬁ' Detach
| |FirstName |LastName |Emai| |J0bId
[~ / Bruce Ernst BERMST IT_PROG
= & David Austin DALSTIN IT_PROG
(S / walli Dzkzhazllz WOATARAI A0_PRES
[> & Diana I L) IT_PROG
L & Fancy View Jobs Programmer FI_MiaR
= Va Daniel ) FI_ACCOUNT
p, Vi . JDI?Id IT_PROG MinSalary 000 EI ACCOLNT
JobTitle Programmer  MaxSalary 10000 -
= & Ismael FI_ACCOUNT
L= Va Jase Manuel FI_ACCOUNT
[> & Luis FI_ACCOUNT
= & Den PL_MANM
= Va Alexander % PLU_CLERK
[> & Shell PLI_CLERE
L= & Sigal PL_CLERE
L= Va Uy PLI_CLERE
[> & Karen PLI_CLERE

6.14.3. Opening the Linked Group in a New Dynamic Tab

You can enable dynamic tabs at the application level. When you do this you create a
multi-tasking user interface within the ADF-JHeadstart application where the end user
can open multiple tabs with independent tasks (and independent transaction
boundaries), just like browser tabs. See chapter 9 "Creating Menu Structures" for more
information on enabling dynamic tabs in your application.

If dynamic tabs are enabled at the application level, you can choose the value New
Dynamic Tab in the Show Linked Group In property. A typical use case for this option
is the pattern where you have a search page for a key domain object in your application,
like employees in an human resources application, and then you can select one or more
instances to work with, that open in separate tabs.
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View - Search Employees Edit Employee King Edit Employee Kaufling

Search Emploveses Employees

Jabs Filter By | LastMame il Advanced Search

Departments

Regians Action v Wigkd &4 Detach Wrap

Locations -

e g [Lastriame |Email
ra 100 Steven King SKING

101 Meena Kochhar MEOCHHAR

& 115 Alexander Khaoao AKHOO
122 Payam Kaufling PRALFLIN
7 156 Janette King JEIMG
/ 173 sundita Kurmar SELIMAR

Here are the steps to implement this for employees, as shown above:

Set the application-level property Page Template to
/common/pageTemplates/JhsDynamicTabsPageTemplate. jspx

Set the application-level property Data Control Scope to Isolated.

Create two groups, SearchEmployees and EditEmployee that are based on

the EmployeesViewl view object usage.

SearchEmployees group: Set the Layout Style to table, the tabName to
Search Employees and make the table read-only by unchecking the Multi-
Row Insert/Update/Delete Allowed properties.

Set the Layout Style for EditEmployee group to form and uncheck the
checkbox Add Menu Entry for this Group

Create a new unbound item LaunchEditEmployeeTab in the

SearchEmployees group, make this the first item in the group, and set the
properties as shown below.

= General

Bound ko Model Attribute? * ]

Mame * LaunchEditEmployeeTab

Short Mame

Value

Java Tvpe * Skring

Display Tvpe * grouplinkButton

Link Graup Marme HRService EditEmployes

Shiow Linked Group In Mew Dynamic Tab

Icon Jiheadstartimages/editRow, png
= Display Settings

Display in Form Lawouk? krue

Display in Table Layvouky * krue

Display in Table Cwerflow area? *  False

Add the rowKeyValueEditEmployee parameter, with value
#{bindings.SearchEmployeesEmployeelId.inputValue}
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e Add the tabUniquelIdentifier parameter, with value
#{bindings.SearchEmployeesEmployeelId. inputValue}. By specifying
this parameter, clicking on the edit icon for an employee that already has an edit
tab open will select this existing tab instead of opening a new tab. Note that if
you do not specify this parameter, JHeadstart uses the first parameter value as
tab unique identifier which in this case would have been OK.

e Add the tabLabel parameter with value
#{nls[' EDIT TITLE EDITEMPLOYE:
#{bindings.SearchEmployeesLastName.inputValue}'] }

=-[E5] SearchEmployees
E}E? Ikems
E E}IEI LaunchEditEmploveeTab
- (5 Params
: rowkesalueEditEmployves
----- kabUniqueldentifier
' tabLabe

If the tabLabel parameter is not specified, the tabName property of the group is used.
6.14.4. Deep Linking from an External Source

You can also start the application and directly open a specific group task flow and
specific row within this task flow from an external source, like a link in another
application or from e-mail. To do this, you need to specify a request parameter named
jhsTaskFlowName in the URL with a value that matches a group name as defined in the
JHeadstart Application Definition Editor. Any standard or custom task flow parameters
defined for this group task flow can also be specified as request parameter in the URL.
For example the following URL will start the application with the Employees taskflow,
displaying employee with EmployeeId 110:

http://127.0.0.1:7101/MyJhsApp/UIShell?jhsTaskFlowName=Employees
&rowKeyValueEmployees=110

If security is enabled, you will first get a login page, and then you will be redirected to
the specific task flow page.
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6.15. Generating Embedded Oracle Forms
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OraFormsFaces™ is a JSF component library to integrate Oracle Forms in a JSF web
application. This allows a developer to embed Oracle Forms in a JSF page and truly
integrate the two, including passing context, events, eliminating Forms applet startup
time, and many more features.

OraFormsFaces allows organizations to use the Java stack for new developments while
protecting their investment in Oracle Forms. They can build new JSF or ADF Faces based
web applications and integrate existing Forms applications in them. The JSF web
application can pass parameters to Forms and the other way around. Both Forms and JSF
can raise events (commands or triggers) in the other technology.

OraFormsFaces is a product from Commit Consulting. A trial version can be downloaded
from the Commit Consulting website.

Commit Consulting: For more information on OraFormsFaces and Commit
@ Consulting, go to http://www.commit-consulting.com/
A special OraFormsFaces page for JHeadstart users is also available:
http://www.commit-consulting.com/jhs

JHeadstart integrates with OraFormsFaces through the item display type
“oraFormsFaces”.

Follow these steps to generate a web page that embeds an Oracle Form using the
OraFormsFaces technology:

¢ Install OraFormsFaces in JDeveloper, by following the instructions in the
OraFormsFaces Developer’s Guide.

e Add the OraFormsFaces environment entries in the web.xml of your project, as
documented in the OraFormsFaces Developer’s Guide.

o  Create a new top-level group in the application definition editor. Uncheck the
checkbox property Bound to Model Data Collection.

¢ Add anitem to the group, uncheck the item checkbox property Bound to Model
Attribute?

e Set the Java Type property to “String”

e Set the Value property to the name of the Oracle Form you want to embed.

& oM

R = General
2[5 Administrati
& @ i miniELraten Bound ko Madel Attribube? * |
[H-[E5] CemO010Tracks
=[5 ocMonzo Mame * oraFarm
E\‘B' Items Short Mame
. & value ocManzn
-1 Regions N ) )
-3 Detail groups Java Type jarva.lang. Skring

-3 Params Display Type * araFormsFaces
&&= ocmoozo =l Display Settings
[+--[£5] ©ZMO040 .
= Display in Form Layout? * true

BH-[Z5] Cemi0S0People
e Set the Display Type property to oraFormsFaces.

e Generate the application
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e Make sure the forms server is running.

¢ Run the generated application. When you go to the menu tab for the group you
just created, you will see the Oracle Form embedded in your JSF page. The first
time you access the page, it takes a few seconds because the forms applet must be
started. When you later return to the page, you will notice the form will be
displayed immediately, since the Forms applet is only started once (one of the
many features of the OraFormsFaces library). When you click on the JSF Save
button, you will notice that the Oracle Form is committed!

ORACLE" JHeadstart Demo

Administration SelfService

Administrate Conference Tracks | Administrate Companies | Administrake Conference Rooms | Administrate Evaluation Questions | Administrate People

Administrate Companies

PERRRA G4 5 R $+ 2

[Mame Country Company Size
|— |Amis |Nether|and3 v| |Just under average (50-100) - | =
Arroves Erterprizes United Stated of America - Just under average (50-1007) -
SN | || |
|— |Du|c:ian |Un'rted Stated of America v| |Just uncler average (S0-100) v| ::
|— |E><p|0rer Conzutting |United Stated of America v| |Just under average (50-100) - | |
I |Orac|e Corporation |Un'rted Stated of America v| |Huge and above (1001 and ab... v|
[ |ouest softwars [United Stated of America ~| |Ppretty Big (1011000 -
|— |Qu0vera |Un'rted Stated of America v| |Just under average (50-100) v|
[ [Riontsizing [ United Kingelom ~|  [Tiny c1-5) |~

ORACLE

6.15.1. Deep Linking to an Oracle Form

You can use the normal deep linking facilities in JHeadstart to navigate to an embedded
Oracle Form and query the context in this form. At the Oracle Forms side, the form must
contain a global or forms parameter that will receive the context information required to
query a specific row. And the Oracle Form needs to have a WHEN-NEW-FORM-
INSTANCE or PRE_FORM trigger that will execute the appropriate logic based on the
value of the form parameter or global.

In the following example, we will deep link from a JHeadstart-generated table page that
shows person information to an Oracle Form that can be used to maintain the person
information. The Oracle Forms contains a parameter named PEOPLE_ID.

Here are the steps to follow:

¢ In the group that contain the oraFormsFaces item, add a parameter named
PEOPLE_ID
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In the oraFormsFaces item, add a parameter also named PEOPLE_ID, and set the
value to the EL expression that references the group parameter that will be

& ocm

- (G Administration

= [ Selfservice
[#-[E5] DemD110Presentations
el 20Presentations
B9 ocMo130
=-E2 ocmMo140

= Ttems

| =-EE graForm

B[z Params

L EQPLE_ID

~-[21 Detail groups
-2 Params

b PECPLE_ID
-3 Domains

generated as a taskflow parameter: $ {pageFlowScope.PEOPLE ID}

= General
Marme *

Yalue

PECPLE_ID
#4{pageFlowscope, PEQPLE_ID}

In the group that should generate a hyperlink to call the embedded form, create

an item with Display Type “groupLink” and specify the Link Group Name and
Show Linked Group In properties.

& ocm

=[Gy Adrinistration
-E5] Qomi010Tracks
OCMI0Z0
DCMI030
DCMO040
9 Ocmi0S0People
B[ Ttems

----- &3 IdwWorksFor
[+ FirstMame

E Triggers
B[22 Params
PECOPLE_ID

Link Group Mame

Shioy Linked Group In

= General
Bound to Model Attribute? *
Mame * LastMame
Short Mame
Attribuke Marne * LastMame
Yalue
Java Type * java.lang.String
Displary Tvpe * groupLink.

Selfservice, OCM0140
In Page

= Display Settings
Displaw in Form Lawvout? *

Displary in Table Layout? *

false

true *

Add a parameter named PEOPLE_ID to this item and set the value to the EL
expression that references the primary key value.

=25 Cemi0S0Pecple
== Ttems

----- 2 IdwarksFor
[ EE FirstMame
=8 LastMame
-3 Triggers
-2 Params
b "ECPLE_ID

= General
Marmne * PECPLE_ID
Walue #4row. Id}

That'’s all. Generate and run the application!
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The calling page with the hyperlink looks like the picture below.

Administrate People
Filker By | Firsk Mame w

Action =  View = Format - "i‘ E? Freez:
|First Mame |Last Mame |
RE,EI Ken Atkinsggg
XE.J;I Frank, Birirk.
RE.J;I Bradley Brown
RE.,_EI Diavid
x Skeven
RE.,EI Paul )

And clicking the link will query the correct row in the Oracle Form as shown below.

Conference Attendance Management

(M8 P FTRRAIEL1F

First Mame

[LasiName |Davelaar ]Email |s13ven_davelaar@oracle.com

Company

Country | Netherlands hd
[ Cotug tember

Biography  |He crested Headstart, he crested JHeadstart and he will creste
much more. The master of generation is now the Knight of Reuse.

| ¥

1]

Birthdate |31 _SEP-1963

Presenter Of

Dy Slot Title:
I [feswayisthine  ~| [315-415mm ~|  [oracie JHesdstart - Buicing E-Business Applications [ # | =
|— |Wednesday 19th June v| |2.DD -3.00 Pl Y| |CDru1 RuleFrame: the framewvork for analysing, desiol @ _
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CHAPTER

Generating Query

Behaviors

This chapter discusses how to add query behaviors to a web page. Topics discussed
include:

e Using ADF Model search or JHeadstart custom search
e Using auto-query

e Using Query Bind Parameters

e Quick Search

e Advanced Search

¢ Forcing a Requery
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7.1. Creating a Search Region

In most cases, you want to give the end-user some query functionality to search for rows
with specific values and reduce the number of rows. This section describes how to do
that.

JHeadstart is able to generate two distinct ways of search functionality:

1. Quick Search: The search region is placed on top of the generated page.
Typically you can only search on one field at a time. Range queries are not
supported with quick search.

2. Advanced Search. The search region can be on top of the page or in a separate
page. The user can search on multiple fields together. Range queries are
supported.

@ Suggestion: You can use both options together. For example: a Quick Search
= for the most frequently used selection, and an Advanced Search for less
frequently used selections. In that case the Quick Search will be shown by
default, with a button to go to the Advanced Search region.

Before generating a Quick Search or Advanced Search page, you have to make some
choices and preparations.

7.1.1. Choosing a Technology: ADF Model or Custom JHeadstart

For both quick and advanced search you can choose between:

1. ADF Model approach. With this approach you define your quick and/or
advanced search in the View Object itself using View Criteria. The page has a
single component (<af:query> or <af:quickQuery>) that renders a complete
search area.

2. Custom JHeadstart approach. Here you don’t specify anything in the View
Object, but use the meta-information in JHeadstart to generate a custom quick or

advanced search area.

The choice of this technology also has to do with the choice for the technology behind List
of Value components (see Chapter 6 and the compatibility matrix there).

In general, we recommend to use the ADF Model approach, unless you have
requirements that cannot be implemented using the ADF Model search. Such

requirements include:

e Specific layout requirements for the search area, for example, organizing the
search items in groups with headers, or multiple tabs.

e Read-only descriptor items that should be populated by an LOV for a search
item

e Usage of JHeadstart List of Values in the search area.
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7.1.2. Creating a Model Based Search

To create a model based search, you can optionally specify View Criteria in Business
Components. See the link below how to perform this.

Fusion Developers Guide for ADF, section 5.11 “Working with Named
@ View Criteria”.
http://download.oracle.com/docs/cd/E17904 01/web.1111/b31974/bcquerying.ht
m#BCGIFHHF

To specify that you want to use ADF Model based advanced or quick search, go to the
JHeadstart Application Definition Editor, and click the applicable group. Go to search
settings and choose “‘model-samePage’ for Advanced Search? and ‘model” for Quick
Search?

= search Settings
Advanced Search? model-samePage
Advanced Search View criteria
Quick Search? madel

Quick Search View criteria

Even if you have not specified any View Criteria, you can now generate your application
and the group will contain a default quick and advanced search, where the user can
search on all attributes. That is, all attributes that have ‘Queryable?’ checked in the View
Object Attribute editor.

You can also select a View Criteria that you have made in your View Object. Suppose we
have a ViewCriteria that selects employees with a salary above 5000 and called it
‘HighSalaryEmployees’. We could now select that for our View Criteria and it will be
used as the default View Criteria:

£l Search Settings
Advanced Search? madel-samePage
Advanced Search View criteria HighSalaryEmployees
Quick Search? madel

Quick Search Wiew criteria | |v|

2] Single or Defaulk Search Ikem

Auto Query? * ]

After generating, the quick search will look like this:

4000 j@ Advanced Search

And when you press the “Advanced Search’ button, it will look like this:
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Employees Save Cancel

EAdvanced Search Advanced Quick Search Saved Search |HighSalaryEmployees |+

* Required
Match () al ) any
* Salary 5000 %

Search Reset SEVE. ..

Notice how you can only set the attributes that appear in the View Criteria that was
specified (HighSalaryEmployees). If you would not set any ViewCriteria, you would be
able to set any column in the View Object.

Web User Interface Developer's Guide for ADF, section 12 “Using Query
@ Components”. Explains in more detail how the <af:query> and <af:quickQuery>

components work.

http://download.oracle.com/docs/cd/E17904 01/web.1111/b31973/af query.htm#

BABDIHBA

7.1.3. Creating a Custom JHeadstart Search

When creating a custom JHeadstart search, you typically leave the ADF Business
Components untouched and do not define any View Criteria.

Instead, you need to review each group in the JHeadstart Application Definition and
identify items that should not logically be queryable.

If requested to generate search functionality, the JHeadstart Application Generator needs
to know what the queryable items are. You can set the Include in Quick/Advanced
Search properties for each item in a group. Both properties default to true.

1. Select an item in the Application Definition Editor.
2. Check or uncheck the Include in Quick/Advanced Search properties.
[ Query Settings

Include in Guick Search?
Include in Advanced Search?

7.1.4. Using JHeadstart Quick Search

To generate a Quick Search region for a group, you have two choices:

1. The item used for searching is always the same. Set the Quick Search? property
to the value singleSearchField. Select the search item in the Single or Default
Search Item property.

2. You want the user to be able to select the items to search on. Set the Quick
Search? property to ‘dropdownList’. JHeadstart will populate a dropdown list
with item names so the user can select the item to query on. Only queryable items
are shown in the list (see previous section). The default item is specified by the
Single or Default Search Item property.

You can also completely disable Quick Search by setting Quick Search? to ‘none’.
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7.1.5. Using JHeadstart Advanced Search

Again, there are two possibilities when generating Advanced Search functionality:

1. The Search region is in the same page as the rest of the group

2. The Search region is in a separate page.

You control this by setting the Advanced Search? property.

There are several properties that will affect the layout of the Advanced Search Region:
1. The Form Width property indicates the width of the Search Region.

Attention: If you use the Form Width property when generating a
search region for a page of Form layout, this property value will
impact the layout of both the search region and the main form page.

2. The Advanced Search Layout Columns property indicates in how many
columns you want to display your items. By default all the items will be
displayed in one column.

3. Regions of the group. If the items you included in the Advanced Search, are also
included in a region, then by default a region will also be applied to the
advanced search area.

= Attention: If you don’t want to apply the item regions to the
advanced search area, you can use a variation on the template
default\search\advancedSearchRegion.vm. Comment out the 3
lines just below the comment ‘Optional RegionContainer...” by
putting ## in front of each line, and uncomment the 3 lines below
the comment “Use the following code instead...” by removing the ##
in front of each line. Then put those 3 lines instead of the
#ADVANCED SEARCH ITEMS () call within the panelForm above. See
the comments in the template.

7.1.6. Using a JHeadstart Query Operator
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On item level the Query Operator can be set. This operator determines how to query the
data. Examples are contains, endsWith and greaterThan.

By default, the ‘StartsWith” operator is used for String items. In all other cases the
equality operator is used.

You can change this behavior by setting the Query Operator property for an item. See the
help in the Application Definition editor for possible values of this operator.

A special case is the value ‘setByUser’ for the Query Operator. ‘setByUser’ means the
user of the application can at runtime choose the operator to be used.

1. Set the Query Operator property to ‘SetByUser’.
2. Generate the application
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3. Go to the “Advanced Search’ region in the generated application. You will see
something like this:
Employees Save Cancel
= Advanced Search Quick Search

(%) Result matches all conditions
() Result matches any condition
Case Sensitive? D

Phione Number Salary
Hire Date ) Commission Pct |18
is
Job Id b Department Mame  |ig not Q,

less than i
areater than Find Clear

4. JHeadstart has generated a dropdown list with applicable query operators for
this field.

7.1.7. Using Query Bind Variables in JHeadstart Quick or Advanced Search

Based on the quick or advanced search items that are set by the user, a query WHERE
clause is appended dynamically to the query (see section Search Support in ADF BC
Application Module).

This approach does not allow for adding sub selects to the WHERE clause that references
other tables. Since it is a common requirement to perform a search based on values in for
example a detail table, JHeadstart allows you to map quick or advanced search items to
query bind variables.

Let’s use an example to illustrate this technique: we want to be able to search all
departments that contain employees with a specific job. In other words, we want to add
Employee Jobld as a search item to the Departments group.

Departments
Filter By | Employves Job w | | PU_CLEREK w @ Advanced Search |

Action v View » Format v | o Detach
| *DepartmentId |* Departmenthame | ManagerId |
/3 30 Purchasing Philtanker v

Here are the steps to implement this:

¢ Add an unbound item “EmployeeJobld” to the Departments group. Do not
display this item in form nor table layout, and check the checkboxes “Show in
Advanced Search?” and “Show in Quick Search?”.
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&) MyDermo
f—}@ HR.S&rvice
Emnployees
EmployeeWwizard
=-E=] Departments
B[ Ttems

-2 DeparkmentId
-8 Deparkmenthame
-[123) Managerld

-8 Locakionld

-3 Regions

-3 Detail groups
#-[E=] Jobs

[#-E5] Locations
#-E5] Countries
E
4

- E=] Regions
t- 3 Domains
- (G MenuAdminService

= General

[ Bound to Model Attribube? *

OJ

Mame *

Short Mame

Yalue

Java Tvpe *

Display Type *

Domain
Display Settings
Operations
Yalidation

[= Query Settings

EmployveelobId

Skring N
dropDownList
JobsLookup

Include in Quick Search? *

Prompt in Search Region

Include in Advanced Search? *

Emploves Job

Query Operator

e In the Departments View Object, defined a named bind variable after the item
name, prefixed with the group name: DepartmentsEmployeeJobld.

¢ In the same Departments View Object add a sub-select to EMPLOYEES table
using the value of DepartmentsEmployeeJobld bind variable.

General
Entity Objects Query /
Attribukes o ) . ) ) .
Data For this view object will be retrieved from the datasource using the Following SOL query.
Query
Java SELECT Departments. DEPARTMENT ID,
Wom) e EsES Departments. DEPARTMENT_NAME,
. § Department= MANAGER ID,
MR WA Departments. LOCATION_ID .
FROM DEPARTHMENTS Departments
WHERE I:Depart,ment.sEmployeeJobIdl iz null or exists
iselect 1 from employess where job_id =[ :Depart.ment.sEmploYeeJobIdI and
employees. department_id = departments. department_id)
P

=] Bind ¥ariables

Mared bind wariables can be used in the SOL query of this view object.

(68
pS

$d)

Ll

DepartmentsEmplo

e  Generate and run your application!

Type Walue

I I

+ 7/ K

Info

7.1.8. Runtime Implementation of JHeadstart Quick Search and Advanced Search
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The JHeadstart functionalities Quick Search and Advanced Search share some runtime
components: the Search Bean and the search support in the ADF BC Application Module.

Search Bean

A search managed bean definition is generated in the group adfc-config whenever a
group has Quick Search and/or Advanced Search enabled. Here is an example of a

search bean:
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<managed-bhean:

<managed-hean-name>searchbepar tuents< /managed -bean -name:-

<managed-bean-class>oracle. jheadstart.controller. jsf.bean. Jhs8earchBean: /managed-hean-class>

<managed-bean-scope:pageFlow: /managed-bean-scope>

<managed-property-
<property-name-bindings< /property-name:-
<valuex#{'#{bindings! ' /value:

< /managed-property-

<managed-property-
<property-name:searchBindings /property-name:
Zwalues=#{'#{bindings. advancediearchDepartuents! ' 1< ralues:

< /managed-property-

<managed-property:
<property-name-searchlten< /property-name-
<waluerDepartunentsEnployeedobId: fralues

< /managed-property:

<managed-property-
<property-name>dataCollections /property-name-
<walue>DepartunentsViewls /value

< /managed-property-

<managed-property-
<property-name>:operators< /property-name-
<map-entries>< /map-entries:

< /manaijed-property>-

< /managed-hean’

You can see how the generic JhsSearchBean class is configured through the managed
properties for usage in the Departments page. Related functionality like the maximum
number of query hits allowed is also implemented through managed properties.

Note the searchBinding managed property; this property “injects” the ADF Model
action binding that is used to call the advancedSearch () method on
JhsApplicationModuleImpl (see beIOW).

Both the Quick Search Go button and the Advanced Search Find button call a method on
the search bean:

<af:commandButton action="#{searchEmployees.quickSearch}"
textAndAccessKey="#{nls['GO']}"/>

<af:commandButton textAndAccessKey="#{nls['FIND']}"
action="#{searchEmployees.advancedSearch}" />

Internally, the quickSearch () and advancedsearch () methods delegate the actual work
to methods createArgumentListForAdvancedSearch () and
executeAdvancedSearchBinding ().

7.1.8.2. Search Support in ADF BC Application Module

JHeadstart Runtime provides an extension for your Application Module that includes
advanced search support (which is used for both the Advanced Search and the Quick
Search functionality of JHeadstart). The JhsApplicationModule interface and the
JhsApplicationModuleImpl class contain the method advancedSearch () that takes an
array of JHeadstart QueryCondition objects and translates them to an additional where
clause on the relevant View Object.

This method is exported in the client interface of the Application Module, which makes it
available as a data control operation. For such an operation an action binding can then be
created in the page definition of the page (which is of course what the JHeadstart
Application Generator does when a Search Region is generated).

The QueryCondition object stores information about that part of the search that applies
to a single view attribute:
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o attribute to search on

e operator to use

e search value

e format

e wildcard usage

e case (in)sensitivity
The QueryCondition also translates the query operator names used in the pages by
appropriate SQL operators and wildcard usage. For example, query operator
"startsWith" results in the operator "1ike" and wildcard usage "suffix".
The advancedsearch () method uses this information to construct ADF BC
ViewCriteria objects, applies them to the View Object, and then executes the (modified)
query of the View Object.
Reference: See the Javadoc or source of the advancedSearch () method of

JhsApplicationModule and JhsApplicationModuleImpl, and the Javadoc of
the QueryModel class.

Reference: See the Javadoc or source of the JhsSearchBean

7.1.8.3. Combining Quick Search and Advanced Search

If you generate both Quick Search and Advanced Search on the same page, by default the
Quick Search region will be visible and the Advanced Search region will be hidden.
Besides the normal Quick Search fields, there will also be a button called 'Advanced
Search', to switch from Quick Search to Advanced Search.

Departments
Filter By | Department Mame | Go Advanced Search

When the user clicks the Advanced Search button, the Quick Search region is hidden and
the Advanced Search region is shown, together with a button called 'Quick Search'.

Departments Mew Departments Save Cancel
=l Advanced Search Quick Search

{(*) Result matches all conditions
() Result matches any condition

Case Sensitive? |:|

Department Location Id
Id
Spedal Ind »
Department
Mame
Manager Id

Find Clear
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Which search region is shown initially, is governed by the JhsSearchBean property
quickSearchMode. The Quick Search and Advanced Search regions both use an EL
expression in the “rendered” property that references the quickSearchMode property in
the search bean.

Partial Page rendering is used to switch between Quick Search and Advanced Search.
The button 'Advanced Search' looks like this:

<af:commandButton id="asButtonEmployees"
textAndAccessKey="#{nls['ADVANCED SEARCH']}"
partialSubmit="true"
action="#{searchEmployees.switchToAdvancedSearchMode}"/>

When this button is pressed, the switchToAdvancedSearchMode () is executed which
sets the quickSearchMode property of the Search Bean to false. The effect is that
when the user goes to a different page, and later returns to this same page, the
Advanced Search region will still be visible, since the Search Bean is stored on
session scope.
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7.2. Configuring the Query
This section describes how you can influence the query behavior of generated pages.
7.2.1. Specifying Auto Query

By default, JHeadstart generates pages with Auto Query on. This means that the records
are automatically retrieved when the user enters a page, potentially retrieving a large
result.

On a group you can set the Auto Query property to false. This means that records are
queried upon request from the user, either by doing a Quick Search or an Advanced
Search. This is particular useful when we want to force the user to restrict the number of
rows retrieved by specifying search criteria.

See also the Maximum Number of Search Hits property. Use this property to force the
user to enter more restrictive search criteria. Note that this property can only be used in
combination with JHeadstart custom search.

7.2.2. Using Query Bind Parameters

Both groups and dynamic domains are based on an ADF View Object. A View Object
contains a SQL query. By default, this is a fixed query. This means the View Object will
always return the same set of rows with each execution (if the database has not changed).
In many cases you want your View Object to be dynamic. For example a View Object that
retrieves the Employees of a Department. You want to pass the Departmentld into the
ViewObject and have the ViewObject return the correct rows.

ADF BC View Objects have bind variables for this functionality. You can specify a where
clause with bind variables directly against the view object, or you can define bind
parameters in a view criteria, and then apply this view criteria to the view object usage in
the application module. The latter technique is usually faster because you can reuse an
existing view object and associated view links.

JHeadstart can at runtime pass values into these bind variables using the Query Bind
Parameters property. For JHeadstart, it doesn't matter whether the bind variable is
defined on the view object itself, or on a named view criteria applied on the view object
usage.

We will use the example of departments that have a managing employee:

Base group is departments with Layout Style="form’. The Display Type of the item
Managerld is ‘dropDownList’. We want the manager to be an employee of the
department. The dropdown list should only contain employees that are in the
department we are maintaining, in this case the department with Departmentld=10. We
use a dynamic domain to populate the Managerld dropdown list

We will implement this requirement by using the Query Bind Parameters of JHeadstart:

1. Go to your Model project, to the Employees view object and create a new
named view criteria EmployeesByDepartment using a new bind variable
p_department id as shown below.
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® Create View Criteria

Crikeria Mame: |Em|:u|u:uyeesB';.fDepartment | Query Execution Mode:

[ Crieria Defirition || UL Hinks |

Wigw Criteria: iew Ohject Where Clause:
EmployveesiiewCriteria {
E-{) Group (Emplovess DEPARTMENT_ID

=Y DepartmentId = :p_department_id = :p_department_id } }

[Qelete] [Emlain Plan... ] llest]

Criteria Ikem

Attribute: [DepartmentId v] [ ] Ignare Mull Yalues
Cperatar: [Equals -.-] Yalidation: [Optional -
Cperand: [Bind Yariable "']
Parameter: lp_department_id "] EF
.
[

2. Add a new view object usage EmployeesInDept based on the Employees
view object to the Data Model of the Application Module. Click the edit icon to
apply the named view criteria EmployeesByDepartment that you just created.

& Edit View Instance: EmployeesinDept
( )| ¥iew Criteria

Configure the view abject query Far this view instance.,

Wiew Criteria

Select the view criteria that vou want to apply to this view object. IF vou select multiple view criteria, they will be
combined with an AND operator,

Avwailable: Selected:

@ EmployveesEyDepartment

Eind Parameter Yalues

Provide walues For any bind parameters defined For this query and indicate if any of these walues are sourced From
this base object.

Parameter Type Value

p_department_id java lang.String

[ Apply ] [ 0K J [ Cancel ]

3. In]JHeadstart, create a new Dynamic Domain based on the new view object
usage and name it ‘EmployeesInDept’. In the Query Bind Parameters
property enter this expression:
p_department id=#{bindings.DepartmentsDepartmentId.inputValue}

7 -12 Generating Query Behaviors JHeadstart Developer’s Guide



|58 HrDemolhs

E}@ HRService
Employees
Departments
Reqgions
Locations
Countties
Jobs

&[22 Domains

E LocationsLookup
E RegionsLookup

g CountriesLookup %

= General
Domain Marme * EmploveesInDept
Diomain Type *

=l Query Settings
Daka Collection EmployeesInbept
Diaka Collection Implementation
Dynamic Daka Collection Expression

Query Bind Parameters #4bindings .DepartmentsDepartmentId. inputialue)

Data Collection Changes ]

Requery Condition

= Display Settings
Yalue Attribute Emplovesld

Meaning Attribuke LastMarne

4. Set the property Domain (on the ManagerId item) to EmployeesInDept.

5. Generate and run the application again. The dropdown list for Managerld now
contains only employees of the selected department.

Edit Departments IT

* DepartmentId | &0

* DepartmentMarme | IT

Managerld
LocationId Hunald b
Ernsk
Guskin
Pataballa
Lorent=

Note that if you want to use this dropdown list in a table layout, you need to use a
different value for Query Bind Parameters property, and you need to check the Data
Collection Changes By Row? checkbox, as shown below.

= General
Darnain Marme *
Domain Type *
= Query Settings
Daka Collection
Data Collection Implementation
Dynamic Daka Collection Expression
Query Bind Parameters
Data Collection Changes By Row? *
Reguery Condition
= Display Settings
Yalue Attribute
Meaning Attribute

EmploveesInDept

EmploveesInDept

p_department_id=[#{rnw.I:uiru:lings.Departmentld.input‘-.-‘alue}l

Emplovesld

LastMame

You can use Query Bind Parameters for both Groups and Dynamic Domains. Using EL,
you can bind to any value available on the request or the session. JHeadstart will
automatically re-query when the value of a bind parameter has changed.
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7.2.3. JHeadstart Runtime Implementation of Query Bind Parameters

When you specify query bind parameters for a group in the Application Definition,
JHeadstart generates a QueryBindParams managed bean in the group adfc-config. If you
specify query bind parameters for a dynamic domain in the Application Definition,
JHeadstart generates such a managed bean in the domains adfc-config. Here is an
example:

<manaiged-bean-
<managed-hbean-name>=Enpl oyeesInDeptlueryBindParans< /managed-bean-name’-
<managed-bean-class>=oracle. jheadstart. controller. jsf.bean. QueryBindParams
= /Mmanaged-bean-class>-
“managed-hean-scope-reque st /managed-hean-scope>
<managed-property-
“property-name-nanedParanbefs< /property-name-
“map-entries>-
<map -entry:
<keyrp_department_id< keyr
<raluex#!'#/bindings.DepartomentshepartnentId. inputValuel ' 1< fralue-
< /map-entry-
=< /map-entries>-
< /Mmanaged-property=
< /managed-hean-

The only task of the QueryBindParams class is to hold the last value of the query bind
parameters.

Applying the bind parameters is done by method applyBindParams () in
JhsApplicationModuleImpl. This method compares the old and new values of the bind
parameters and only (re-)executes a query when at least one bind parameter value has
changed.

In the page definition, an action binding is generated to call the applyBindParams ()
method:

methodhiction FEequiresUpdateModel="true”™ Action="invokeMethod"™
id="applyEBindParamsEnployeezInDept’”
DataControl="HRServiceDataControl™
InstanceNamne="HR3ervicelatalontrol.dataProvider™
HethodName="applyEBindPFaramz"
Beturnlame="HR3ervicelataControl.methaodResults.HRServic
IzsViewlObhjectMethod="false">
“HamedData NDName="wvolUzage” NDValue="EmployeezInDeptWiew"
NDTvype="java. lang. 3tring™ />
“HamedData NDName="arga"
IValue="#/EnployeesInbeptlueryBindParams. nanedParans 1™
NDTvpe="Java.util.HashlMap" /=
</methodictions-

Note the EL expression for the second method argument that references the namedparams
property of the queryBindParams bean.

The missing link is how this method action is invoked. The query must be executed
before the page is displayed, so we cannot call the method using a button. We use the
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invoke action executable for this purpose. JHeadstart generates an invokeAction
executable as follows:

<imvokefction id="applyEBindParamsEnployeezInDeptinvoke™
Eindz="applyvEindParansEnployeesInDept™ Refresh="alwaya"/>

Reference: See the Javadoc or source of
JhsApplicationModuleImpl.applyBindParams ().
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7.3. Forcing a Requery

By default, the ADF Model Iterator Binding created for the data collection of a JHeadstart
group is only queried once, and the query results are cached by ADF Business
Components. JHeadstart supports the option to force a refresh of the cached query data
by using the group level property Requery Condition.
= Query Settings

E Data Collection * Employeesiiew1

?El Data Collection Implementation *

E Data Collection Expression

Query Bind Parameters
Requery Condition || h;]\
= Search Settings Always
When Entering the Page
ad d Search?
Vanced aear When Entering the Task Flow
Advanced Search View criteria After Commit

Advanced Search Layout Columns *

This is a combo box property, the drop down list includes three common conditions that
JHeadstart translates to a Boolean JSF EL expression, and you can also enter a custom
Boolean JSF EL expression.

The predefined values are:

e Always: every time the user navigates to the page, or submits the page itself, the
iterator binding is requeried. This condition translates to the JSF expression
#{true}.

¢  When Entering the Page: the iterator binding is requeried when the user
navigates from another page to this page. This condition translates to the JSF
expression # { jhsPageChanged} . "jhsPageChanged” is a boolean request
attribute that is set to true in JhsNavigationHandlerImpl class when the old
JSF ViewRoot differs from the new ViewRoot.

¢  When Entering the Task Flow: the iterator binding is requeried when the user
navigates to a new group task flow. This condition translates to the JSF
expression #{jhsTaskFlowChanged} . "jhsTaskFlowChanged” is a boolean
request attribute that is set to true in JhsNavigationHandlerImpl class when
the old ADF task flow differs from the new task flow.

o After Commit: the iterator binding is requeried when the user submits the page
by clicking on a button that executes the Commit action binding, like the
generated Save button. This condition translates to the JSF expression
#{jhsAfterCommit}. "jhsAfterCommit” is a boolean request attribute that is
set to true in CommitBean class when the transaction is committed successfully.

Note that the Requery Condition property is also available for dynamic domains. If you
want to refresh the content of a drop down list, you can set the Requery Condition on the
dynamic domain.
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7.3.1. Implementation of Requery

When the Requery Condition is set, JHeadstart generates two additional entries in the
Page Definition of the group:

e An action binding that executes the query.

<action id="ExecutelueryCountriez" IterBinding="CountriesIterator"
InstancelNane="HR3ervicelatalontrol.CountriesWViewl™
DataControl="HRIerviceDataControl™ RequiresUpdateModel="true"
Action="iteratorExecute’

e AninvokeAction in the executables section. The refreshCondition of this
invokeAction determines whether the executeQuery action binding is invoked or
not.

<inwokelction id="ExecuteueryCountriesInvoke” Binds="ExecutelueryCountries"
Refrezsh="renderModel™ FefreshCondition="#{jhzPageChanged! " >
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CHAPTER

Generating Transactional

Behaviors

This chapter describes how you can influence the transactional behavior of generated
pages. The properties in the Operations group in the Application Definition editor are
used for this.

=] Dperations

Single-Fow Insert allowed? *

]

Display Mew Fow on Entry? *
Single-Fow Update allowed? *
Single-Row Delete allwed? *
Multi-Fow Insert allowed? *
Multi-Row Update allowed? *

Multi-Row Delete allowed? *

ROOOX®

Shows Duplicate Row Bukkaon? *
Expart Table Conkents
Table Editing Mode * editall
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8.1. Enabling Insert Operation
8.1.1. Allowing Inserting Data in a Form Page

When checkbox Single-Row Insert allowed? Is checked, JHeadstart will generate an
iconic ‘New’ button on the page.

@R L2/ P B R Save | Cancel |

8.1.2. Building Insert Only Form Pages

Sometimes you want a page where the user can only enter new records, for example an

application for entering new service requests. In this case, a user must not be able to
query other data.

In such a case, set property Display New Row on Entry? to “true”.

Display: Mew |I:rue| L\&:|

Single-Row Update allowed? *

Single-Row Delete allowed? *

Wehen no rows Found

To really disable all query functionality for the group, change the View Object query
settings. Go to the View Object and change the view into an ‘Insert only” View.

= View Object Editor: CountriesView

------ Entity Objects Tuning
[ Attributes ) At i i
______ 50L Statement Enker tuning parameters For this Wiew, to contral SQL execution and how data is fetched from the
) : database.
------ Eind Wariables
...... fttribute Mappings Retrieve from the Datahase
..... () Al Rows
------ Java
------ Client Interface il i IR R
------ Client Fuow Inberface (3) Mo Rows {i.e. used only Far inserting new rows)

------ Custaorn Properties

Cuery Cptimizer Hink: |
e,g FIRST_ROWS, ALL_ROWS, etc,

Fill Last Page of Rows when Paging through Rowset

Passivate State (e.g. Current Row, Bind Yalues, etc.)
[ Including Al Transient Yalues

[] Retain View Link Accessor

Help

Apply | | (a4 _J | Cancel
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8.1.3. Entering in Insert Mode When No Rows Found

The easiest way to implement this behavior is by setting the property Display New Row
on Entry? to “when no rows found”.

Another way to implement this behavior is to override the executeQueryForCollection
method in your ViewObjectImpl class as follows:

protected woid execute(ueryForCollection(Object Object,
Object[] bindParams, int 1)
{
super . executelueryForCollection(0bject, bhindParams, i):
if (getEstimatedRowCount()==0)
{
Row row = createR!:\w(],:
insertRow|row) ;
row. setNeyRowitate (Row, STATHS INTTIALIZED ;

The difference is that with this approach, any default values you have set in the
JHeadstart Application Definition Editor, are not applied. Note however that you can
add custom Java code to the create method of an entity object to add (complex)
defaulting logic.

8.1.4. Allowing the User to Insert Data in a Table Page

JHeadstart Developer’s Guide

If the Multi-Row Insert Allowed checkbox is checked an iconic add Row button is
generated in the header of the table. To quickly create new rows based on data of existing
rows, you can check the Show Duplicate Row Button checkbox. An iconic button to
duplicate a row is then generated in the first column of each row.

Action =+ View = Format @ B =& Detach

| * DepartrmentId |* CepartrnentMarne |

Jr—
10 Adrninistr ation
z0 Marketing
30 Purchasing
40 Hurnan Resources

The same options are added to the Action drop down menu.

W Wiew + Format - + % ﬁ' Detach
|

artrnentId |* CepartmentMarne

P Add Row 10 Administration
B Duplicate Rov 20 Marketing

3£ Delete Row At Purchasing

L 3 A Hurman Resources

And the duplicate row function is also available on the popup menu accessible through a
right-mouse-click on a row.
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Ackion -

View = Format « “H' %

* DepartmentId |* Departmen
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8.2. Enabling Update Operation

Use properties Single-Row Update Allowed? and Multi-Row Update Allowed? to
allow updates in respectively form layouts and table layouts.

Which items will be updateable or not depends on the Update Allowed property of an
item. This property can be used to make items read only, always updateable, or
updateable in a new row.

[=] Operations

Disabled?
=1 ¥alidation

Required?
while_nok_new

Yalidator Binding

The Update Allowed property is a combo box, you can choose one of the options from
the drop down list, and you can also enter a boolean JSF EL Expression.
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8.3. Enabling Delete Operation

Use properties Single-Row delete allowed? and Multi-Row delete allowed? to allow
deletes in respectively form layouts and table layouts.

The JHeadstart Application Generator generates an iconic Delete button on a single row
page, and the same iconic button in each row of a table where delete is allowed.

&R Qrzinel B | [HK) zave | cancel |

Ackion = Wiew =  Format - "i‘ ﬁ fj' Detach

| * DepartmentId |* Departmentharme |

10 Adrminiskration

20 Marketing

30 Purchasing

40 Hurnan Resources
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8.4. Conditionally Enabling Insert, Update an Delete

The previous sections explained how to enable or disable insert, update and delete
functionally for the group, regardless of user roles and permissions or the actual data.

To conditionally enable insert, update and delete operations you can use the Insert
Allowed EL Expression, Update Allowed EL Expression and Delete Allowed EL
Expression. These properties are available both on the Service-level and on Group level.
On service-level, you will typically use them in combination with permission-based
access control. See chapter 10 “ Application Security”, section “Restricting Group And
Item Operations based on Authorization Information” for more information.

On the group level you can refer to user roles, and you can make the operation enabled
based on the actual data shown on the page.

For example, if you have a business rule which specifies that users in the
HR_ASSSISTANT role can only delete job PU_CLERK and that HR_MANAGERS can
delete all jobs, then you can specify the following DeleteAllowed EL Expression to
implement this rule:

#{jhsUserRoles[ ‘HR MANAGERS’] or (jhsUserRoles[‘HR ASSISTANT’] and
bindings.JobsJobId.inputValue=="PU CLERK’) }
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8.5. Runtime Implementation of Transactional Behaviors

8.5.1. Multi-Row Insert

To implement insert operations in a table, JHeadstart uses the class
oracle.jheadstart.controller.jsf.bean.TableBean. The corresponding managed bean
definition looks like this:

<managed-bean-
<managed-bean-name>Depar tmentsTable: /managed-bean-name>
<managed-bean-class-oracle. jheadstart. controller. jsf. bhean. Tabl eBeran< /managed-bean-class-
<managed-bean-scope>pageFlow: /managed-bean-scope’-
<managed-property>-
<property-name-name /property-name:-
<raluexDepartmentsTabled fraluel:
< /managed-property:-
<managed-property-
<property-name>rangeBindingExpr< /property-name>
<walue=#{'#{hindings.DepartwentsTable!l ' 1< fralue-
< /managed-property-
<managed-property>-
<property-name>-defaul t¥aluesBean< /property-name-
<vraluesx#{pageFlowicope.Departmentslefaul tValues < /fraluel:
< /managed-property:-
<managed-property-
<property-name:-focusltenld: /‘property-name:-
<waluexDepartmentshepartnentId- /fralue- I

< /managed-property-
< /managed-hean:

As you can see, the generic TableBean class is configured for specific usage in the
DepartmentsTable using managed property settings.

When the user clicks the iconic Add Row button, the addRow method in this managed
bean is called. This method performs the folllowing functionality:

e Creates the new row

e Applies any default values if a default values bean is injected as managed
property. This is the case when the Default Display Value property for one or
more items in the group is set.

e Discloses the row when the table is generated with property Table Overflow
Style set to Inline. Note that this only works when the row has an auto-generated
primary key attribute that is assigned in the create () method of the entity
object. Otherwise, the key of the row is not yet known and the row cannot be
disclosed.

e Sets the row as selected in the table.

e Puts the input focus on the first input item of the row.

Reference: See the Javadoc or source of TableBean.
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8.5.2. Single-Row Insert

To implement insert operations in form layout, JHeadstart uses the class
oracle.jheadstart.controller.jsf.bean.CreateRowBean. The corresponding managed
bean definition looks like this:

<managed-hean>
<managed-hean-name>Createlepartnentss /managed-bean-name:
<managed-hean-class>oracle. jheadstart. controller. jsf.hean. CreateRovBeans /managed-hean-classs:
“managed-hean-scope-reque st manaied-hean-scope-
<managed-property>-
<property-name:createBinding /property-name:
<raluex#/bindings. Createlepartments < fralue>
< /managed-property-
<managed-property:-
<property-name-defaul t¥aluesEean: /property-name:-
<valuex#{pageFlowicope.epartnentsbefault¥alues < fvalue>
< /managed-property:
< /managed-hean:-

The execute method in this bean is executed when the iconic ‘New ..." button is pressed.

The execute method in the CreateRowBean first creates the new row using the Create
binding in the page definition, then checks whether a default values managed bean is set
as managed property. When such a bean is found, the applyDefaultvalues () method is
called on this bean.

Finally, it populates the createModes managed bean Hashmap with an entry with the
create action binding name as the key and Boolean. TRUE as the value. This entry causes
the page to be rendered in insert mode. See also chapter 5 “Generating Page Layouts”
section “Create/Update Mode”.

Reference: See the Javadoc or source of CreateRowBean

8.5.3. Single-Row and Multi-Row Delete
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To implement delete operations in form and table layout, JHeadstart uses the class
oracle.jheadstart.controller.jsf.bean.DeleteRowBean. The Corresponding managed
bean definition looks like this:

<managed-bean>-
<managed-bean-name-Deletelepar tnents< /managed-hean-name:-
<managed-bean-class>oracle. jheadstart.controller. jsf.bean.DeleteRowBeans /managed-bean-class’
“managed-bean-scopertedques t< /managed-hean-scope
<managed-property:-
<property-name>deleteBinding /‘property-name-
<value-#{bhindings.Deletelepartnents < /raluel-
< /managed-propexqty>
Qnanaged—properg‘p
<property-name>-connitbean: /property-name-
<raluex#{jhaComnit}< /value-
< /managed-property-
< /managed-bean-

The execute method in this bean is executed when the iconic ‘Delete’ button is pressed.
The execute method first passivates the state of the application module, then it deletes the
row, and then it calls the execute () method on the injected jhsCommit bean (see section
“Commit Handling”). The passivation of Application Module state is needed so we can
restore the deleted row in ADF BC when the actual database commit fails.
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Reference: See the Javadoc or source of DeleteRowBean

8.5.4. Commit Handling

To implement commit operations, JHeadstart uses the class
oracle.jheadstart.controller.jsf.bean.CommitBean. The corresponding managed bean
definition looks like this:

<manafed-bean id="__ 407>
<managed-hean-name id="__ 41"=Favelepartuents< /managed-hean-name:>
<managed-bean-class id="__ 42":oracle.jheadatart.controller. jsf.bean. Conni tEeans /managed-bean-class:
<manaffed-hean-scope id="_ 43">redquest /managed-hean-scope>
<managed-property id="_ 44"
<property-name id="__ 45">commitBindings /property-name:
<ralue id="  46":#/bindings.Conuit}< ralues-
< /managed-property-
<managed-property id="_ 47"
<property-name id="__ 458"-auccesslutcone /property-name-
<walue id="__ 49"=Commit< /ralue-
< /manayged-property-
< /managed -hean: T

The execute () method in this bean is executed when the ‘Save’ button is pressed, or
when called from another bean like the DeleteRowBean. The execute () method
performs the following:

e When the user tries to save data without having made any changes, he gets a ‘No
changes to save message’ (JHS-00101). JHeadstart checks the state of the
application module to determine whether there are outstanding changes. The
message is added to the JSF message stack.

e When the commit succeeds, a “Transaction completed” message (JHS-00100) is
added to the JSF message stack.

e When the commit fails, the passivated state of the application module is activated
again to bring back any rows that might already have been removed from the
corresponding ViewObject iterator, when the Commit failed because of a
database error.

8.5.4.1. Add Commit Behavior to a Custom Button

If you want to perform the same Commit handling on a custom button item that invokes
a business method using the Method Call property, you can set the Action property to
call the commit bean as follows:

#{SaveDepartments.execute}

If you want to have a customized transaction completed message, you can create a
custom managed bean based on the CommitBean and set the
transactionCompletedMessageKey property to the resource bundle key of your
custom message. Then in the Action property, specify the execute method of this custom
managed bean.

Alternatively, if you want to add commit behavior inside a custom managed bean

method, you can add code like this (substitute SaveDepartments with the name of your
generated task flow commit bean):
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CommitBean cb =
(CommitBean) JsfUtils.getExpressionValue ("SaveDepartments") ;
cb.execute () ;

If you want to override the JHS-00100 and JHS-00101 message for this specific button,
you can call methods to set another message key, or to set the message key to null to
prevent a message being displayed alltogether.

CommitBean cb =

(CommitBean) JsfUtils.getExpressionValue ("SaveDepartments") ;
cb.setNoChangesMessageKey (null) ;
cb.setTransactionCompletedMessageKey ("ACM-00004") ;
cb.execute () ;

See chapter 12, section 12.5.5 for more info on adding custom managed beans to
JHeadstart-generated group task flows.

Reference: See the Javadoc or source of CommitBean.

8.5.5. Rollback Handling
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To implement rollback operations, JHeadstart uses the class
oracle.jheadstart.controller.jsf.bean.RollbackBean. The Corresponding managed bean
definition looks like this:

<managed-hean> 1
<managed-hean-name> jhsRollback< /managed-hean-name>
<managed-hean-class>oracle,. jheadstart.controller. jsf.bean.RollbackBean< /managed-hean-class>
<managed-hean-scope>redquest< /managed-bhean-scope:
<managed-property:
<property-namexrollbackEinding< /property-name:
<ralue>#{bindings.Rollbackl< /ralues:

< /managed-property>

<managed-property:
<property-name:successlutcone< /property-name:
<value:Cancel /ralues-

< /managed-property:-

< /managed-hean-

The execute () method in this bean is executed when the ‘Cancel’” button is pressed, or
when called from another bean like the PendingChangesBean. The execute () method
simply executes the rollback binding.

Since the name of the Rollback binding is the same in all page defnitions, the jhsRollback
bean is only generated in JhsCommon-beans.xml. If you want to change the rollback
behavior in your whole application, you can create a subclass of the RollbackBean and
make a custom template for JhsCommonBeans.vm and change the managed bean class to
the name of your subclass.

If you want to change rollback behavior in one specific task flow, you can add a custom
managed bean by the same name (“jhsRollback”) to the taskflow. The ADF Controller
will first look for the request-scoped bean within the bounded taskflow, if not found, it
will use the “default” jhsRollback bean defined in JhsCommon-beans.xml.

See chapter 12, section 12.5.5 for more info on adding custom managed beans to
JHeadstart-generated group task flows.

Generating Transactional Behaviors 8 - 11



Reference: See the Javadoc or source of Rol1lbackBean.
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CHAPTER

Creating Menu Structures

JHeadstart supports two styles of creating menus:

e astatic menu structure defined in XML format, generated based on the service
and group structure of the application definition

e adynamic menu structure which is table-driven, and can be configured at
runtime using menu administration screens

Both menu styles define the structure of the menu; the page template associated with a
page will determine the actual layout of the menu. In this chapter, we will explain the two
ways of creating a menu structure and how you can change the layout of the menu.

In the last paragraph, we will discuss the use of dynamic tabs that can be opened when
clicking on a menu entry to create a multi-tasking user interface.

JHeadstart Developer’s Guide Generating Menu Structures 9 -1



9.1. Static Menu Structure

9 - 2 Generating Menu Structures

By default, JHeadstart generates a static menu structure that reflects the structure of the
services and groups as defined in the application definition. This static menu structure
uses the Trinidad XML Menu Model facility. The XML Menu Model defines the menu
hierarchy structure in one or more XML files. A managed bean that uses the class
org.apache.myfaces.trinidad.model. XmIMenuModel, or a subclass, gets this XML Menu
Model injected through a managed property named “source”.

Create a Page Hierarchy.
http://download.oracle.com/docs/cd/E12839 01/web.1111/b31973/af navigate.htm -
CACIABAD

@ ADF Web User Interface Developer's Guide. Section 17.5 Using a Menu Model to

At application level, you can set the folowing properties to configure menu generation:

[=] Menu Settings

Allow Runkirne Cuskomization of Menu? * O

Fook Menu Madel File * IWEE-IMF renu_rook, xml

Generake Root Menu Model File? *

Content First-Level Menu Tabs * |Base groups current service [\. -
Security Al services N

Base groups current service

[=] Java

Checking the Allow Runtime Customization Menu? Checkbox, will generate the
dynamic, table-driven menu as discussed in the next section.

If you leave this checkbox unchecked, JHeadstart will generate a static menu structure.
The Content First-Level Menu Tabs property determines which menu level is shown
where:

e When set to its default of “Base groups current service”, then in the upper-right
corner, also called the “menu global” area, menu items to switch services and to
go to the home page will be generated, and the first level menu tabs will show
the groups of the current service, as shown in the picture below:

OQAC'_E' JHeadstart Demo Home | HRService | Security Administration

Employees Departments Locations Regions

e  When set to “All Services”, the first level tabs will show the services and the
home page, and second-level tabs will show the groups within the service, as
shown in the picture below.

ORACLE JHeadstart Demo

Horne HRService Security Administration

Emplovess | Departments | Jobs | Locations T : | Regions

e  When set to “All base groups”, the first level tabs will show a merged view of all
groups across all services, as shown in the picture below.
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ORACLE" JHeadstart Demo

Employees Departments Locations Countries Regions Permissions

The Tabname property of a group determines the label of the menu tab. When you check
the application-level checkbox Generate NLS-enabled prompts and tabs?, the label of
the menu option will be read from a resource bundle, with the value of the Tabname
property used as default. See the section on Internationalization for more info on multi-
language support.

9.1.1. Preventing Generation of a Menu Tab

If you do not want a menu entry to be generated for a given group, you can uncheck the
group-level property Generate Menu Entry for this group.

[=] Customization Settings

Add Menu Entry For this Groopy *

Note that this property is only visible when you have switched the Application Definition
Editor to expert mode

9.1.2. Customizing the Static Menu Structure

To understand how to customize the menu structure, it is useful to understand what files
JHeadstart generates for you:

¢ aRoot XML Menu as specified in the Root Menu Model File property. This file
contains the home page item node, and references to all the service-level menu
beans

¢ A managed bean “RootMenu” in JhsCommon-beans.xml which gets this Root
XML Menu Model injected. This RootMenu bean is passed as an attribute to the
page template of each page, causing the menu to render.

e For each service, an XML menu model file is generated as specified in the
service-level property Menu Model File.

[=] Menu Settings

Menu Model File IWEB-IMF menu-hrservice, xml
menerate Menu Model File? *
Menu Tikle

This XML file defines the list of base groups as menu items.

e For each service, a ‘[ServiceName]Menu’ managed bean is generated which gets
the service XML Menu Model injected

If you want to change this generated menu structure, you can simply modify the
generated XML files and uncheck the Generate Menu Model File checkbox. For
example, we want to divide all base groups within the HR Service within two submenu’s
“People Management” and “Geographical Management” as shown below.
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People Management ' Geographical Management

Employees | Departments | Jobs

To do this, we can change the menu-hrservice.xml and group the items within two
groupNode elements as shown below:

<rxml version="1.0" encoding="windows-1252" =
<menu xnlns="http://myfaces.apache.org/trinidad/menu'>
<groupHode id="HRService’ idref="hr"
rendered="#{jhsUserRoles[ 'HR3ervice']}™ label="HR3ervice™>
<groupHode id="hr" idref="EnployeesMI"” label="People Management'>
<itemflode id="EmployeesMI” label="Enployees" action="uishell:Employeesz"
focusViewId="Euployees" rendered="#/ihsUserFolezs[ 'Enployees' 11"/
<itemflode id="DepartmentsMI" label="Departmentsz"™
action="uizhell:Departments” focusViewId="Departuents"
rendered="#{jhsUserFoles[ 'Departments' ]} /=
<itemflode id="JohsMI" label="Jobs"™ action="uishell:Jobs" focusViewId="Johz'
rendered="#{jhsUzerRoles[ 'Johs' 11" /=
< /groupHode-
<groupHode id="geo™ idref="LocationsMI"™ lahel="Geographical Management >
Zitemfode id="LocationsMI™ label="Locations" action="uishell:Locations"
foousViewId="Locations” rendered="#/ihsUserRoles['Locations']}"/ 0
Zitemflode id="CountriesMI™ label="Countries” action="uishell:Countries"
foousViewId="Countries” rendered="#/ihsUserRoles['Countries']}"/ >
<itemflode 1d="FegionsMI" label="Regions" action="uishell:Regionz"
foousViewId="Regionzs" rendered="#{JhsUaerRoles[ 'Regions']}" />
< /groupHode-
< /groupHode>
< /MEn

9.1.3. Using a Static Menu Tree Layout

If you want to show the menu structure in a tree layout, you can simply switch the
application-level Page Template to “JhsTreeMenuPageTemplate.jspx”. The tree
menu will look like this:

ORACLE JHead

Home!|
= HRService
Employees
Departrents
Jobs
Locations
Countries
Reqions
(=] Security Administration
Users
Roles
Permissions

9.1.4. Customizing the Static Menu Layout

The XML Menu Model can be rendered using the <af:navigationPane/> element
and the <af:tree/> element (as used in the previous section). The default JHeadstart
Page template uses the <af:navigationPane/> element. The value property of this
element can reference a managed bean that uses the XMLMenuModel class, as do the
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RootMenu bean and service-level menu beans generated by JHeadstart. The level
property of the navigationPane determines which level in the XML menu structure will
be rendered. It will then stamp out the menu items for that level, with the layout as set in
the hint property. The allowable values for the hint property are: bar, buttons, choice,
list and tabs. The default JHeadstart page template uses buttons for the global menu,
tabs for the first level menu, and bar for the second-level menu.

To change the layout hint used by the navigation panes, you can create your own custom
page template, and set the application-level template to the name of your custom page
template. If you use a layout hint that shows a specific level of menu items vertically, you
probably want to display them at the left of the actual page content instead of at the top.

If you base your custom template on the the JhsTreeMenuPageTemplate, this can be
achieved by replacing the af:panelCollection (which contains the af:tree) with the
navigation pane. Setting the hint property to list will result in a menu level displayed
like this:

ORACLE JHe

@ Employess
@ Departments
@ Jabs

@ Locations

@ Countries

@ Reqions
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9.2. Dynamic Menu Structure

Although the static menu structure can easily be changed, it requires application
developers to change the menu XML files. If you do not want to depend on application
developers to change the menu structure, then you should use the dynamic menu that
can be configured and customized at runtime by a system administrator. JHeadstart uses
a set of database tables to support these dynamic menus. The structure of these tables is

shown below.
i JHS_MODULES i JHS_MENU_TEMS
D : NUMBER{*, 0} ID : NUMBER({*, 0)
LABEL_TRANSLATION_KEY : VARCHARZ DISABLED_EXPR : VARCHAR2(30)
ABEL : WARCHARZ(E0) . |MAME: VARCHARZ(5D)
MAME ; VARCHARZ(G0) LABEL_TRANSLATION_KEY : VARCHARZ(50)
ORG_KEY : VARCHAR2(30) 1 LAUNCHING_GROUP_NAME : VARCHAR2(BD)
UIS_D : NUMBER{*, 0 JSF_ACTION ; WVARCHAR2(S0)
DISPLAY _SEQUENCE : NUMBER(3, 0) IFRAME_URL : VARCHAR2(240)
ROLES : VARCHAR2{240) ROLES : VARCHAR2{240)
RENDERED_EXPR : VARCHAR2(240)
- LABEL ; VARCHAR2(50)
MDE_|D : NUMBER(*, 0) .
o1 MIM_ID ; NUMBER(*, 0

B JHE USER INTERFACE SKING DISPLAY _SEQLIENCE : NUMBER(3, 0)

ID : MUMBER(*, 0}

HEADER_IMAGET : VARCHAR2(50) [on
MAME : VARCHAR2(30)

HEADER_IMAGE? : VARCHARZ(E0)

ADF_FACES_SKIM : VARCHAR2(30)

IND_DEFALLT : VARCHAR2{1)

ORG_KEY : VARCHAR2(30)

The top level of the menu structure is defined by so-called modules. A module can be
seen as a logical subsystem of your application, and will often match with a service
defined in one application definition, but this is not required. Each module has a nested
structure of menu items. A menu item can simply launch the first page of a group as
defined in an application definition file, but you can also specify a custom JSF Navigation
action. You can also associate a user interface skin with a module; this allows you to
support multiple user interface skins depending on the currently selected module.

In the next sections we will explain how you can enable your application to use a
dynamic menu structure.

9.2.1. Creating the Database Tables

Before you can start using dynamic menus, you need to create the above table structure
in your own application database schema. You can do this by running the script
JhsModelCreate.sql against the database connection of your application schema. This
script is located in the scripts directory of your ViewController project. If you don’t see
the scripts directory, make sure you check the “Group By Directory” option in the
projects toolbar of the Application Navigator.
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hrz5
Frojects
Model
=1-[53] WiswCantraller
l:l Application Sources
EIl:l Resources
: B[] templates
EID scripks
P @ JhsMadelCreate, sgl

- = | [ &8 -afinay
Bl & - = B

v Group by Directory
Sort by Type k
Package Level [
web Content: Lewel

Shows Libraries
v Group by Category

v Group Related Files

‘ El JhsModelDrop. sql .

D properties =

E||:| Web Content =l
[T public_hml

=

You can right-mouse-click on the JhsModelCreate.sql, then choose Run in SQL*Plus, and
then the database connection you want to run the script in.

Attention: We recommend installing the JHeadstart tables in the same schema
as your own application tables. If you nevertheless prefer to install the
JHeadstart tables in a different database schema, then you need to ensure that
your application schema has full access to the JHeadstart tables and synonyms
with the same name as the table name. This is required because the JHeadstart
runtime accesses the database tables through View Object usages defined in
application module JhsModelService. When generating your application
while using one or more of the table-driven features, this JasModelService
application module is added as a nested usage to your own application
module, thereby “inheriting” the database connection of its parent application
module.

=

Attention: The JhsModelCreate.sql script creates database tables for all table-
driven JHeadstart runtime features. Additional tables for flex items,
translations and security are also created. If you do not plan to use these other
features you can create your own script that only creates the above tables, and
the JHS_SEQ sequence that is used to populate the ID column in these tables.

9.2.2. Enabling Dynamic Menus
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To enable your application for use of dynamic menus, the first thing to do, is to check the
application-level checkbox Allow Runtime Customization of Menu?.

9.2.2.1. Running the JHeadstart Application Generator

When you now run the JHeadstart Application Generator again, the following happens to
enable dynamic menus:

e All ADF Business Components included in the JHeadstart Runtime library are
imported into your Model Project, and the ThsModelService application
module, is added as a nested usage to your own application module. The
JhsModelService includes View Object Usages that insert, update, delete and
query the underlying database tables needed for the dynamic menu. Note that
by creating JhsModelService as a nested application module, it will inherit the
database connection of the parent application module.
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ﬁHRService.Hml

General

Data Model
Java

EJE Session Bean

Configurations

[= Application Module Instances

The application module may access the objects and code from each of the application module instances.

Available:

Selecked:

K3 oracle.br,model, Madel
EI@ oracle,hr, model,entities
C @ <Empky =

[{fil oracle.hr.madel queries

[{fil oracle.hr.model service
[{fil oracle.jheadstart. model, adfbe. Flex, entity

[ifll oracle.jheadstart. model, adfbe. Flex, query
[l oracle.jheadstart.model, adfbe. menu, entity
[ [l oracle. jheadstart.model, adfbe. renu. guery

JhsModelervice

Mew App Module Instance:

e  An additional Service Definition file, named MenuAdminService.xml is
generated. Click Save All after running the JAG and then in the JHeadstart
Application Definition editor, select the application level node, and click the
synchronize button in the toolbar to see the new MenuAdminService.

- 2@ 5 =

&

=

(-
(-
-
(-

- [y HRService
= [ MenuAdmingervice

E2 hsModulesTree

-3 Items
EI Regions .
- Detail groups
=-E5 JhsRootMenultemsTree
-3 Items
t -[Z1 Regions
- Detail groups
fi-[E5 JhsChildMerultemsTres

E3] JhsModules

&5 JhsMenultems

B2 UserInterfaceskins
5] MenuTranslationLov
1 Domains

This service definition is only generated when it does not exist yet, so after it has
been generated, you can make any changes you want using the Application
Definition Editor, without loosing these changes when you regenerate your
“own” service definition. Note that like every other Service Definition, the Menu
Admin service is treated as another module in your application: the generated
SQL script DynamicMenuDataMenuAdminService.sql has inserted a row in
JHS_MODULES, and rows in JHS_MENU_ITEMS for all level 1 and level 2
groups.
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e A SQL Script named DynamicMenuDataServiceName.sql is generated and
executed against the default database connection of your ADF Business
Components project. This script inserts one row in the JHS_ MODULES table
for the service, and multiple rows in the JHS_MENU_ITEMS table for each
top-level group and second-level group defined in the Application Definition.
This SQL script is just created to provide you with a default menu structure
that you can use to test your application. Note that if you do not want the JAG
to auto-execute the script, you can uncheck the service-level checkbox “Run
Generated SQL Scripts?”

Projects Al V-

-3 YiewConkroller

{_:I Application Sources

EID Resources
-] templates
Eﬁ srripks
- @ DynamicienuDataHR Service, sqgl
@ DynamicMenuDataMenudminService. sql

: @ JhsModelDrop. sql
=[] properties

G HRServiceServiceDefiniton, xml

5 Finition,xm
5@ MenuAdminservice. xml
B[] WET Lortert .

e A module-switcher drop-down list is generated in the global buttons area of
the page. This drop-down list allows you to switch modules in your
application, which causes a different menu structure to be displayed as well:
the menu items defined for the selected module.

9.2.3. Defining the Menu Structure At Runtime
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You are now ready to run the generated application, and change/define the menu
structure at runtime. If you start the application again, you will notice that the menu
structure is quite similar to the static menu structure.

ORACLE' JHeadstart Demo Home Module

L)
Countries Reqions Locations Emplovees Departments

This is because the generated SQL script that inserts rows in the JHS_MODULES and
JHS_MENU_ITEMS tables generates entries using the same algorithm as used for the
static menu structure. Now, using the module drop down list, we can navigate to the
MenuAdmin module, and change the menu structure anyway we want.

For example, within the HRService, lets create only two top-level menu entries “People
Management” with Employees, Departments and Jobs as level-two menu entries, and
“Geographica Management”, with Regions, Countries and Locations underneath. We can
do this by creating new menu items directly under the HRService, and making the
appropriate new menu item the parent menu item of the existing first-level menu items,
effectively changing them into level-two menu entries. The new structure will look like
this:
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Menu Structure " User Interface Skins

Wig

Edit Menu Ikem Emplayess

=l HRSarvice
= PeopleManagement
Employees!
Depattrents

* Display Sequence
* Mame

* Module

Edit Menu Item Employees

4
Emplayees

HRService -

Johs
= GeographicalManagement
Counkrigs
Regions
Locations
MenuAdminService

Parent Menu Ikem
* Label

PeopleManagement bt
Employees
Label Translation Key

Now, if you navigate back to the HR Service using the module drop down list, the menu
will look like this:

| D

ORACLE" JHeadstart Demo

People Management ' Geographical Management

Employees | Departments | Jobs

9.2.4. Using a Dynamic Menu Tree Layout

If you want to show the dynamic menu structure in a tree layout, you can simply switch
the application-level Page Template to “JhsTreeMenuPageTemplate.jspx”.

9.2.5. Linking a User Interface Skin to a Module

If you have the requirement to render each module within your application with a
different look and feel, then you can accomplish this by defining so-called User Interface
Skins, and link such a skin to a module. You can define a skin through the Menu
Administration service.

User Interface Skins

Menu Structure

Iser Interface Skins = Edit User Intetface Skin Rich

Enter New User Interface Skin

*Mame | MyCompary
* ADF Faces Skin | myCustomSkin
Header Image 1 | fjheadstart fimages HeadstartLogo, gif|
Headet Image 2

Defaulk Skin? ]

A JHeadstart User Interface Skin integrates with the ADF Faces Skinning feature as
shown in the above screen shot. The value of the ADF Faces Skin property must be a
value that exists in the adf-faces-skins.xml file, located in web.xml.

Web Link: More information about using ADF Faces Skinning and creating your own
@ skin can be found in chapter 20 Customizing the Appearance Using Styles and Skins of
the the Web User Interface Developers Guide for ADF:
http://download.oracle.com/docs/cd/E17904 01/web.1111/b31973/af_skin.htm#BAJF
EFCJ

If you have defined one or more user interface skins, you can associate a skin with a
module.
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Wiew ~

=l HRService
=l PeopleManagement
Emplovees
Departments
Jobs
[=] GeographicalManag
Countries
Regions
Locations
MenuadminService

Edit Module HR.Service

Menu Structure ™ User Interface Skins

Edit Module HRService
* Display Sequence |1
*Mame | HRService
*Label | HRService

Label Translation Key

User Interface Skin

Roles

Rich
simple

Now, to enable this dynamic skin switching based on the currently selected module, you
need to make a change in trinidad-config.xml, to configure ADF Faces to read the skin to
use from the jhsDynamicMenu.currentUISkin managed bean property:

trinidad—cunﬁg.uml

Iﬁ'
b,

$4)

k /trinidad-config>

<fxml version="1.0" encoding="windows-1252" -
[Fl <trinidad-config xmlna="http: //myfacea. apache. org/trinidad/config™s

<gkin-family:#{jhaDyrnaniclenu, currentUIskin < /skin-family:

Modules that do not have a skin specified continue to be rendered with the default oracle

skin.
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9.3. Using Dynamic Tabs when Opening a Menu Item

Regardless of using a static or dynamic menu structure, you can choose to use dynamic
tabs when clicking on a menu item. The menu itself is then displayed in tree layout, and
clicking a menu item opens a dynamic tab. Clicking another menu item will open another
tab, leaving the first tab open. By using dynamic tabs, you effectively create a multi-
tasking user interface within your ADF application. Each tab has its own transaction, so a
user can temporarily switch to another tab, and then return to his original task by going

back to the first tab.

7 HRService Jobs
Employees Filter By | JobId w @ Advanced Search
Departments
Regions Action = View = Format - “H‘ Freeze d‘ Detach
Locations = = - .
Countries JabId JahbTiHe

A8 nD_PrRES President

' Menu Administration A RED  [ap wp Administration Yice President

Menu Skruckture
FRED  [ap_assT Administration Assistant

User Interface Skins
A o [EI=)

JHeadstart provides full support for this dynamic tabs user interface pattern, including:

¢ A dynamic tabs page template that works with both an XMLMenuModel based
tree menu, as well as the dynamic table-driven tree menu.

e AJSF phase listener that will automatically mark the current tab dirty, showing
the tab label in italics, if there are pending changes in the tab task flow

¢ The option to initially display one or more dynamic tabs at application start-up

e The option to launch an additional dynamic tab within a group task flow
displayed under the current dynamic tab.

e A tab unique identifier that will be used to re-select an already open tab if the
user clicks a menu item or other button that launches the tab.

e The option to close a tab through the close icon on the tab, or through some
command action in the task flow that closes the current tab. You can also
configure a tab to not being closeable.

The next sections will describe these features in more detail.

9.3.1. Enabling Dynamic Tabs

You enable dynamic tabs by setting the application-level Page Template property to
/common/pageTemplates/JhsDynamicTabsPageTemplate.jspx.

Since each task flow displayed under a tab must have its own transaction scope, you also
need to set the application-level property Data Control Scope to isolated.
Furthermore, all tab task flows are displayed as a region, so you cannot use dynamic tabs
in combination with stand-alone pages. So make sure you leave the application-level
property Default group Usage to its recommended default of Region with Page
Fragments. Since the dynamic tabs are managed at the UIShell page level, you also
should leave the property Default group Region Access to its recommended default of
Common UI Shell Page.
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If you have created your own customized dynamic tabs page template, and have set the
Page Template property to your custom page template, you can still use the dynamic tabs
functionality. In this case you need to check the application property Use Dynamic
Tabs?.

9.3.2. Marking the Current Tab Dirty

If you made changes to the data displayed within a dynamic tab, than the moment a
request is send to the server, ths tab will be marked dirty which results in the tab label
being displayed in italics.

T op CCHETET

Jobs

Filter Ev | JobId W Close Tab @ Advanced Search

Action = View =  Formak = ”ﬂ' Freeze d‘ Detach = Wi
|* JobId |* JohTitle
AR Tap rrES MyPresident

In addition, if you close a tab that is marked dirty, you will get a dialog that warns you
about pending changes that might be lost.

Jobs
Filker By | JobId b @ Advanced Search
Alert for Unsaved Changes <]

‘fou have unsaved changes that will be losk when wou close the tab, do wou want ko continue?

Yes M'
YW LT il

AR [ap assT Administration Assistant 300

The functionality to mark the current tab dirty is implemented in faces-config.xml,
where the Jheadstart Phase Listener is configured that performs this functionality.

<faces-confiyg xmlns="htcp: //java.sun. con/J5F/Confiquracion -
<1ifecycle>-
<phase-listener>oracle. jheadstart.controller. jsf.listener.JhsPhaselisteners /phase-listener:>
</1ifecycle:-

So, if you want to switch off this functionality for whatever reason, you create a custom
template for facesConfig.vmand comment out the lines that generated the phase
listener. See chapter 12 Customizing Generator Output for more information on using
custom templates.

9.3.3. Displaying Initial Tabs at Startup

You can also choose to display one or more dynamic tabs at application start up, for
example tabs that allow you to work with the key domain objects of your application. To
initially display a dynamic tab with a group task flow, you check the group-level
property Show as Initial Dynamic Tab?. If you do this, you still have the option to show
a menu entry for this tab. If you don't want the menu option to appear, you can uncheck

JHeadstart Developer’s Guide Generating Menu Structures 9 - 13



the group property Add Menu Entry for this Group?. If you do this, the initial tab will
not be closeable anymore, as there is no menu item anymore to re-open it.

9.3.4. Launching a New Tab from the Current Tab Task Flow
A common user interface pattern in combination with dynamic tabs is a search task flow

that displays search results of some key domain object in a table, and then opening a new
tab to work with one of the rows from the search result, as shown below.

Search Employees ob i ployee 0 d ployee pld

Employees
Filker Bv | LastMame W ﬂ Advanced Search
Action = Wiew - at - Freezg-#2 Detach Wrap
| Ernploye it sk arme |Lastr'-lame |Email
& 100 Steven King SKING
/ 101 Meena kaochhar MECCHHAR,
102 Lex [ Haan LDEHAAN
& 103 Alexander Hunald AHUMOLD
104 Eruce Ernst BERMST

JHeadstart fully supports this pattern. You can create a link, or iconic button that
launches another group in a new dynamic tab. For detailed steps on how to implement
this pattern see chapter 6 section 6.14 "Navigating Context-Sensitive to a group task Flow
(Deep Linking)"

9.3.5. Closing a Dynamic Tab

You can close a tab by clicking on the close icon of the tab. A tab of a group that has
property Show as Initial Dynamic Tab? checked and property Add Menu Entry for this
Group? unchecked is not closeable, as there is no menu item to re-open it.

You can also close the current tab from within the group task flow displayed in the tab.
This is useful if there is a clear last step that when performed by the end user should close
the tab. To generate a button that closes the tab, you can define an unbound item in the
group with the Display Type property set to a value that renders as an (iconic) button or
hyperlink Then, set the Action property of the item to CloseCurrentTab. You can set
the Action Listener property to a custom managed bean method that should be executed
prior to closing the tab. If you conditionally want to close the current tab based on the
success of a last action performed, then set the Action property to a custom managed
bean method that conditionally returns the string CloseCurrentTab or null when the
tab should not be closed.

If you want to close the current tab when clicking one of the standard-generated buttons
like Save or Cancel, you can create a custom template to make sure the

CloseCurrentTab action outcome is used.

See chapter 12 "Customizing Generator Output" for more information on creating custom
templates and custom managed beans.
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CHAPTER

Application Security

pplication security in ADF web applications can be implemented at many levels:

implemented at many levels:

¢ In the browser by using the secure https protocol, and browser certificates.

¢ Inthe View and Controller tiers by restricting access to web pages, page
fragments, and bounded taskflows, by hiding UI controls that provide access to
unauthorized application functions, and/or by making Ul Input controls
updateable or read only based on user roles.

e Inthe ADF Model tier by using ADF Security to restrict access to page
definitions, and to executables, taskflows and bindings within the page
definition.

e In the Business Service tier by restricting read, insert and update access to ADF
Business Components.

e In the Database tier by restricting access to specific data objects, for example by
granting select, insert, update and delete privileges to users and user roles.
When all your application users connect to the database using the same database
user (the rule rather than the exception in browser-based applications), you can
use Oracle Row Level Security (RLS) and Oracle Virtual Private Database (VPD)
to implement access privileges.

This chapter explains the security features JHeadstart adds to standard ADF security.
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10.1. Understanding and Choosing Security Options with ADF and JHeadstart

The security features in ADF 11 have strongly improved over previous versions. Oracle
ADF Security is built on top of the Oracle Platform Security Services (OPSS) architecture,
which itself is well-integrated with Oracle WebLogic Server. While other security-aware
models exist that can handle user login and resource protection, Oracle ADF Security is
ideally suited to provide declarative, permission-based protection for ADF bounded task
flows, top-level web pages that use ADF bindings (pages that are not contained in a
bounded task flow), and at the lowest level of granularity, rows of data defined by ADF
entity objects and their attributes.

Developer’s Guide for ADF, chapter 30 Adding Security to a Fusion Web
Application:

http:/ /download.oracle.com/docs/cd/E17904 01/web.1111/b31974/add
ing_security.htm#BGBGJEAH

@ The remainder of this chapter assumes you are familiar with Fusion

In this paragraph we briefly discuss the various security settings you can make in the
JHeadstart Application Definition editor (at Application level). Subsequent paragraphs
explain in more detail what happen with each setting.

= Security
Authentication Type ADFI 184S
Authorization Type ADF/1AAS
Secure All Pages? *

Authorize Using Group Permissions? *

Role/Permission Prefix

Adrministrator Role ADMIN

User Role IJSER.

Insert Allowed EL Expression #4ihsUserRoles['$GROUP_MNAMES. create']t
Update Allowed EL Expression #4ihsUserRoles['$GROUP_MAMES . update'];
Delete Alowed EL Expression #4ihsUserRoles['$GROUP_MAMES. delete']}

10.1.1. Authentication and Authorization Type

We recommend setting the Authentication Type to ADF/JAAS. By using ADF/JAAS
you can leverage all of the standard ADF security features as explained in chapter 29 of
the Fusion Developer’s Guide, and it allows you to use the runtime customizations
supported by ADF Faces, like reordering table columns and adding saved searches.

If you need to secure application resources based on user roles, then also set the add
Authorization Type property to “ADF/JAAS’. You can then secure the ADF Security-
aware resources: bounded taskflows, page definitions of pages in the unbounded
taskflow, entity objects and entity object attributes.

If you want to generate your application with ADF/JAAS security settings, you first need

to run the ADF Security Wizard. If you forget this, you will get an error message upon
generation.
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The “custom” authentication option is intended for backwards compatibility. The
“custom” authentication option will use the JHeadstart security tables (or your own
security tables) to authenticate against.

Note that if you do want to authenticate against database tables, you can use a JAAS
Custom Login Module in combination with ADF/JAAS authentication. See the
documentation of your application server for more information on writing JAAS custom
login modules or using predefined login modules provided by the application server.

If you do not need to secure the ADF security-aware resources, but only want to
show/hide application functions based on user roles and/or group permissions (see
below), then set the Authorization Type to “custom”.

10.1.2. Secure All Pages
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If you check this option, you will get a login page when trying to access the application.

ORACLE JHeadstart Demo Home  [EB]

Please Login

* Usernare

* Password

Login

The application redirects to the login page using the “allPages” web resource collection in
the web.xml:

<zecurity-constraint’-
<weh-resource-collection>
<weh-resource-name-adfiuthentication Aeh-resource -name’-
<url-pattern:/adfiuthentication< /url-pattern:
= /weh-resource-collection-
<weh-resource-collection-
<aeh-resource -name-al 1 Fage s feh -resource -name’-
Zurl-pattern:/faces/* /url-pattern:
= /weh-resource-collection:-
<auth-constraint:
<role-namerwvalid-users< /role-name>
</auth-constraint:- .
</security-constraint>-

JHeadstart will add this allPages web resource collection if it is not already present. If
you uncheck this checkbox, you need to manually remove the “allPages” web resource
collection in the web.xml if present. This can happen when you ran the ADF security
wizard in “ ADF Authentication” mode, or you generated the application before with this
checkbox checked.

If you generate your application with this checkbox unchecked, then JHeadstart will

generate the page template with an additional “login”link and login popup that allows
the user to access the secure parts of the application.
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ORACLE" JHeadstart Demo Home Login @

Welcome to the JHeadstart Demo Application!

Please Login

* Username | SKING

* Password | sessssse

After the user logged in, all secured application functions the user has access to will be
displayed, as well as a log out link.

ORACLE" JHeadstart Demo Home HRService Security Administration Log Off E

[ s
HRService Security Administration

Welcome SKING to the JHeadstart Demo Application!

10.1.3. Authorize Using Group Permissions
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When you add security to your application, you need to check whether a user is
authorized to perform some application function. The most obvious choice is by checking
the user’s roles. This implies that you need to design the role structure of your
application upfront, and your application code will contain hard-coded role names to
perform the various security checks.

Once in production, administration of application security is limited to assigning the
proper roles to your application users. Although you might have defined the application
roles in database tables for easy administration, adding new roles requires changes to the
application code, adding hardcoded references to the new application role. In other
words, changing the security schema of your application always requires a new release of
your application code.

A more flexible approach is by using the concept of permissions. Each application function
you want to secure can be defined as a permission. A permission is granted to one or
more application roles, which in turn can be granted to one or more users. For example,
in the context of JHeadstart, you might think of the following group permissions:

e The “Jobs” permission provides access to the pages generated from the Jobs
group as defined in the Application Definition Editor. Without this permission,
the user will not see the Jobs menu entry, and will get an access denied error if he
tries to access the page by “hacking” the URL in the browser.

e The “Jobs.Create” permission determines whether the “New Job” button is
rendered.

e The “Jobs.Update” permission determines how the items on the Edit Job page
will be rendered: as read only when the user does not have a role with this
permission, or as updateable when the user does have this permission.

e The “Jobs.Delete” permission determines whether the “Delete Job” button is
rendered.
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By hardcoding permission names in application code, the security schema of your
application is fully configurable at runtime, new roles can be added and existing roles can
be deleted or changed by adding or removing permissions, without changes to the
application code. Adding new permissions still requires a new application code release,
but this release was needed anyway to add the new application function that is to be
secured by the new permission.

See section Restricting Access to Groups based on Authorization Information for more
information.

10.1.3.1. JHeadstart Group Permissions and ADF Resource Permissions

If you enabled ADF Authorization in the ADF Security wizard, you are already familiar
with the concept of permissions. For example, you can grant the view permission on a
bounded taskflow to a specific role. ADF resource permissions and JHeadstart group
permissions partly serve the same purposes, although there are some differences as well:

¢ Both ADF and JHeadstart permissions can be used to prevent access to a
bounded taskflow or page definition in an unbounded taskflow. When trying to
access an unauthorized resource, an error message is thrown.

e Both ADF and JHeadstart permissions can be used to hide application functions
(menu tabs, buttons, links, etc.) in the user interface that provide access to
unauthorized ADF resources.

e JHeadstart permissions can be used to switch off insert and/or update and/or
delete capabilities in a page. See section Restricting Group And Item Operations
based on Authorization Information for more info.

e JHeadstart uses database tables to store the permissions and the roles that have
grants to these permissions. Maintenance screens can easily be generated to
maintain the security information, as explained in the next section.

e ADF resource permissions and associated roles can be maintained through the
jazn-data.xml file at design time in JDeveloper. Once deployed, you can use tools
like Oracle Enterprise Manager to maintain security information. See chapter 29
of the Fusion Developers Guide for more information.
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10.2. JHeadstart Security Tables and Security Administration Screens

JHeadstart uses a set of database tables to support some of the security options discussed
in the previous paragraph. The structure of these tables is shown below.

[ JHS_USERS [E] JHS_USER_ROLE_GRANTS (5] JHS_ROLES

D NUMBER(*, 0) . |ID: NUMBER(*, 0) . |ID: NUMBER(", 0)
EMAIL_ADDRESS : VARCHAR2(240) L USR_ID : NUMBER(*, 0) L ORG_KEY : VARCHAR2(30)
USERMAME | wARCHARZ(240) 1 RLE_ID : NUMBER(*, 0) T | SHORT_NAME : VARCHAR2(10)
ORG_KEY : WARCHAR2(30) NAME :  ARCHAR2(40)

PASSWORD | WARCHARZ(240)
DISPLAY_MNAME : VARCHARZ(240)
LOCALE : WARCHAR2(10)

E JHS_PERMISSIONS

ID - NUMBER(*, 0) 7]  JHS_ROLE_PERMISSION_GRANTS
PMMN_TYPE : VARCHAR2(10) . |ID: MUMBER(*, 0)

MAME : WARCHARZ(GD) | PMN_ID : NUMEBER(*, O)

PMN_ID - NUMBER(*, 0) 1 RLE_ID : MUMBER(*, 0)

SERWICE_MNAME : " ARCHARZ(B0)

f9] JHS_USER_ROLE INFO

Depending on the security settings you have made, you will use all, some or none of the
above database objects:

e  When Authentication Type is set to “ADF/JAAS”, and Authorization Type is
set to “ADF/JAAS” and checkbox Authorize Using Group Permissions is
unchecked, then none of the above database objects is used.

¢  When Authentication Type is set to “Custom”, the JHS_USERS table is used to
authenticate the user.

¢  When Authorization Type is set to “Custom” or “ADF/JAAS and Custom”, the
JHS_USERS, JHS_USER_ROLE_GRANTS and JHS_ROLES tables are used

¢  When checkbox Authorize Using Group Permissions is checked, the

JHS_ROLES, JHS_ROLE_PERMISSION_GRANTS and JHS_PERMISSIONS tables
are used.

10.2.1. Creating the Database Tables

You create the above database objects by running the script JasModelCreate.sql against
the database connection of your application schema. This script is located in the scripts
directory of your ViewController project. If you don’t see the scripts directory, make sure
you click the Group by Directories option in the toolbar of the Application Navigator.
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My DEmo - =

Projects @ Eﬁ “Tr"' =
Mode! v Group by Directory
E| YiewContraller Sort by Type k
{:l Application Sources Package Level »
=[] Resources Web Content Level b
I:I propetties Shaow Libraries
I:I kemplates v Group by Cateqory
=[] seripts v Group Related Files

@ JhsModelCreate, sql
@ JhsModelDrop,sql
=7 web Cantent
r-[27) public_htral

You can right-mouse-click on the JhsModelCreate.sql, then choose Run in SQL*Plus, and
then the database connection you want to run the script in.

(& Attention: We recommend installing the JHeadstart tables in the same schema
as your own application tables. If you nevertheless prefer to install the
JHeadstart tables in a different database schema, then you need to ensure that
your application schema has full access to the JHeadstart tables and synonyms
with the same name as the table name. This is required because the JHeadstart
runtime accesses the database tables through View Object usages defined in
application module JhsModelService. When generating your application
while using one or more of the table-driven features, this JasModelService
application module is added as a nested usage to your own application
module, thereby “inheriting” the database connection of its parent application
module.

(& Attention: The JhsModelCreate.sql script creates database tables for all table-
driven JHeadstart runtime features. Additional tables for dynamic menus,
translations and flex items are also created. If you do not plan to use these
other features you can create your own script that only creates the above tables
and view, and the JHS_SEQ sequence that is used to populate the ID column in
these tables.

You can use your own security tables rather than the JHeadstart tables, if you prefer so.
See section Using Your Own Security Tables for more information.

The JHeadstart runtime includes predefined “hooks” where you can plug in your own
security code to access your own security tables. The hooks to use depend on your
security settings, and will be described in the next paragraphs.

10.2.2. Generating Security Administration Pages

JHeadstart Developer’s Guide

If you generate your application with security settings that use one or more JHeadstart
database tables (see above), then as part of the generation run, a separate service
definition Security AdminService.xml is generated that can be used to generate the
security administration screens. Click Save All after running the JAG and then in the
JHeadstart Application Definition editor, select the application level node, and click the
synchronize button in the toolbar to see the new Security AdminService.
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+-% &@)8 H=

= B Security.ﬁ.dminService]
|=F-|==5] Users

-3 Items

----- 3 Regions

[=}-[= Detail groups *

- [E8) UserRoleGrants

[=+-[Z5] Roles

-3 Ikems

----- 3 Regions

=} [ Detail groups
RoleUserGrants
RolePermissionarants

[-=5] PermissionsLoy

#--E5] Permissions

[F-C3 Domains

This service definition is only generated when it does not exist yet, so after it has been
generated, you can make any changes you want using the Application Definition Editor,
without loosing these changes when you regenerate your “own” service definition.

As you can see in the above screen shot, the generated Security AdminService contains
groups to maintain all JHeadstart security tables. Depending on your security settings,
you may delete groups that maintain tables you will not use:

¢ You can remove the Users, UserRoleGrants and RoleUserGrants groups if you
use Authentication Type “ADF/JAAS” and Authorization Type “ADF/JAAS”.

e You can remove the PermissionsLov, Permissions, and RolePermissionGrants
groups if you unchecked the Authorize Using Group Permissions checkbox.

Now, if you are satisfied with the settings, you can run the JAG for the
Security AdminService.
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10.3. Using ADEF/JAAS for Authentication

When you run the JHeadstart Application Generator with service-level property
Authentication Type set to “ADF/JAAS”, the following happens:

e ADF security settings in the web.xml might be modified if needed.

e Alogin page and associated login bean is generated. The login page can be a full
page, or a popup accessible from a login link. This is determined by property
Secure All Pages as explained before.

¢ A logout button is generated.

e Default users and roles are defined in jazn-data.xml.

These actions are discussed below in more detail.

10.3.1. Changes in web.xml

To ensure the JHeadstart-generated login page is used, the authentication method is set
to “FORM” and the form-login-page is set to the generated JHeadstart login page.

<login-config-
<auth-method- FOEN- faut h-met hod-
<realm-name-jazn. cons /realm-name>
< form-login-config-
<form-login-page:/sfaces/securicy/pages/Login. jspx</form-login-page:-
<form-error-page:/loginErroriervlet/ form-error -page -
</ form-login-config>
< /login-config:-

The following init parameters are set in the adf Authentication servlet:

<servlet-

<servlet-nameradfinthentication /servlet -name>-

<servlet-class-oracle. adf.share. security.authentication.duthenticationiervlets /servlet-class>

<init-param>
<param-name>success_url< /param-name-
<param-values/faces/pages  Hone. jspx< /param-ralue-

< /init-param-

<init-param>
“param-name:end url< /param-namex
<param-valuer/faces/pages Home. jspx< /param-value>

</init-param:-

<init-param>
<param-name>allow_success_url param overwrite</param-name-
<param-vralue:true< /param-ralue:

</init-param>-

<init-param:-
<param-name>allow_logout_url_param overwrite</param-name-
<param-value-true- /param-vralue-

< /init-param:

<load-on-startup>1<./load-on-startup’-

</servlet> I

The parameters ensure that by default the user is redirected to the home page after login

and logout, however, this destination page can be overridden by including success_url or
end_url as request parameter in the login or logout URL.
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10.3.2. Login Page and Login Bean

An ADF Faces login page is generated in /security/pages subdirectory under the
html root directory. This file is generated through the
default/misc/file/fileGenerator.vm template, which in turn uses
default/misc/file/loginPage.vm template. The login page is only generated
when it does not exist yet, so you can customize the generated login page without loosing
these changes when regenerating.

When clicking the login button on the login page, the authenticateUser method of
the generic oracle.jheadstart.controller.jsf.bean.LoginBean class is
called. This bean is configured in JhsCommonBeans.xml. In case of ADF/JAAS
authentication, this method uses a Weblogic specific JAAS implementation to
authenticate the user, similar to what is documented in the Fusion Developer’s Guide.

By using this JAAS API, we are able to use a normal JSF page as login page, so you can
apply the same ADF Faces look and feel as used by your other application pages, and
you can use ADF drag and drop data binding should you want to add dynamic data to
the login page, like news items read from a database table.

The generated login page contains two “fast login” links for users SKING and
AHUNOLD, the two sample users that are created in the jazn-data.xml file.

10.3.3. Logout Button

Using the /default/misc/file/menuGlobal.vim template, called from the
default/misc/file/fileGenerator.vm template, a logout link is generated in the global
menu area. The logout button redirects to the adf Authentication filter which takes care of
the log out process.

10.3.4. Default Users and Roles in jazn-data.xml

JHeadstart adds default users and roles in the jazn-data.xml file in the META-INF
directory under the Descriptors folder in the Application Resources pane.

The jazn-data.xml specifies two default users, SKING and AHUNOLD with password
“welcomel”, the Administrator role assigned to SKING and the user role assigned to

Application = |Run Manager [;] web,xml %jazn—data.uml [
MyDemo bl < @
Projects &% V- Users P r—
- Users Realm: |jazn,com

Madel Enterprise Roles
=[5 WiewCantraller Create users and add them ko application roles ta test your application.
- Application Roles
D application Sources 2L (@
-7 Resources
- ‘Wwieb Conbent
8 Users + X Mame: SKING
AHUNCLD
Aoplcation Resources s e

=[] Descriptars

. Description;
ED META-INF " I:l
- - cwallet, sso

% jazn-data,xml
- jps-canfig.xml Assigned Raoles ap- 3
P % weblogic-application, xml @ADMIN
(-] ADF META-INF
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10.4. Using Custom Authentication

When you run the JHeadstart Application Generator with service-level property
Authentication Type set to “Custom”, the following happens:

The JHeadstart authentication servlet filter is configured in the web.xml

JhsModelService application module is added as a nested application module to
your application module.

A login page and associated login bean is generated.
A logout button is generated

SQL script createSampleUsersAndRoles.sql is generated. See section Sample
Users And Roles for more information.

The Security AdminAppDef application definition file is generated. See section
Generating Security Administration Pages for more information.

10.4.1. JHeadstart Authentication Filter

The JHeadstart runtime includes servlet filter class
oracle.jheadstart.controller.jsf.AuthenticationFilter. This servlet
filter is configured in the web.xml to ensure that the user is redirected to the login page
when the user is not yet logged in. The servlet filter also supports logout, by invalidating
the session and redirecting to the logout destination URL which is specified as filter
parameter.

10.4.2. Nested JhsModelService Application Module

All ADF Business Components included in the JHeadstart Runtime library are imported
into your Model Project, and the JhsModelService application module is added as a
nested usage to your own application module. The JhsModelService includes View
Object Usages that insert, update, delete and query the underlying database tables
needed for the table-driven JHeadstart features, including authentication. Note that by
creating JhsModelService as a nested application module, it will inherit the database
connection of the parent application module.

[FiHRService.xml |

[=] Application Module Instances

The application module may access the objects and code from each of the application module instances,
By ailable: Selected:

kg model. Model JhsModelService

G-I model.service

[=h-[ oracle jheadstart.model. adfbe. service

------ [ﬁ JhsModelService |?|

Selected: JhsModelService /
Definition: oracle. jheadstart model. adfbe. ... y

10.4.3. Login Page and Login Bean

An ADF Faces login page is generated in /security/pages subdirectory under the html
root directory. This file is generated through the default/misc/file/fileGenerator.vim

JHeadstart Developer’s Guide
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10.4.4. Logout Button
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template, which in turn uses default/misc/file/loginPage.vm template. The login page is
only generated when it does not exist yet, so you can customize the generated login page
without loosing these changes when regenerating.

When clicking the login button on the login page, the authenticateUser method of
the generic oracle.jheadstart.controller.jsf.bean.LoginBean class is
called. This bean is configured in JhsCommonBeans.xml. In case of custom
authentication, this method calls method authenticateUser (String username,
String password) on the nested JhsModelService application module. This method
uses a ViewObject to access the JHS_USERS table to validate the username and
password. When valid, the method returns the UserContext object that implements the
JhsUser interface. This object is stored on the session using “JhsUser” as key, which is
checked by the authentication filter to determine whether the user is already logged in.

The generated login page contains two “fast login” links for users SKING and
AHUNOLD, the two sample users that are created in SQL script
createSampleUsersAndRoles.sql.

Using the /default/misc/file/menuGlobal.vin template, called from the
default/misc/file/fileGenerator.vi template, a logout button is generated in the global
buttons area. When clicking the logout button, you navigate to a non-existent page using
the URI /faces/security/pages/Logout.jspx. However, this URI is configured in the

JHeadstart Authentication filter as the logout URL, see section [Headstart Authentication
Filter for more information.
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10.5. Restricting Access to Groups based on Authorization Information

When you have selected an Authorization Type, you can restrict access to the pages
generated for each group by specifying roles or permissions. This can be done using the
group level property Authorized Roles/Permissions where you can specify a comma-
separated list of roles and/or permissions. If the user is granted at least one of the roles or
permissions, he is authorized to access the page.

= Authorization

Authorized Raoles/Permissions AOMIM, HR_MARAGER

If this property is not set, the pages generated for this group are public, and do not
require a specific user role or permission.

If you protect group pages using this property, JHeadstart will implement this restriction
in both the View and Controller layer:

e View layer (JSF pages): Hide tabs and navigation buttons that go to a page of
that group if the currently logged-in user is not authorized. See section
JHeadstart Authorization Proxy for more information on how this is
implemented.

¢ Controller Layer: If the user tries to directly access an unauthorized page by
“hacking” the browser URL, he should still be denied access. JHeadstart
performs this check for you. See section JHeadstart Authorization Proxy for more
information on how this is implemented.

10.5.1. Restricting Group Access using Permissions

The above example used role names to restrict access to a particular group. As explained
in section Authorize Using Group Permissions you might prefer to authorize using
permission names. To do so, you check the service-level checkbox Authorize Using
Group Permissions.

Note that this property can be used regardless of the values set for Authentication Type
and Authorization Type.

When you generate your application with this setting, the following happens

e All groups are protected using the group name as permission name. This means
that you do not have to specify the Authorized Role/Permissions property for
each and every group. You can still specify this property at the group level, to
override the default group name permission.

e A SecurityAdminAppDef application definition file is generated that can be used
to generate pages to administer the permissions and grant permissions to roles.
Using a multi-select List of Values, you can easily search and assign multiple
permissions to a role. See section Generating Security Administration Pages for
more information.
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e A SQL script named PermissionsData[ServiceName].sql is generated in the
/scripts directory. The script is automatically executed when service-level
checkbox Run Generate SQL scripts? is checked. The script inserts entries in
JHS_PERMISSIONS table for each group. Four permissions are inserted for each
group, an access permission named after the group, and three “operation”
permissions for creating, updating and deleting. See section Restricting Group
Operations based on Authorization Information for more information on using
these operation permissions. In the same script, all permissions are granted to the
Administrator role as specified in the Administrator Role property. This means
that you when you use the sample user SKING to log in, you should still be able
to access all groups. If you log in as AHUNOLD you will get an access denied
message since the USER role does not have any permissions granted. You can use
the security administration application to grant permission privileges to the
USER role, as shown in the screen shot below. After you granted permissions for
one or more groups, and you will log in as AHUNOLD you will see the group
tabs for which you granted access permission. Depending on the group action
permissions granted, the group pages will allow for insert, update and/or delete.

10.5.2. Nested JhsModelService Application Module

All ADF Business Components included in the JHeadstart Runtime library are imported
into your Model Project, and the JhsModelService application module is added as a
nested usage to your own application module. The JhsModelService includes View
Object Usages that insert, update, delete and query the underlying database tables
needed for the table-driven JHeadstart features, including group permissions. Note that
by creating JhsModelService as a nested application module, it will inherit the database
connection of the parent application module.

[FHRService.xml |

[=] Application Module Instances

The application module may access the objects and code from each of the application module instances.
Available: Selected:

K& model,Maodel JhsModelService

@ model.service

[=h-[i{l oracle.jheadstart.model, adfbe, service

------ [& JhsModelService | < |

Selected: JhsModelservice /

Definition: oradle. jheadstart,model, adfb.... y

10.5.3. JHeadstart Authorization Proxy

10 - 14 Application Security

The guiding principle behind the security features of JHeadstart is that the way the
application accesses the security information is as independent as possible from the
chosen implementation (ADF/JAAS or custom security).

To accomplish this, the JHeadstart runtime includes a class called
JhsAuthorizationProxy. If you have set the Application-level property
Authorization Type in the Application Definition, a managed bean is generated into
JhsCommon-beans.xml that automatically creates an instance of this class and puts it on
the session.
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<managed-hean
<managed-hean-name> JhsUserRol e s< /managed-hean-name-
“managed-hean-class>-
oracle.jheadstart. controller, jsf. JhaduthorizationProxy
= /managed-hean-class>
<managed-hean-scope-se33ions /managed-hean-scope=
< /managed-bhean-

This JhsAuthorizationProxy instance will be invoked whenevr the application needs
authorization information. So whether ADF/JAAS is used and/or custom authorization
mechanism, whether permission-based authorization is enabled, and whether the
information is needed in the View or in the Controller layer, this ‘authorization proxy’ is
the single point that all authorization questions are being routed through. The
Authorization Proxy will determine whether standard JAAS and/or a custom security
implementation is used, and will forward the “authorization question” accordingly.

When group permissions are used in combination with ADF/JAAS-based authorization,
this class performs the authorization check by first looking up all the roles that provide
access to a permission and then make the i sUserInRole () API call to check whether
the user has access to such a role. Note that all authorizations are cached for the duration
of the session.

Reference: See the Javadoc of JhsAuthorizationProxy.

10.5.3.1. Accessing the Authorization Proxy in the View layer

For implementing security features in the View layer, for instance hiding tabs and
buttons or making fields read-only based on authorization information, it would be very
convenient if the Authorization Proxy could be accessed through EL expressions. For that
reason, the JhsAuthorizationProxy implements the Map interface. We can use the
managed bean "jhsUserRoles" that was mentioned in the previous section. For instance, to
hide a menu item if the current user does not belong to the “ADMIN" or
‘HR_MANAGER roles, JHeadstart uses the following syntax:

<af:commandMenuItem .. rendered="#{jhsUserRoles['ADMIN, HR MANAGER']}" ../>

Note that you can use a comma-separated list of role and/or permission names. The
Authentication Proxy will process them left-to-right until it finds a role or permission
granted to the current user, and returns true in that case. If the user belongs to none of
the roles, it will return false.

10.5.3.2. Accessing the Authentication Proxy in the Controller layer

As mentioned before, JHeadstart also performs a roles check in the JSF PageLifecycle.
This is implemented by the method checkRoles () in JhsPageLifecycle, which is
called from the prepareModel () phase.

This method knows which roles to check for which page, because JHeadstart generated a
"roles" parameter into the Page Definition of the page.

ZpageDefinition xmlns="http: /xnlns.oracle, con/adfn uinodel™
<parameters:
<parameter id="roles" walue="adwmin , managqer"” /=
< /parameters-
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Reference: See the Javadoc of the methods prepareModel () and
checkRoles () in the JhsPagelifecycle class.
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10.6. Restricting Group And Item Operations based on Authorization

Information

In addition to restriction group access, you can also restrict the operations based on
authorization information. To do this for individual groups, use the
Insert/Update/Delete Allowed EL Expression properties on group level.

[ Authorization
Authorized Roles/Permissions HR_MAMAGER, HR_ASSISTAMNT
Insert Allowed EL Expression #4ihsUserRoles['HR_MANAGERT:
pdate Allowed EL Expression #-ihsUserRoles['HR_MANAGER, HR._AS3ISTAMNT ]
Delete Allowed EL Expression #{jhsUserRoles['HR_MANAGER ]}

In the above example, both the HR_MANAGER and HR_ASSISTANT roles can access
the Employee group pages. The HR_MANAGER can insert, update and delete employee
information; the HR_ASSISTANT can only update existing employees.

10.6.1. Restricting Group Operations using Permissions

JHeadstart Developer’s Guide

As explained in section Restricting Group Access using Permissions JHeadstart can
generate a SQL script that inserts operation permissions in the JHS_PERMISSIONS table
for each group. These operation permissions are named after the group, suffixed with
“.Create” “.Update” and “.Delete. For example, for the Jobs group the following
permissions are created:

e The “Jobs.Create” permission determines whether the “New Job” button is
rendered.

e The “Jobs.Update” permission determines how the items on the Edit Job page
will be rendered: as read only when the user does not have a role with this
permission, or as updateable when the user does have this permission.

e The “Jobs.Delete” permission determines whether the “Delete Job” button is
rendered

Now, you can use these permissions rather than role names to restrict the create, update
and delete operations. And you can configure this at service-level, which saves you the
work of entering the Insert Allowed, Update Allowed and Delete Allowed EL
expressions for each and every group. The same properties exist at service level, and you
can use the SGROUP_NAMES$ token which will be replaced with the actual group name
when generating the pages for each group.
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[=] Security

Authentication Tvpe A4S

Use Role-based Authorization? *

Authorization Tyvpe JAAS

Authorize Using Group Permissions? *

Role/Permission Prefix

Adrminiskrator Role ADMIN

User Faole LJSER.

Insert Allowed EL Expression #{ihsUserRoles['$EROUP_MAMES, create T
IUpdate Allowed EL Expression #{jhsUserRoles['$GROUP_MAMES. upate' Tt
Delete Allowed EL Expression #{ihsUserRales["$EROUP_MAMES. delete]+

When Access Denied go bo Mexk Group? *

10.6.2. Restricting Item Operations

Based on the roles/ permissions of the currently logged-in user, you can also determine if
individual group items will be visible, enabled, and/or updateable.

e Visibility is determined using the properties Display in Form Layout?, Display
in Table Layout?, and Display in Table Overflow Area?

= Display Settings

Display in Form Lawvook? * #{ihsserfoles["admin, hrmanager']:
Display in Table Layvouk? * false
Display in Table Owerflow Area? * #{jhsUserRoles['admin, hrmanager'Tt

¢ Enabledness is determined using the Disabled property

e Updateability is determined using the Update Allowed? property

[=] Dperations
Jpdate allowed? #{ihsUserRoleshrmanager]:
Disabled #{ihsUserRoles'admin' T

Like the group access and group operations, you can also use permission names instead
of role names if you enabled the option to authorize using group permissions.
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10.7. Using Your Own Security Tables

You can use your own security tables rather than the JHeadstart tables, if you prefer so.
The JHeadstart runtime includes predefined “hooks” where you can plug in your own
security code to access your own security tables. The hooks to use depend on your
security settings, as described in the next sections

10.7.1. Changes when Using Custom Authentication

When you use custom authentication, the authenticateUser method of the nested
JhsModelService application module is called. To hook in your own authentication logic,
you should perform the following steps:

e Create your own application module that extends JhsModelService application
module.

e Add the view object needed to authenticate the user against your own table.

¢ In this application module, override method authenticateUser and perform
authentication using the view object created in the previous step

¢ Remove the JhsModelService as nested usage from your root application module

¢ Add your extended version of JhsModelService application module as nested
usage to your root application module, and make sure the instance name is set
to JhsModelService.

10.7.2. Changes when Using Custom Authorization and/or Permissions

The JHeadstart Authorization Proxy makes use of method

createUserContext (String username, String userDisplayName, boolean
addPermissionForJAASRoles)
on the nested JhsModelService application module. This method creates a user context
object that implements the JhsUser interface, and adds authorized custom roles and
permissions by calling method setRolesAndPermissions on the same
JhsModelService application module.

So, to use your own tables for role and permission information, it is sufficient to override
method setRolesAndPermissions. Override this method in your own application module
that extends JhsModelService, and replace the nested JhsModelService instance with your
subclass.

10.7.3. Changes to SQL Script Templates

JHeadstart uses the following templates to generate entries into the various security
tables:

e CREATE_SAMPLE_ROLES_AND_USERS:
default/misc/file/createSampleUsersAndRoles.vim

e JHS_PERMISSIONS_DATA:
default/misc/file/jhsPermissionsdata.vm

You can make custom templates to generate and execute your custom SQL script. See
chapter 12 "Customizing Generator Output" for more information on creating custom
templates.
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CHAPTER

1 1 Internationalization and

User Assistance

This chapter discusses the JHeadstart support for multiple languages, as well as various
options to provide user assistance.

The following topics are discussed:

¢ National Language Support (NLS) in JHeadstart

e Using a Database Table to Store Translatable Strings

¢ Runtime Implementation of National Language Support
e  Error Reporting

¢ Outstanding Changes Warning

e Using Online Help

e Using Function Keys
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11.1. National Language Support in JHeadstart

11 - 2 Internationalization

JSF has built-in support for using property files or resource bundle classes as message
resource bundles. Message resource bundles can be used to make your application multi-
lingual. If you do not have internationalization requirements, it is still useful to use
message resource bundles to store “hard coded” text strings in a central place, where
they can be easily found and maintained.

When generating your application, JHeadstart generates a resource bundle that holds
translatable text. The name of the resource bundle can be specified in the Service-level
property NLS Resource Bundle. Using the Resource Bundle Type property you can
specify whether the resource bundle is generated as a property file, ajava class or a
database table.

A property file is easiest to maintain by developers, it is a simple text file with key-value
pairs. However, a property file does not handle special symbols well. A Java-based
resource bundle is better suited for this. If you want the page text to be maintained or
translated by a super user or system administrator, then using a database table as
resource bundle is the best choice. See section Using Resource Bundle Type Database
Table for more information.

Button labels, page header titles, and other fixed “boilerplate text” generated by
JHeadstart are always generated into the resource bundle. However, if your application
should be truly multi-lingual, meaning that the generated pages cannot contain
hardcoded text at all, you should check the checkbox Generate NLS-enabled prompts
and tabs as well. When checked, the prompts, tab names and display titles that you
specify in the Application Definition Editor will also be generated into the resource
bundle.

= Internationalization
MLS Resource Bundle * mvdemo., view, ApplicationResources
Resource Bundle Type * databaseTable
Creerride MLS Resource Bundle Entries? *
Generake MLS-enabled prompts and tabs? *
Generator Defaulk Locales * en
Generakor Locales nl
Read User Locale From * Browwser Setting
Generate Locale Switcher? * ]

In the Generator Default Locale property, you specify the locale that should be used to
populate the default resource bundle, which is the bundle that does not have the locale
suffixed to the name, for example ApplicationResources.properties. This
resource bundle is used when the user’s browser is set to a locale that is not supported by
your application.

In the Generator Locales property, you can optionally specify all other locales that must
be supported by your application as a comma delimited list. For each locale in this
property JHeadstart generates a resource bundle with the name as specified in the NLS
Resource Bundle property, suffixed with the locale code, for example
ApplicationResources nl.propertiesand

ApplicationResources fr.properties.
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11.1.1. Which Locale is Used at Runtime

The locale used to show the pages, and displayed as selected in the language drop down
list is based on the property Read User Locale From, which defaults to the locale set in
the browser of the end user.

If you do not want to read the locale from a browser, but store it as a user preference,
then you can enter an JSF EL expression in the Read User Locale From property. You will
typically use an expression that reads the locale from the user context object:

Read User Locale From * #{ijhsllser . localet

When you check the checkbox Generate Locale Switcher, a drop down list will be
generated in the global menu area which allows the end user to choose one of the
supported locales (displayed through the associated language name).

Language

11.1.2. Supported Locales

JHeadstart Developer’s Guide

JHeadstart has built-in support for the following locales:

pt_BR Brazilian Portuguese
hr Croatian

nl Dutch

el Greek

en English

fo Faroese

fr French

de German

ja Japanese
kr Korean

no Norwegian
ro Romanian
sr Serbian

sl Slovenian
es Spanish

Built-in support means that if you specify one or more of these locales in the Application
Definition, the Resource Bundle generated for that locale will contain the correct
translations for button labels, page titles and other fixed boilerplate text generated by
JHeadstart.

If you have checked the checkbox Generate NLS-enabled prompts and tabs then each
resource bundle will also contain entries for the prompts, tab names and display titles,
but these entries are still in the language you used when specifying them in the
Application Definition Editor. You will need to translate these entries manually in the
generated resource bundle. After you have done this, make sure you uncheck the
checkbox Override NLS Resource Bundle Entries to preserve your changes when you
generate your application again.
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11.1.3. Adding a non-supported Locale

If you want to generate your application using a locale that is not supported out of the
box, you can do so by performing the following steps:

1. Create a new version of GeneratorText.properties for your own locale. You can
find these files in the folder <ViewController project>\ templates\nls.

2. Specify the locale in either the Generator Default Locale property or in the
Generator Locales property.

3. Generate the application.
4. Translate the entries in the generated Resource Bundle for your locale.

5. Uncheck checkbox Override NLS Resource Bundles in the Application
Definition, to preserve your translations. JHeadstart will then only add new keys,
not change existing ones.

6. Modify <HTML Root Directory>\jheadstart\ messages.js and add messages in
your language. This file contains JavaScript messages.

7. Add entries in your Resource Bundle for the JHS-messages (open
jhsadfrt_source.zip and view the contents of the
JhsUserMessages_<language>.java file for example messages).

[ Attention: The recommended type for Resource Bundle is java instead of
propertiesfile if you have special characters in your language. Make sure you
compile (rebuild) the Java Resource Bundle after you have added new entries,
otherwise JHeadstart Application Generator will erase them the next time you
run.

8. Make sure that your application users set the same locale in the browser and in
their operating system (Windows: Control Panel - Regional Options). Some
language dependent features (in particular ADF Faces) use the browser locale,
others the Windows locale.

@ Suggestion: If your language contains special characters that are not properly
S shown in the resulting application, consider using Unicode notation. The tool
native2ascii (see
http:/ /java.sun.com/j2se/1.5.0/docs/tooldocs/solaris /native2ascii.html ) can
help you get the right Unicode for a specific text.

11 - 4 Internationalization JHeadstart Developer’s Guide


http://java.sun.com/j2se/1.5.0/docs/tooldocs/solaris/native2ascii.html

11.2. Using a Database Table to Store Translatable Strings

JHeadstart uses two database tables when property Resource Bundle Type is set to
“databaseTable”. The structure of these tables is shown below.

| JHS_TRANSLATIONS I
ID : NUMBER(*, 0)
] TRl T KEY1 : VARCHAR2(60)
ID : NUMBER(*, 0) ORG_KEY : VARCHAR2(30)
CODE : VARCHAR2(10) 1 $TEXT_TYPE : VARCHAR2(30) .
DESCRIPTION : WARCHAR2(E0) PAGE_MAME : VARCHARZ2({E0)

TEXT : WARCHARZ(4000)
LCE_ID : NUMBER(*, 0}

L & -

The JHS_LOCALES table contains entries for all supported locales, the
JHS_TRANSLATIONS table contains all translatable strings.

11.2.1. Creating the Database Tables

You need to create the above table structure in your own application database schema.
You can do this by running the script JasModelCreate.sql against the database connection
of your application schema. This script is located in the scripts directory of your
ViewController project. If you don’t see the scripts directory, make sure you check the
“Group By Directory” option in the projects toolbar of the Application Navigator.

hrzs - - ':__ﬂvaf:nav
Prajects B & -5~ =

Model
E| VigwController

l:l Application Sources

E||:| Resaurces

: D templates

EH:l scripks

P @ JhsMadelCreate, sgl
: [B] hsModelbrop, sql .
-7 propertiss =l
=7 wWeb Content =l
-7 public_html

v Group by Directory
Sort by Type k
Package Level [
web Content Lewel b

Shows Libraries
v Group by Category
v Group Related Files

=

You can right-mouse-click on the JhsModelCreate.sql, then choose Run in SQL*Plus, and
then the database connection you want to run the script in.
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Attention: We recommend installing the JHeadstart tables in the same schema
as your own application tables. If you nevertheless prefer to install the
JHeadstart tables in a different database schema, then you need to ensure that
your application schema has full access to the JHeadstart tables and synonyms
with the same name as the table name. This is required because the JHeadstart
runtime accesses the database tables through View Object usages defined in
application module JThsModelService. When generating your application
while using one or more of the table-driven features, this JasModelService
application module is added as a nested usage to your own application
module, thereby “inheriting” the database connection of its parent application
module.

Attention: The JhsModelCreate.sql script creates database tables for all table-
driven JHeadstart runtime features. Additional tables for flex items, dynamic
menus and security are also created. If you do not plan to use these other
features you can create your own script that only creates the above tables, and
the JHS_SEQ sequence that is used to populate the ID column in these tables.

11.2.2. Running the JHeadstart Application Generator

11 - 6 Internationalization

When you now run the JHeadstart Application Generator with property Resource
Bundle Type set to “databaseTable”, the following happens:

Java

EJB Session Bean

Configurations

All ADF Business Components included in the JHeadstart Runtime library are
imported into your Model Project, and the JhsModelService application
module, is added as a nested usage to your own application module. The
JhsModelService includes View Object Usages that insert, update, delete and
query the underlying nls database tables. Note that by creating
JhsModelService as a nested application module, it will inherit the database
connection of the parent application module.

[FlHRService.xml =

General

Data Model

= Application Module Instances

The application module may access the objects and code fram each of the application module instances.

A ailable: Selecked:
ey oracle.hr.madel, Madel JhsModelService

E}@ aracle.hr.model. entities
,ﬁ <Empky =

Iﬁ oracle.hr. model. queries

Iﬁ oracle.hr. model. service

Iﬁ oracle.jheadstart. model. adfbc. Flex, entity
Iﬁ oracle.jheadstart. model. adfbc. Flex, query
Iﬁ oracle,jheadstart. model . adfbc.menu. entiky
[}~ ) oracle.iheadstart, model. adfbc,menu.query

Mew App Module Instance: /

A SQL Script named ApplicationResources.sql is generated to insert the
translatable text strings in the JHS_TRANSLATIONS table for the default
locale. If not yet present, this script will also create an entry in the
JHS_LOCALES table for the default locale. For each additional locale specified
in the Locales property, a separate SQL script named
ApplicationResources_localecode.sql is generated. The generated SQL scripts
are executed automatically against the database connection of your ADF
Business Components project when the service level checkbox Run Generated
SQL Scripts? is checked.
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For the default locale, and each additional locale, a java resource bundle is
generated as well. This might come as a surprise since the Resource Bundle
Type is set to “databaseTable”, not “javaClass”. However, since the Java
language has built-in support for resource bundle property files or java classes,
and JSF integrates seamlessly with these files, we use this java class resource
bundle as a “facade” to our database table. If you look at the content of the
generated resource bundles, things will become more clear:

public class ApplicationFesources
extends TranslationTableResourcebundle

{
public 3tring getLocaleCaode()
1
return "en”:
}
}

The resource bundle class no longer holds the translatable strings as is the case
when generating with Resource Bundle Type set to “javaClass”. Instead it
delegates retrieval of the translatable strings to the JHeadstart superclass,
which uses a ViewObject in the nested JhsModelService to read the
translatable text strings from the JHS_TRANSLATIONS table for the given
locale.

Using the default/misc/file/ menuGlobal.vin template, a popup dialog
window is generated into the page template that can be used to change and
translate page text in context while running the application.

Using the default/misc/file/menuGlobal.vim template, two additional links
are generated into the global menu area, one link to record the page text, and
one link to change/translate the page text.

EI ¥iewController

-7 Application Sources
- i

@ ApplicationResources_en.java
i @ ApplicationResources_fr.java
@ ApplicationResources_nl.java

Databindings.cpx

B-0fl aracle.hr view pageDefs

-7 META-INF

------ logd. properties

[—]r_—| Resoyrces

- @ ApplicationResources_en_HRService,sql

- @ ApplicationResources_fr_HRService, sql
-|3| ApplicationResources_nl_HR Service, sql

------ s HRServiceServiceDefinition, xml

------ [3& HeadstartapplicationDefinition, xml

------ @ JhsModelCreate. sl *

------ @ JhsModelDrop.sgl

11.2.3. Running the Application

If you now run the generated application, you should see the Record Page Text link in the

global menu area.

JHeadstart Developer’s Guide

Internationalization 11-7



11 - 8 Internationalization

If you enabled role-based authorization, the Record Page Text button is only visible when
the logged in user has the ADMIN role, but you can easily change this by making a
custom template for menuGlobal.vm.

When you now click this link, the JHeadstart runtime will “record” all translatable text
strings in each page, and the Record Page Text link will be replaced with a link that can
be used to invoke the ChangePageText dialog window.

Change|Translate Page Text

Translate or Modify Page Text (=]
Page iilocationsTaskFlowLocationsTable |
Language | English %
Filker by ey
Ky Py alue
TABLE_TITLE_LOCATIONS Locations ~
MNEW_BUTTON_LABEL _LOCATIONS &Mew Locations
SAVE_BUTTOM_LABEL 25ave
CANCEL &Cancel
FILTER_BY Filter By
GO G0
ADYAMCED_SEARCH Advanced Search
ACTION_MEMU_LABEL Action
GO TO_MENU_LABEL GoTa
DETAIL_VIEW _BUTTOMN_LABEL Dk ails
LOZATIONS_TO_DEPARTMENTSZ _BUTTOI Departments
A0D_ROW Add Row
DUPLICATE_ROW Duplicate Row ==
DELETE_R: Oty Delete Row 3
Save
o] 4 Cancel

In this dialog, you can select a page to translate/ modify from a drop down list. This drop
down list shows a list of all pages you visited after clicking on the Record Page Text

button. Through the language drop down list, you can select the language for which you
want enter/ modify page translations.
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11.3. Runtime Implementation of National Language Support
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If you want to access a resource bundle in a JSF JSP page, you normally add a set tag to
your page like this:

<c:set var="storefrontuiBundle"
value="4#{adfBundle['oracle.storefront.ui.StorefrontUIBundle']}"/>

And then you can access entries in this resource bundle like this:

<af:panelHeader title="#{ storefrontuiBundle['TITLE EMPLOYEES'.pageTitle']}">

While this is a simple technique, the drawback is that you explicitly have to name your
resource bundles in your page, and if you have multiple resource bundles, you need to
include multiple <c:set> tags, and you need to know which entry resides in which
bundle.

JHeadstart takes a slightly different approach. Instead of generating <c:set> tags into
the pages, JHeadstart generates a managed bean definition under the key n1s which
instantiates a class that provides access to all resource bundles of your application.

In generated pages, you will often see references to this n1s managed bean like this:
<af:panelHeader title="#{nls['TITLE EMPLOYEES']}">

This approach provides you with the flexibility to (re-)organize your resource bundles as

you like, without the need to change the references to resource bundle entries in your

page.

In addition, this approach allows you to override JHeadstart messages. To do so, simply
include the message key, for example JHS-00100 in one of your application resource
bundles. If the key is not found in your default resource bundle(s), the standard
JHeadstart message bundles are used.

To make this all work, the following managed bean definitions are generated into the
JhsCommon-beans.xml:
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- <managed-hean:

- smanaged-bean-name>jhsMezsageFactory: /managed-bean-name:-
managed-bean-class-oracle, jheadstarc.controller.jsf.util.MessageFactory
< /managed-bean-class>-
<managed-hean-scope:application: /managed-bean-scope-
<managed-property:-

<property-name=bundl eNane s< ‘propert y-name:

<list-entries>-
<ralues=view.ApplicationResources< fralue:
<walueroracle, jheadstart.exception. JhallzerMessages< /ralue-
<waluerjavax.faces.Meszages- /ralue-

</list-entries>-

< /managed-property-
< /managed-hean-

<managed-hean-
<managed-bean-name>-1nl s /managed-hean-name:-
<managed-bhean-class>=oracle. jheadstart.controller. jsf.util.MessageFactoryMap
< /managed-bean-class>-
<managed-bean-scopexapplication< /managed-hean-scope>
<managed-property:
<property-name-nessageFactory /property-name-
<ralue-#!jhsMessageFactoryl< /ralue>-
< /managed-property-
< /managed-hean-

The MessageFactory class is the class that loads all bundles specified through the
bundleNames managed property. The MessageFactoryMap class is just a wrapper around
the MessageFactory class that implements the Map interface, so we can use JSF EL
expressions in the page to get entries from the resource bundle.

Reference: See the Javadoc or source of MessageFactory and
MessageFactoryMap.
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11.4. Error Reporting
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JHeadstart uses a custom error handler class to add functionality to how exception
messages are displayed to the user. The customerror handler class is set through the
ErrorHandlerClass property in DataBindings.cpx

EDataBindings.cpH |
iaa. {}{}ﬁ
<2¥ml wersion="1.0" encoding="UTF-37" 2=

= <hpplication xunlns="http://xnlns.oracle. consadfn/application™
version="11.1.1.51.88" id="DataBindings"™ 3eparatexMLFiles="false"™

Packame="nracle bt srieu ClientTyne="rrnerin™

ErrorHandlerClass="oracle. jheadstart.controller.jsf.util. ThelCErrorHandlerTnpl > ]

= <pageMap>
<page path="/pages/UI3hell.jspx" usageld="UIShellPagelef™ /=

This class adds the following behavior the default ADF error reporting;:

e Some exceptions are skipped and not displayed to the user, because there is a
more detailed child exception message

e When the underlying exception is a SQLException that indicates a database
constraint violation, a message with the constraint name as key will be added to
the JSF Message stack, so you can provide a user-friendly message to the user by
adding this constraint name as key to your message resource bundle. Note that
the JHeadstart Application Generator already generates such messages into your
message resource bundle for all key constraints defined in the XML file of your
Entity Objects.

If you want to customize or extend this error reporting behavior, you can subclass the

JhsDCErrorHandlerImpl class and specify your own subclass in the
ErrorHandlerClass property of Databindings.cpx.

Reference: See the Javadoc or source of JhsDCErrorHandlerImpl
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11.5. Outstanding Changes Warning
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When the user has made changes to any of the data fields on a page, but then “abandons”
the current task flow by clicking on another menu tab or global menu link, JHeadstart
will show an alert to ask the user how he wants to handle the pending changes.

Tnlert for Unsaved Changes IEH!

Do wou wank to save the changes you have made?

ffes: | HMa Cancel

When the user clicks Cancel, the navigation action is aborted and the user stays in the
original page. When the user licks the Yes button, a Commit operation is executed, and
when the Commit is successful, navigation takes place. If the Commit operation fails
because of user errors, the user stays on the original page, allowing the user to fix the
data entry errors.

This functionality is implemented through an actionListener property specified on the
commandNavigationltem within the menus.

<af:commandHavigationTtem id="Ttewn” partialZubmit="true"
text="#lmenulten. labhell™
[ actionlListener="#{pageFlowicope.pendingChangesBean. handle}™
action="#{menulten.dodction}”™
}:endered="#{menuItem. rendered’ ™ /=

The actionListener calls the handle method on the PendingChangesBean. Take a look at
the javadoc and/or dource code of the PendingChangesBean class to see the details of
this implementation.

Reference: See the javadoc of
oracle.jheadstart.controller.jsf.bean.PendingChangesBean.

Note that to be able to detect changes made by the user that were not yet posted to the
middle tier, the JSF Model Update phase must be executed before we can detect whether
there are pending changes. This means that the commandNavigationltems cannot have
the immediate property set to true, as that would skip the JSF Model Update phase. This
implies that if the user abandons a task flow with invalid data entered, the user will be
presented with error messages, and no menu navigation will take place. To be able to
navigate away in this situation, the user should first click the cancel button that is
generated on every page, which will rollback the pending (invalid) changes.

When using dynamic tabs the outstanding changes alert will not be shown because each
dynamic tab has its own transaction scope, and no data is lost when switching tabs.
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11.6. Using Online Help

ADF Faces provides support for integration with online help systems. The format in
which the online help is stored varies based on the online help system provider.

Web User Interface Developer's Guide for ADF. Section 17.5 Displaying Help
@ for Components
http://download.oracle.com/docs/cd/E17904 01/web.1111/b31973/af message.ht
m#CHDHIGIA

As explained in section 17.5 'Displaying Help for Components' in the Web User Interface
Developer's Guide for Oracle ADF, ADF faces supports three types of help provider.

11.6.1. Using the Resource Bundle Online Help Provider

JHeadstart provides most support for help text stored in a resource bundle, as JHeadstart
will generate the resource bundle entries for you. Here are the steps to use the resource
bundle help provider with JHeadstart:

o Create the adf-settings.xml file in the META-INF directory of your
ViewController project as described explained in section section 17.5 "Displaying
Help for Components" in the Web User Interface Developer's Guide for Oracle
ADF.

adf—settings.uml
(é8- X0
<r#iml wersion="1.0" encoding="windows-1Z5&" =
= «<adf-settings xmlns="http:/ /xnlns.oracle.con/adf/settings” xnlns:wap="http:/ xnlns.oracle.con/adf/shar
= <adf-faces-config xmlns="http:/ /xnlns.oracle. consadf/faces/settings™>
B <help-provide
<help-provider-class>oracle. adf.view.rich.help.ResourceBundleHelpProviders /help-provider-class
= <property:
Zproperty-name>haseNanes /property-name:
<raluerxview.ipplicationResources< raluel|
< /property:
</help-provider>
< /adf-faces-config:
< fadf-settings

e Make sure you set the help provider prefix property to "RBH_". This value is
used when generating the helpTopicld property against the various ADF Faces
component in the pages generated by JHeadstart.

¢ The baseName property should be set to the resource bundle generated by
JHeadstart. In other words, this property should have the same value as the NLS
Resource Bundle property that you set at the application level in the JHeadstart
Application Definition Editor.

= Internationalization

MLS Resource Bundle * view, Applicationfesources

Set the Online Help Provider property at application-level to the value shown
below.

Cnline Help Provider aracle, adf . view.rich. help, ResourceBundleHelpProvider

Use the Help Text and Instruction Text properties at group level, group, region
container, group region, item region and item level to specify online help. See
next section for more information.
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Note that you can use any value you like for the JHeadstart Resource Bundle Type
property, they will all work with this online help provider, including databaseTable.

If you create a custom subclass for
oracle.adf.view.rich.help.ResourceBundleHelpProvider for example to
supply an external URL to retrieve online help, you need to specify this subclass in adf-
settings.xml. If you want JHeadstart to still generate resource bundle entries, you
should leave the value of the Online Help Provider property to the base class.

11.6.2. Using the Help Text and Instruction Text Property
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When you specify the Help Text property against a group, region container, group
region or item region, a help icon will display at the right of the title of this element. In
the Help Text property you can use carriage returns to start new lines and to create
empty lines to divide sections in the help text.

= Documentation / Online Help

This is the countries help bext

We can use carriage rekurns to stark new lines in the help text.|

Inskruction Texk This is the inskruction text,

When you specify the Instruction Text property against such an element, it will appear
below the header line. Carriage returns are ignored, and everything will be displayed on
one line, and will wrap to the next line of there is not enough space.

Countries

Countries (Argenting) =

Edit Country Argentina =

This is the instruction text, Carriage returns do nok work here

* CountryId | AR

o CountryMame | Argentina
Regionld | 2
If you hover the mouse over the help icon, the help text appears in a popup window.

Note that both the help icon and the instruction text appear "auto-magically" when the
helpTopicld property is set on the component.

<af:panelHeader id="phEl’[ hElpTl:upil:Id="RBH_I:IIITJI-I'I'RIES"I
text="#§ {pagefluwﬁcnpe .createllodes. Lreats

ADF Faces will look up two resource bundle entries using the value of the helpTopicld
property, suffixed with DEFINITION for the help text, and suffixed with
__INSTRUCTION for the instruction text. If the resource bundle entry does not exist, or
does not have a value, the help icon or instruction text will not be displayed.

FEH_COUNTEIE3 DEFINITION=Thiz is the countries help text!
FEH_COUNTEIEI INITREUCTIONI=This is the instruction text.®
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Counkries
Countries (Argenting) =

Edit Country Argentina
This is the inskruction text, Carri% returns do not work here
This is the countries help bext

* CountryId | AR

Wi'e Can Use carriage returns bo skark new lines in the help

o CountryMame | Argentina Fek

Fegionld | 2

When you specify the Help Text property for an item, the help icon will display in front
of the item label, as shown above.

The value of the Instruction Text property of an item will appear in a popup window
when the focus is in the field. This is similar to the item Hint (Tooltip) property.

Hint {Tooltip) Country name hink text
Depends On Ikemis)
ClearfRefresh Yaluer * ]

Operations

¥alidation

Query Settings

= Documentation / Online Help

Help Text Counkry name help bexk

Instruction Texk Counkry instruckion bexk,

As a matter of fact, if you specify both the Hint (Tooltip) property and the Instruction
Text property, they will appear in the same popup window, separated by a dotted line.

Countries
Countries CArgenting) =

Edit Country Argentina =

This is the instruckion bext, Carriage returns do not work here bl e e s

* CountryId | AR Country name hink bexk

o Countryblame | Argentina

Beninnld | 2
Zountry name help kext

Zarriage returns can be used

11.6.3. Using Other Online Help Providers

You can also use another resource bundle provider as documented in section 17.5
"Displaying Help for Components" in the Web User Interface Developer's Guide for
Oracle ADF. If you do this, you need to specify the correct class name of this provider in
adf-settings.xml and in the JHeadstart Online Help Provider property. When
generating your application with a value for Online Help Provider that differs from
oracle.adf.view.rich.help.ResourceBundleHelpProvider, the helpTopicld
property is still generated in all components, but you will need to supply the online help
resource, like an . XLIFF file yourself.
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= Suggestion: If you still want to record the help and instruction text using the
JHeadstart Application Definition Editor, you can create a Velocity template that loops
over all groups and items to generate a custom file that produces the required output
format, like an . XLIFF help file. See chapter 12, section 12.6.3 "How to generate
additional custom files ".
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11.7. Using Function Keys

JHeadstart provides advanced, context-sensitive, support for function keys. All you need
to do to enable function keys in your application, is to check the Enable Function Keys
property that can be found at application level under the UI Settings category.

Enable Function keys? *

When you generate your application with this setting, you can click Ctrl-K to get a list of
function keys. This list is context-sensitive, you only see function keys that are available
based on the UI component that has focus.

Employees Departments Locations Countries Regions

Departments
Filter Bv | Departmenthlame |+ ﬂ Advanced Search
Action =  Miew = Format = = Ercame e Dakack Wik an
. |
| * Department; Function Keys tocationld
/REIJ;' 20 ke |Descriptinn | bl
/RELQ &0 &le+1 Employees 1 w
B alk+2 Departments 1
/R s 100 1 s Jobs 4 hd
/REJ;' 30 Alk+4 Locations | bl
/RE@ =0 Alk+5 Countries 1 e
5 alk+a Regions E
7RG &0 Ctrl+5 Save : M
P 10 Ctrl+Z Cancel v
- Fé Add Raw 3
EE
7RG 20| \shift+Fe Duplicate o L bt
P Ll 40 | |shift+F7 Delete Raw 1 v
7 R 70 [~
e € 110 1 v
P 270 ok | T v
A eaFEE — a—— |

As you can see, you switch menu tabs using the Alt+number key, this also works when
using dynamic tabs as discussed in chapter 9 "Creating Menu Structures", section 9.3
"Using Dynamic Tabs when Opening a Menu Item".

By default, the following function keys are supported:

o Ctrl+S: Commit (Save)

o  Ctrl+Z: Rollback (Cancel)
e Ctrl+K: ShowKeys

e  Ctrl+L: ListOfValues

e F6: CreateRow

e Shift+F6: DuplicateRow
e  Shift+F7: DeleteRow
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e BACKSPACE: Disable when not in enterable field to prevent navigation to
previous page

e Alt+number (1..9) : DoMenultem

As explained in the next sections, the implementation of the function keys is very flexible,
the function key mapping can easily be changed, and new function keys can be defined,
that can be mapped to custom buttons.

11.7.1. What Gets Generated When Enabling Function Keys

When you generate the application with function keys enabled, the following artifacts are
generated to implement the function key functionality:

e The jhsl1l.]s JavaScript library contains a method to register the function keys,
and a callback method that queues an event for a server listener

e The Ul Shell pages contain an af: serverListener to call the managed bean
method that handles the function key event.

<af:zerverListener type="kevhoardToZerwerNotify™
nethod="#!viewicope. jhsKeyboardMappingHandler. handlekEeyboardEwent]} " /=

e Additional managed beans are generated into JhsCommon-beans.xml: The
jhsKeyboardMappingHandler managed bean contains a method to register
the keyboard mapping. This method is called by the JhsPhaseListener which
is configured as JSF phase listener in faces-config.xml to ensure the function
keys are registered for each page. This managed bean also contains a method to
handle the registered function keys. This method delegates the implementation
of the function key to the handleKeyCode method of the
jhsFunctionKeyHandler managed bean. This managed bean has a list
property which holds a set of supported function keys, for each supported
function key an instance of the FunctionKeyBean is defined in JhsCommon-
beans.xml, and added to this list property. Each FunctionKeyBean instance
has managed properties that define the actual keyboard code for the function
key, the display code and label that should be used to describe the function key,
and the logical action that is associated with the function key.

¢ Ineach generated page, the group layout container has a set of £:attribute
tags that map the logical action to the ID of the button, or popup, that also
performs this action.

«!-— DEEUG:EEGIN: GROUP_CONTENT : default/pageConponent/groupCon
Laf:panelGzroupLayout layout="wvertical™ id="CountriesTopLec™

uartialTriggers=" Countriesheletelialog Co

<frattribute name="TopGroupContainer” walue="trye" -
Zf:attribute nane="DeleteRow” wvalue="CountriezleletePopup’™ /-
<f:attribute namne="CreateRow” wvalue="CountriesNewButton™ /-
<frattribute nane="Comnmit™ walue="CountriesiaveButton”
<frattribute name="Rollback”™ wvalue="CountriesCancelButton’ =

11.7.2. What Happens When You Press a Function Key

When you press a registered function key, the callback method in the Jhs11.js
JavaScript Library queues an event for the af : serverListener which eventually leads
to a call of the FunctionKeyHandlerImpl.handleFunctionKey method.
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implementation of function keys is inspired by the techniques discussed in this
white paper.
http://www.oracle.com/technetwork/developer-tools/jdev/1-2011-javascript-
302460.pdf

@ Using JavaScript in ADF Faces Rich Client Applications. The JHeadstart

In this method, the keyboard code of the function key is passed in as argument, which is
used to lookup the corresponding FunctionKeyBean. The FunctionKeyBean contains
the logical action associated with this function key. The c1ientId of the Ul component in
focus is also passed into this method as an argument. This clientId is used to traverse
up the Ul component tree of the page to find a group layout container that has an
attribute by the same name as the logical action of the function key. If this attribute is
found, the value of this attribute is used to find the command component that performs
the same action as the function key. When the command component is found, a new
ActionEvent for this component is queued, which causes the same method to be
executed as when the user pressed the button.

If you have a background in Oracle Forms, you could see this implementation as the
reverse of the DO_KEY built-in. In Oracle Forms the functionality of a button can easily
be implemented by executing the logic behind a KEY trigger using the DO_KEY built-in.
Well, the JHeadstart implementation can be seen as "DO_BUTTON": we lookup the
command component that performs the same action as the function key, and queue an
event as if the end user pressed the button.

The advantages of this implementation include:

¢ No duplication of code

e  The action performed is guaranteed to be identical to the action executed when
the end user presses the associated button.

e  When you as a developer modified the default behavior of a standard
JHeadstart-generated button by using a subclass in combination with a custom
template, then the associated function key will automatically execute the
customized method.

e Ul components that "listen" to the button through the partialTriggers property
are also automatically refreshed because after the ActionEvent has been
queued, the method AdfFacesContext.partialUpdateNotify is called for
the command component.

Note that when the component found through the value of the f:attribute is a popup
rather than command component, which is the case with the DeleteRow action, the
popup is shown programmatically.

11.7.3. Customizing the Function Key Implementation
All you need to do to modify the mapping of function keys is creating a custom template
for the REGISTER_FUNCTION_KEY template. The default implementation of this

template (default/misc/file/registerFunctionKeys.vm) makes a call to
${JHS.registerFunctionKey} for each supported function key.
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§ {JHS.
§ {JHS.
§ 1 JHS.
¢ {JHS.
§ 1 JHS.
§ {JHS.
§ {JHS.
§ 1 JHS.
& {JHS.
§ 1 JHS.
§ {JHS.
§ {JHS.
§ 1 JHS.
& {JHS.
§ 1 JHS.
¢ {JHS.
§ 1 JHS.

registerFunctionKey ("Fe™ ,"F6" , "#ADD ROW _BUTTON LABEL()","CreateRow™,false)}
registerPunctionKey("shift Fo","3hift+Fo™,"#DUPLICATE ROW BUTTON LABEL()"™,"D
registerfFunctionKey("shift F?","Shift4+F7?","$DELETE_ROW _BUTTON LABEL()"™,"Dele
registerFunctionKey("ctrl 3", "Ctrl+3™ ,"#3AVE LABEL()","Commit™,true)}
registerFunctionKey("ctrl Z7,"Ctrl+Z™,"#CANCEL_ LABEL()","Rollback™,true]}
registerFunctionFey("ctrl K", "Ctrl+K","#3H0W _KEYS LABEL()","3howKeys",true)}
registerPunctionFey("ctrl L™, "Ctrl+L™,"#LIAT OF VWALUES LABEL()"™,"List0fValue
registerFunctionkey ("BACE_3PACE"™,"Backspace™,"Disable Backspace button to pr
registerfunctionFey("alt 1™, "Alt+1l","Merm Item 17, "DoMenulten™,true)}
regizterFunctionKey(Talt 27, "Alt4+2","Mem Item 27, DoMetmlten™,Crue)}
registerfunctionKey(™alt 3", "ALlt4+3","Mernu Item 37, "DoMenulten™,true)}
registerfunctionkFey("alt 4", "Alt+4","Mern Item 47, "DoMenulten™,true)}
regizterFunctionkey(Talt 57, "4Alt45","Merm ITtem 57, "DaMetalten™,true)}
registerfunctionFey("alt 6", "Alt+6","Mer Item &6, "DoMenulten™,true)}
regizterFunctionKey(Talt 77, "Alt4+7","Memm Item 77, "DoMetalten™,Crue)}
registerfunctionFey("alt 8", "ALlt+5","Mernu Item 37, "DoMenulten™,true)}
registerFPunctionKey("alt 97, "Alt4+9","Mem Item 97, "DoMenultem™,Crue)}

The registerFunctionKey method takes the following parameters:

The keyboard function key code

The function key display code that should be used in the "Show Keys" popup
window

The function key description/label that should be used in the "Show Keys"
popup window

The logical action that should be associated with the function key. This action is
used to look up the £:attribute of the group layout container in the page by
the same name, as explained above.

A boolean that indicates whether it is a page-level action (true), or group or item
level action (false). For page-level actions, only the attributes of the top-level
group layout container are inspected.

If you want to change the implementation of a function key, rather than the mapping,
you can create a subclass of the FunctionKeyHandlerImpl class and override method
handleFunctionKey. To continue to use your subclass when regenerating your
application, you create a custom template for the FUNCTION_KEY_HANDLER_BEAN
template and modify the class name in this custom template.

For more information on creating custom templates, see chapter 12 "Customizing
Generator Output".

Attention: If changes in the function key mapping are not picked up, you might need
to clear your browser cache, to make sure you are using the latest version of the
jhs11.js JavaScript library.

11.7.4. Adding a New Function Key

You can easily add new function keys. We will illustrate the steps needed using an
example: we want to generate a custom toolbar button to increase the salary of an
employee, and use function key Ctrl+I to trigger the salary increase.
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Departments Employees

Employess (King) =

Edit Employees King A w2 B ® Increase Salary

* Emplovaeld | 100 # InhTd | AN PRFS VJ
Firsthanme Function Keys B
LastMame e Diescription

*Email | Alk+1 Departments
o Enploess
PhoneMumb
FnE erl Chrl+1 Increase Salary | b
* HireDate | |Ckel+5 Save .
Chrl+2 Zancel
Fé Add R
Shift-+F7 Delete Row

First create the toolbar button item as described in chapter 6, section 6.10 "Generating a
Button Item". The perform the following steps:

e Create a custom template for the TOOLBAR_BUTTON template, based on the
default template, and add the following line:

$ADD_GROUP_ACTION(f[JHS.page.group} "Increasedalary™ "§[JHS.current.item.id}™)

o Create a custom template for REGISTER_FUNCTION_KEYS template, and add
the following line:

IJHS . registerFunccionKey ("ctrl IT,"Ctrl4I™,"Increase Salary”,"IncreaseSalary™, false)}
¢ Generate and run the application, and test the function key.

Note that the value of the second argument of the #ADD_GROUP_ACTION macro call
should be identical to the value of the fourth argument of the
${JHS.registerFunctionKey} call. The #ADD GROUP_ ACTION macro call ensures
thatan f:attribute tagis added to the employee group layout container, as shown
below:

< !-— DEBUG:EEGIN: GROTF_CONTENT : default/pageComponent/groupContent.vm, nesti
<af:panelroupLayout layout="vertical™ id="EmployeesTopLc™
partialTriggers=" EmnployeesDeletelialog Enployeesfhb Emp
<f:attribute name="TopGroupContainer™ walue="true™/ >
<f:attribute name="DeleteRow"™ wvalue="EmnployeesDheletePopup™ /=
zf:attribute name="CreateRow” walue="EuployeesNevButton” -
<f:attribute name="Increaselalary"” value="EmplDYEEsIncrE&seSalaryButtDn"f>I
<f:attribute name="Commit"™ walue="EmployeesiavebButton’ /= ’
<f:attribute name="Follback™ walue="EmploveesCancelButton™ /-

11.7.5. Understanding the Difference Between Function Keys and Access Keys

ADF Faces has built-in support for so-called access keys. An access key always uses the
ALT key in combination with a letter. The letter is typically underscored in the label of
the component by using the textAndAccessKey property or just the accessKey property.
JHeadstart allows you to generate access keys by adding an ampersand in front of the
letter that should be underscored in the Prompt in Form Layout or Prompt in Table
Layout property.
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Increase Salary | Save | Cancel |

So, in the above example the IncreaseSalaryButton logic can be invoked by using
the Alt+I access key, or the Ctrl+I function key. You might wonder why we need function
keys if access keys already can do the job. Well, there are a few differences between the
two:

e Access keys always have the format Alt+Letter which limits the number of
meaningful access keys you can have in a page.

e If multiple components have the same access key on a page, the last component
"wins", there is no way to alter this behavior.

e Access keys are not context-sensitive, if you have a master-detail page, and both
the master and detail support insert, you cannot have the same access key for
both CreateRow buttons. Function keys are context-sensitive, and based on the
input focus, the same CreateRow function key will execute on either the master
or detail group.

e If the browser natively defines ALT+letter keys that conflict with your
application access keys, then the browser "wins".

e If you define a function key that conflicts with a native browser function key, it
depends on the key and browser who "wins". For example, Ctrl+N always opens
a new browser window in Google Chrome, and will ignore your custom ADF
function key. In Internet Explorer, your custom Ctrl+N function key wins.

In short, access keys are sometimes too restrictive, in such situations you can use function
keys to enable your end users to only use the keyboard to use the application.

Suggestion: Consult the documentation of the browsers you need to support to

prevent possible conflicts with function keys and access keys. If you do choose to use a
native browser function key then test whether your custom function key "wins".
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CHAPTER

Customizing Generator

Output

This chapter discusses how you can customize the different types of files generated by
the JHeadstart Application Generator. While JHeadstart provides a wealth of declarative
settings in the JHeadstart Application Definition Editor to implemented very
sophisticated functionalities, you might have requirements that cannot be fully
implemented by configuring the service definitions in the JHeadstart Application
Definition Editor. This chapter explains how you can customize every aspect of the
generated application.

The following topics are discussed:

¢ Recommended approach for customizing JHeadstart generator output.
e Understanding generator architecture and generator templates

e  Creating custom templates

e Customizing pages

e Customizing task flows

e Customizing output of the file generator

e Customizing page definitions
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12.1. Recommended Approach for Customizing JHeadstart Generator Output

It is important to understand that the artifacts produced by JHeadstart are fully ADF
compliant, and implement numerous ADF best practices available on the internet. When
you use ADF drag and drop, ADF creates code snippets in JSF pages, page definitions
and bindings within these page definitions, and managed bean definitions. All these
artifacts are also created by JHeadstart. At any time in your development process you can
start using the visual design-time tools and code editors in JDeveloper to implement
functionality that cannot be generated out-of-the-box.

Now, if you start customizing a generated page, page definition or ADF task flow file,
and then generate your application again, you would loose the changes again. So, you
have three choices once you start customizing JHeadstart-generated output:

1.

Do not use the JHeadstart Application Generator anymore on the application
definition that produced the output you customized.

Switch off generation of the files you modified. Both at the service-level and at
the group level you have generator switches that you can use to turn off specific
output. The screen shot below shows these group-level switches in the
Application Definition Editor. Note that these properties are only visible in
expert mode.

=] Generation Settings
Generate Pages: ¥
Gaenerate Group in Page Fragment? *
Generake Search Area in Page Fragment? *
Generate Page Definition? *
Clear Page Definition Before Generation? *

Crverwribe Page Definition Bindings? *

K EEEROOE

Generakte Group Taskflow? *

3.  Move the customizations to custom templates, configure JHeadstart to use your

custom template, and keep on generating.

You are free to choose whatever option suits you best, but we would like to share our
own opinion and the experiences of many JHeadstart customers before you make a
decision:

12 - 2 Customizing Generator Output

The first option implies that you only use JHeadstart in the beginning of your
project to get a “head start”. While this is in line with the name of the product,
this is the least attractive option in our view. When requirements change for any
page in the application definition, even pages that are not customized, they need
to be implemented manually. In short, developer productivity will decrease
quickly and dramatically with this approach.

The second option is easy and fast. It is a good option if you do not expect
(significant) changes in the customized output. The question here is: how reliable
are your expectations? In modern agile application development methods
changing requirements are the rule rather than the exception. If changes are
needed, for example as a result of a database change, then applying these
changes manually will decrease developer productivity as well.
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The third option is initially a bit more work and requires you to understand the
JHeadstart templating architecture (explained in the remainder of this chapter).
We have seen quite a few customers that initially decided to go for the second
option. However, once they discovered how easy and fast it is to perform this
additional step of moving custom code to a custom template, they consistently
chose for the third option. This fact is best illustrated by a survey we conducted
amongst JHeadstart customers that showed that the vast majority was able to
keep their application 100% generatable. This might sound unrealistic, but when
you realize that all content of the generated pages and adfc-config files is 100%
driven by generator templates, meaning you can really customize anything you
like, you will better understand the outcome of this survey. Note that a powerful
side-effect of this approach is that you automatically “document” your
customizations by creating a separate tree of custom templates. This is easy for
maintenance; another developer can quickly identify and understand the
customizations, and allows for a smooth transition when migrating to a new
JDeveloper/JHeadstart version. For example, when you have built an application
with JDeveloper/JHeadstart 10.1.3, then regenerating your existing application
with JHeadstart 11 will automatically leverage the ADF Faces Rich Components
and ADF task flows. You only need to modify your custom templates to leverage
the new release 11 features. When choosing option 1 or 2, the page
customizations are “hidden” in the customized page, and it will take a lot more
effort to identify and upgrade these customizations.
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12.2. Understanding Generator Architecture and Generator Templates

This paragraph explains what happens when you run the JHeadstart Application
Generator. It explains how generator Java classes and generator templates fit together.
Understanding the information in this paragraph will make it much easier for you to
write your own custom templates to keep your application 100% generatable.

12.2.1. Velocity and the Velocity Template Language

JHeadstart uses the Velocity template engine to generate output. Velocity is a simple yet
powerful Java-based template engine that renders data from plain Java objects to text,
xml, email, SQL, Post Script, HTML etc. The template syntax and rendering engine are
both easy to understand and quick to learn and implement.

Velocity allows web page designers and other template writers to include markup
statements called references in the page. These references are pulled from

a Context object that provides get and set methods for retrieving and setting objects.
Values retrieved through get methods are inserted directly in a page. Velocity provides
basic control statements, that can loop over a collection of values (foreach) or
conditionally show a block of text (if/else). The ability to call arbitrary Java methods,
include other files, and to create macros that can be repeatedly used make this a powerful
yet easy-to-use approach for creating dynamic web page or other text files.

The Velocity Template Language (VTL) is meant to provide the easiest, simplest, and
cleanest way to incorporate dynamic content. Even a developer with little or no

programming experience should soon be capable of using VTL.

@ Reference: See the following three documents at the Velocity website:

User’s Guide | http://velocity.apache.org/engine/devel/user-quide.html

Developer's http://velocity.apache.org/engine/devel/developer-guide.html
Guide

Reference http://velocity.apache.org/engine/devel/vtl-reference-guide.html
Guide

12.2.2. Understanding the JHeadstart Metadata Model
Before we start explaining the JHS-specific constructs used in the various generator
templates, it is important to understand a bit more about the generator architecture.
When you start generating an application, JHeadstart first constructs a so-called metadata

model. This is a set of Java classes that is referenced in the velocity templates.

The picture below explains the different layers in the metadata model.
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Application and Service
Definition XML

ServiceType,
GroupType, IltemType,
RegionContainerType...

PGModel Factory

PGServiceModel,
PGGroupModel,
PGltemModel efc.

Layout Factory

PageModel
PageComponentModel

The first layer consists of the XML files you create through the JHeadstart Application
Definition editor. These definitions are stored in XML files, and the structure of these

XML files is defined in an XML Schema Definition (XSD) file. You can find this file in
JDEV_HOME\jdev\extensions\oracle.jheadstart.11l.1l.1\doc\Application

Definition.xsd.

JHeadstart uses JAXB (Java Architecture for XML binding) to create a set of Java classes
that provide a 1:1 representation of the information stored in these XML files.

After the JAXB classes are constructed, JHeadstart uses the PGMode1Factory class to
create so-called PGModel classes for each object type defined in the application and
service definition XML files. These classes wrap the corresponding JAXB class and
contain many convenience methods that are used in the velocity templates. By creating
these convenience methods in Java the content of the templates remains easier. Complex
algorithms to derive information that is to be used in velocity templates are easier to code
in Java than in the velocity templates.

For example, the PGGroupModel class contains a method
getAdvancedSearchItems () which can be used in a template to loop over all items
that should appear in the advanced search area.

The lowest layer consist of two classes: PageModel and PageComponentModel, where

the first class is a subclass of the second class. JHeadstart uses the
ApplicationLayoutGenerator class, and various factory classes to create instances
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of PageModel and PageComponent classes. For each page that needs to be generated,
one PageModel instance is created for the first group shown on the page, and additional
PageComponentModel instances are created for any detail groups that should appear
on the same page. For example, if we have a top-level group Departments with Layout
Style "table-form", and a detail group Employees with Layout Style "table", with the
Same Page checkbox checked, the following instances are created:

e PageModel instance with layout style "table" for Departments group
e PageModel instance with layout style "form" for Departments group.

e PageComponentModel instance with layout style "table" for Employees group.

The PageComponentModel superclass has a method getPageComponents () to
retrieve the detail page components, which in the case of the second PageModel class
will return the PageComponentModel instance for the Employees group.

Note that in addition to the metadata model classes, there are other model classes used
by specific generators. These model classes are not directly derived from the XML
metadata, instances of these model classes are created when running specific generators.
See section Understanding Application Generators in this chapter for more information.

The javadoc of all these classes can be found through the JHeadstart Documentation
Index, available from the JDeveloper Help menu.

Oracle JHeadstart 11.1.1 - Documentation Index

Release 11.1.1.3.23

Included with JHeadstart

= Belease Motes

= Javadoc of the JHeadstart Runtime ADF Extensions

= Javadoc of the JHeadstart Application Generator

= Javadoc of the JHeadstart Metadata Model J&XE Classes

This javadoc can be helpful to see all the Java methods available to retrieve information
that you can use in a velocity template, as we will see below.

12.2.3. Referencing JHeadstart Metadata Model in Velocity Templates

The top-level context object as required by Velocity is an instance of the
JhsVelocityContext class, and is available through the key "JHS". This is why all
JHeadstart-specific constructs in generator templates start with $ { JHS

To access the various PGModel instances, you can use constructs like this:

e ${JHS.application}
o ${JHS.service}
e S${JHS.current.group}

¢ ${JHS.current.regionContainer}

{
{
{

e ${JHS.current.item}
{

¢  ${JHS.current.itemRegion}
{

¢ ${JHS.current.groupRegion}
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e etc.

While these constructs return instances of the PGModel classes, and not the wrapped
JAXB classes, you can directly access the methods of the JAXB classes from here because a
fallback mechanism has been implemented that looks up the JAXB instance if a requested
getter method is not found on the PGModel class. This means that to get an overview of
all methods you can call on the current group, you should look at the Javadoc of both the
PGGroupModel class, as well as the JAXB GroupType class.

For example, you can use $ { JHS.current.group.helpText} to get the group help
text. The getHelpText () method is not implemented on PGGroupModel but is
available on the JAXB GroupType class.

The PGGroupModel class itself has a convenience method getParentGroup (), so you
can use ${JHS.current.group.parentGroup.name} to getthe name of the parent

group.

Note that to call a getter method without arguments, you can use Java bean-like property
notation, omitting the "get" prefix and brackets. You can also call any Java method
directly by specifying the complete Java method name, including any arguments. So, to

get the help text, you can also use the following notation:
${JHS.current.group.getHelpText () }

If the Java method you want to call has arguments, you can pass in these arguments
within the brackets, just like coding in Java:

${JHS.stripBrackets (${group.updateAllowedExpression}) }

To access the PageModel and PageComponentModel instances, you can use:
o ${JHS.page}
e ${JHS.current.pageComponent}

Note that the generator always runs into the context of only one application, one service,
and one page (when generating pages) , this is why these instances have references
without the intermediate . current. construct.

12.2.4. Understanding Application Generators
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When you generate an application, and the metadata model as discussed above has been
constructed, various generator classes are used to produce the different file types, as
shown in the table below.

Generator Velocity Template Access Output

Page (Fragment) ${JHS.pageGenerator} jspx and jsff files

Generator

AdfcConfig (Task ${JHS.facesConfigGenerator} | Adfc-config XML files

flow) Generator

Menu Generator ${JHS.menuGenerator} XMLMenuModel XML files

NLS Generator ${JHS.nlsGenerator} Resource bundles, or SQL scripts
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Tree Generator ${JHS.treeGenerator} Tree jsff files

PageDefinition ${JHS.pageDefGenerator} PageDefinition XML files
generator
File Generator ${JHS.fileGenerator} Miscellaneous files

The sequence in which the generators run is important. This is because some generators
feed the metadata model of other generators. This is a very powerful and important
concept to understand when you start creating your own custom templates. The picture
below shows how the Page (Fragment) Generator reads metadata models and feeds other
generator model classes.

PGServiceModel

[  Attention: The generator class and method names still use the standard JSF
naming, as generated in JDeveloper 10.1.3. JHeadstart 11 now generates ADF
task flows, with control flow rules and control flow cases instead of navigation
rules and navigation cases, however the class and method names have not
been changed.

A snippet from the "Details" button template that navigates from the Select page to the
Form page will clarify the above picture:

<af:commandBurton
textindAccessKey="#EDIT BUTTON_LABEL()™
action="% {JHS. facesConfigbenerator. addNavigationCase (§ {JHS.current.group},§ { JHI. page.nane )
, "details", §{JH3.current.pageComponent.detailsPage.name})}"”

The textAndAccessKey property references a reusable macro
#EDIT_BUTTON_LABEL, which looks like this:

#macro (EDIT_EUTTON_LABEL)
§{JHS.nls{$JHS. current. group.displayTitle3ingular, "EDIT_BUTTON_LABEL_${JH3.current.group.name}"
;, "EDIT_BUTTON_LAEEL")}#end

When this template is parsed, the ${ JHS.nls} call creates a new instance of the

N1sEntry model class, which is later picked up by the NLS Generator, to generate the
following entry in the resource bundle:
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ApplicationResources_en.properties |

(8- S0

DETAIL_ WIEW BUTTON LABEL=Details
N = P T R e = S =
EDIT BUTTON_LARBEL FEQUEITATATTIEZ=£Editc
~FTTT TTTIE TOPIER_ETIE Topier 7]

EDIT TITLE CUSTOMER=Edit Customer {0} .

EDIT TITLE CUSTOMERCOPIER=Edit Copier {0}

e —————

F m— 1

Likewise, the action property contains a method call to
${JHS.facesConfigGenerator.addNavigationCase} which will create a new
instance of the NavigationCaseModel class, which is later picked up by the
AdfcConfig generator to generate the following control-flow-case:

<control-flow-rule id="__ 133">

- rr e L

<control-flow-case id=""_ 135"
<from-outcome id="_ 136">details</from-outcome:
<to-activity-id id="__137">Requestitatuses< /to-activity-id> |

< /control-flow-case>

<control-flow-case id="__ 138" ,
<from-outcome id="__ 139">CreateRequestitatuses</from-outcome:
<to-activity-id id="__ 140":-RequestStatuses</to-activity-id-

< /control-flow-case:
< /control-flow-rule:-

So, by feeding other generator models while generating a page, we ensure that any
translatable string on the page ends up in the resource bundle, and that any button that
should result in page navigation has a corresponding control flow rule and control flow
case. You can use this same feeding mechanism in your custom templates, as is explained
in more detail in the section Creating Custom Templates.

12.2.5. Configuration of Generator Classes
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Under the covers, JHeadstart uses the Spring bean factory to instantiate the various
generator classes. The configuration file that defines the bean classes is jag-
config.xml, located in the templates/config directory of your ViewController
project. You typically do not need to modify this file, but you might want to take a look at
the content to further increase your understanding of the generator architecture.

Below, you can see a snippet of this file that instantiates some generator classes. Notice
the properties that specify the root templates that should be used to generate specific
files.

<hean name="menuFenerator” class="oracle,jheadstart.dt.jag.nemgenerator.Memibenerator” singleton="false">
<property name="xmlMenuModelTenplateldentifier™=<value>XML_MENU_MODEL< /wvalues< /propertys
<property name="xmlRootMenuModelTenplateldentifier™><value>XHML_RO0T MENU MODEL< /walues< /property-

< /heanx

<hean name="nlsGenerator”™ class="oracle.jheadstart.dt.jag.nlsgenerator.NlsManager™ singleton="false":>
<property namne="viewTypesManager"><ref bean="viewTypesManacger” /=< /broperty:
<property name="messagedource:<ref bean="generatorMessageSource” /=< /property:
<property name="propertyRescurcebundleTenplateldentifier™><walue>NLS PROPERTY RESOURCEEUNDLE< /walue>< /property:
<property name="databaseResourcefundleTenplateldentifier™><value>=NL3 DATABAIE REI0URCEEUNDLE< /walue></property>
<property name="datahaseResourcebundlesglTeuplateldentifier ><value>NLS_DATABASE FESOURCEBUNDLE_S0L</values< /propertys
<property name="javaFesourceBundleTenplateldentifier™><value>NL3_JAVA RE30URCEBUNDLE< /valuex< /property-

< /heanx
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12.2.6. Structure of Generator Templates

The JHeadstart templates are stored in the templates directory of your JHeadstart project.
This folder contains the following files:

e configfjag-config.xml: configurable settings for the JHeadstart Application
Generator, as explained above.

e config/defaultTemplateBindings.jtp: JHeadstart Template Properties file that
defines which Velocity template files are used for what purpose.

o default/*/*.vm: default Velocity template files used for generating the application

EI iewController

[#-{_] Application Sources
EID Resources
r_—l propetties
EID templates
=] config
default TerplateBindings. jkp
[ jag-config. xml
s
EID default
{:l button
D COMMMan
EID item
BB find
=] Farm
: - ------ FlexFegionItem.vm
FarmiCheckbo:, vm
i FarmCormmandButton, vm
------ FarmCateField. vm

Templates are referenced by logical names. The logical name is mapped to a physical
template file in the defaultTemplateBindings. jtp file. Below you see a small part
of the content of this file:

GEOTP_CONTENT=defanl t/pageConponent/groupfontent, v
GEOTP_TOOLEAR=defanl t/pageConponent/groupToolbar. v
EREADCEIME &PEi=default/pageConponent/breadcrunbdres. vm
FOFM_GREOUP=default/pageComponent/fornGroup. vm

JHeadstart uses a very-fine grained, and deeply nested template structure, as is partly
shown in the structure above. When a file is generated, the generator starts with a root
template that is specified in jag-config.xml.

<hean nane="formPage”™ class="oracle.jheadstart.dt.jag.applicationlayoutgenerator. PageModel™
<property name="naneFormat"=<{ref hean="fornPagelaneFormat"” /=< ‘property:-
<property name="pageTenplateldentifier™><walue>-D4TL PAGE< /values< /property-
<property name="regionTenplateIdentifier'><wvalue-FRAGHENT PAGE< /fvalue>< /property>
<property na.me="cnntentTemplateIdentifie1:"><‘|.ra1ue>FDRH_PAGE_CDI-I'I‘EI\IT<,#value><fpropertp
<property name="groupContentTenplateldentifier”><value>FIEM_GROUP fralues< propertys-

The root template will then parse a series of nested templates using the #JHS PARSE

macro. The screen shot of the page shown on the next page used 15 templates during
generation.
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Edit Request Status New request WA P B b4 Save | Cancel

*1d |1
*Code | MW

Description | Mew request

This is the nested structure of logical template names used for this page:

FRAGMENT_PAGE
FORM_PAGE_CONTENT
PAGE_CONTENT
GROUP_CONTENT
GROUP_TOOLBAR
FORM_BROWSE_BUTTONS
NEW_BUTTON
DELETE_BUTTON
DELETE_WARNING_DIALOG
SAVE_BUTTON
CANCEL_BUTTON
FORM_GROUP
FORM_TEXT_INPUT
FORM_TEXT_INPUT
FORM_TEXT_INPUT

And here is a snippet of the generated page:

<af:pageTemplate id="pt" viewId=""/common/pageTenplates/JhsRegionTenplate. jspx ™=
< !-- DEEUG:BEGIN: FORM PAGE CONTENT : default/page/formPageContent.vm, nesting
< !-- DEEUG:BEGIN: PAGE CONTENT : default/pages/pageContent.vm, nesting lewel: 3
<f:facet name="pageContent”:=
<!—— Pushed "disabled”™ on stretchfContext, now: 3tretching disabled on group
<af:panelGroupLayout id="pcpg” lavout="scroll™:
< !-- DEEUG:BEGIN: GROTUF_CONTENT : defaultspageComponent/groupContent. v, e
<af:panelGroupLayout lavout="wertical™ id="RecquestitatusesTopLc™
partialTriggers=" Requestitatusesfbb Requestitatusesl
<f: facet name="separator”™:
Zaf:spacer widch="10" height="10" id="sp0" />
</f: facet>
£ !1=- Pushed "disahled”™ on stretchContext, now: 3tretching disabled on gi
<af:panelHeader id="ph0"
text="#/pageFlowicope. createModes, CreateReqestitatuses
<f:facet name="toolbar":-
< !-- DEEUG:BEGIN: GROUP_TOOLEBAR : default/pageComponent/groupToolbar.
<af:toolbox id="thox0"-
<af:toolbhar id="thar0">
< !-- DEEUG: BEGIN: FORM_EROWIE BUTTONS : default/pageComponent/for
<af:panelGroupLayout id="Recquestitatusesfbhh"™ layout="hori=zontal’

As you can see, it is quite easy to identify which part of the page is generated by which

template, this is added as comments onto the page. This template source information
greatly eases the creation of custom templates as you will see later on.
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12.3. Creating Custom Templates

We will start with a word of warning: never customize one of the default JHeadstart
template files directly. When you upgrade to a newer version of JHeadstart they will be
overwritten. Always create a custom template, you can create custom templates from
scratch, or base them on a default template, as explained below.

12.3.1. Creating a Custom Template File

To create a custom template, you click on the Templates tab in the JHeadstart
Application Definition editor. The list of templates you will see is context-sensitive, it is
determined by the node selected in the navigator pane at the left side. For example, if you
click on the top-level application node, all templates will be shown under the Templates
tab. If an item is selected in the navigator, only item-level templates are shown.

When creating a custom template, the node selected in the navigator also determines the
scope to which the custom template will apply. For example, when creating a custom
item for a date field in form layout (FORM_DATE_FIELD), and the application node is
selected, this custom template will be applied to all date items displayed in form layout in
the entire application. If one specific date item is selected in the navigator pane, the
custom template will only be applied to this one item.

Once you have identified the logical template name for which you want to create a
custom template, you click in the field with the grey velocity template filename; it will
become editable.

Type the name of the (relative) path to the custom template that you wish to use. Best
practice is to start the path with ‘custom/” (or your application or company name)
instead of “default/’; so there will be a clear separation between the default JHeadstart
templates, and your own custom templates.

m hrdemastart - ViewController - Application Definition Editor

+- % & @R EE

EE W2 E R

& hrdemostart - ViewCantraller
EI@ HRService
£ = Employees
- Items
----- (328 Employeeld

----- = TR

----- =53 | astMName

----- = PhoneMumber
----- HireDate
----- =) Jobld

----- (328 Managerld

----- (32 DepartmentId
----- 3 Regions

-3 Detail groups

- [E5] Departments

| —c T
=

| customJ'itemJ'formj'FormTextInput.vn'lI ﬂ

PR _CHECE B
FORM_DROP_DOWN_LIST
FORM_MODEL _CHOICELIST
FORM_MODEL _COMBOBOX
FORM_MODEL_COMBOBOX_LOV
FORM_MODEL _INPUTTEXT_LOV
FORM_MODEL _LISTBOX

## revision history

#4 AN-sen-200E

JHeadatrart Team

) «

[ Propertiss l Templates |

| Help

e ][

J| Cancel |

When you have entered the new filename, press the Enter key to confirm the new
location. A dialog will appear:
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Create file

template?

Do vou wank ko create this file
? and copy the inherited

| Yes

[ Mo |

Click “Yes’ to copy the template to the location you specified.

The Application Definition Editor now also gives you the option to edit the template itself
(it does not give you this option for default templates, since you are not supposed to edit

them!).

You can freely type your changes in the window, such as the extra attribute in the
example below. Click Apply to save the changes to the template.

K& MyJhsTutorial - Application Definition Editor

S=1E3

PR 2 WK HE

EED 2 a8

(8 My IhsTutorial
El@ HRModule
B[ Trems

----- (23 Employeeld

----- &5 FirstMame

----- ¥ | gskMame

----- 558 Ernail

----- 3 phoneMumber
----- HireDate:

----- =98 Jobld

[ E3 JobIdiink
[#}-E= JobldLinkTable
----- (23] Salary

----- (38 CommissionPct
----- (28 Managerld

----- (23 DepartmentId
----- 3 Reqions

-3 Detail groups
E-C3 Params
Empifizard
Departments

Jabs

Lacations

Cauntries

Regions

077 Minenair:

£}
Y
£}
Y
£}
Y

=l Regions
STACKED_REGION_CONTAIMER

WERTICAL_REGIC CMTAINER customyipageComponent fverticalRegionContainer . vm

HORIZONTAL_REGION_COMTAIMER
PCPUP_REGIOMN_CONTAIMER
GROUPED_ITEM_REGICONS_COMTAIMNER

ITEM_REGION
GROLUP_REGION

FLEX_REGION

FREGION_PARTTAL _TRIGGERS(§ JHY . CUrEent, regiontol
Lifacet name="top™

?# <af:panelHeader text="#REGION_CONTAINER_TITLE(]"
## id="#REGION ID{)Panelleader™ #REGION_CONTAINER HELP() /-
## Customization: use showlDetailHeader instead of panelHeader
<af:shovletailleader text="#REGION_ CONTAINEE TITLE()"
1d="#REGION_ID()PanelHeader™ #FEGION_CONTAINER HELP() />

TTraceer
<f:facet name="center”x»
#PEGION PARTIAL TARGET($JH3.current.regionContainer "#REGION_ID()Ps.

| IfﬂRevert || o apply |

oK Jl Cancel |

(v ][ e

If you do not want to base the custom template on the content of the default template,
you simply clear all content before adding your own template code.

=

Suggestion: We recommend that you document in the custom template which

changes you made compared to the default template. When a new JHeadstart
version is released, the corresponding default template might be changed, and
you need to reconcile the changes in the default template with your custom
template. This is easier when you clearly documented your changes. You can
use the "##" characters to start a comment line in Velocity as shown above.
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12.3.2. Finding Out Which Generator Templates Are Used

The service-level checkbox property Show Template Names In Source is handy to find
out which Generator Templates JHeadstart uses for the various parts of your generated
pages. When checked (the default) you will see that the templates used are included as

comments in the generated file, when you click the Source tab:

#!-- DEBUG:EBEGIN: TAELE TEXT INFUT : defanlts/itemi/tablestableTextInput.vm --=
<af:column sortable=""true” noWrap="true"”
sortProperty="FirstNane">
<f: facet name="header’ >
<af:outputLabel walue="FirstlName"
styleClazs="af_ column header-text” />

</f: facet-

Zaf:inputText id="EmployeeszFirztlame” walue="#lrow.FirstNamel™
required="#{bindings.EnployeesFirstlane . nandatory}™
rows="#{binding=s.EnployeesFitrstNane. displayHeight}™
columnzs="#{bindings.EuployeesFirstNane. displayWidth}™
maimmlength="20" readinly="true" =/ af:inputTexkt>-

< /af:column-
#!-- DEBUG:END:TAELE TEXT INPUT : default/itemstablestableTextInput.vm-->

In the example screen shot above you can see that for the FirstName column, the
TABLE_TEXT_INPUT template is used which maps to the default template
default/item/table/tableTextInput.vm.

12.3.3. Grouping Custom Templates

If you have multiple custom templates that should be used together to implement some
functionality, you can group these templates in a custom template bindings file. You only
need to specify this custom template binding file to have all custom templates used
together. Again, the node selected in the navigator pane determines the scope to which
the set of custom templates apply.

You can define a custom template binding file to be used for the whole application, a
service, or for a group, or for any other level. You specify it by going to the Templates
and setting the Template Binding File property, always shown at the top, to the name of
your custom template bindings file.

K5 MyJhsTutorial - Application Definition Editor

R & QR EHI EED 2 @ 8
W = General
HRModul .
2 IE ; moue Template Binding File {.jtp) custom TemplateBindings. jtp
#-[E5] Employees
#-E5) Empiizard =IPage
+-[Z5) Departments DATA_PAGE
- 5] Jobs FRAGMENT_PAGE
5] Locations
D'" Countries SKELETOM_PAGE
[#+-[EZ5] Regions LOV_PAGE
&3 Damains = Page Content
PRGE_COMTENT
PAGE_CONTENT=custom/page/pageContent. vi
FORM_PAGE _CONTENT=custom/page/formPageContent. W
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[ Atftention: A custom template bindings file must always be placed in the
templates/config directory of your application, in the same directory as the
defaultTemplateBindings.jtp file.

[ Attention: The Template Binding File you specify in your Application
Definition does not need to include the complete list of templates. Only include
the lines for the templates you have customized. The other templates will be
inherited from the higher level Template Bindings file, or if there is no higher
level, from the JHeadstart default settings.

12.3.4. Writing Reusable Custom Templates
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As explained in the first paragraph of this chapter Recommended Approach for
Customizing JHeadstart Generator Output, we recommend to use the JDeveloper visual
design time tools to add functionality you cannot generate out-of-the-box, and then move
the changes you made to a custom template. In this section, we will go through these
steps, and will discuss how to make your custom template code more generic so it can be
reused in multiple places.

We will use an example to explain the steps to take: we want the employee salary to be
updated using a slider component. Here are the steps to implement this:

In the visual design editor, open the generated employee page, right-mouse-click on the

Salary item and choose Convert To.. from the popup menu. Select Input Number
Slider from the list of elements displayed. The following alert will be shown:

é" Confirm Conwvert

The Following items will be removed From the
document because they will no longer be walid.

Attribubes:

MaximumLength

| Ik J | Cancel |

It is good to remember the attributes that are no longer valid, because they should be
removed from the reusable custom slider template that we will create later on.

Now, add specific properties for the slider as shown below.
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.@Input Mumber Slider - #{bindings.Employ... |

= AE S (S <&

=l Common
o Id; |Emp|nyeesSaIary |
Rendered: | <default = (krue) "'|
@ELabel: |#{I:uinu:|ings.EmplweesSaIary. o
Minirmurm |I:I
@ Maximum: |25|Jn|:|1

3
|
|

o MinirmurnIncremnent: |1IIIIZI |
|
|

]

o MajorIncrement: |1IIIEIIZI
o MinorIncrement: |1IIIIII| y .
EAvalue; |#{I:|in|:|ings.Emplweesﬁalary.i. .

Run the application again to see whether the slider displays and behaves as expected. (Do
NOT generate the application again, this would wipe out the changes you just made!)

#* Salar':l,- _m
FPTTTTT TTTITT I

0
1000

If you are satisfied with how the slider looks, you go to the source of the employee page,
and copy the page snippet that renders the slider.

<!-- DEBUG:BEGIN:FORM TEXT INPUT : default/item/form/formTextInput.vm, nesting level: & --
<af:inputHumberS5lider id="Emplovees3alary” walue="#!bindings.Enployeesialary. inputValue}™
label="#{bindings.Enployeesialary.hints. lahel}"™
required="#{bindings.Enployeesialary.hints.nandacory™
shortlesc="#{bindings.Enployeesialary.hints, cooltip}™ maximum="z5000"
winimmIncrement="100" majorIncrement="1000" minorIncrement="100">
<f:validator binding="#/bindings.Enployessialary.wvalidator}™ -
<af:convertfumber groupingllsed="false" pattern="#{bindings.Enploveesialary. fornat}™
< /af:inputHumberSliders|
< !-- DEEUG:END: FORM_TEXT INPUT : default/item/form/formTextInput.vm, nesting lewel: 6--X-

Now, the fastest way to keep your page 100% generatable is to create a custom template
employeeSalarySlider.vm and copy and paste the above page snippet into this
template. This way, the template cannot be reused for other salary items in other groups,
as it contains hard coded references to the employee item.

In order to make the template more reusable, we need to replace the hard coded
references to the employee salary item with dynamic velocity constructs that we can find
in the default formTextInput.vm template. Here is the sample code for such a custom
salarySlider.vmtemplate:
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EifurmSalarySlider.vm
(d0- 0 3)
#3TART ITEM3 DISFPLAYED AT RIGHT()
<af:inputilumberilider #ITEM ID_IN FORM() #ITEM VALUE_ IN_FOEM(] #ITEM_ PROMPT_IN_FORM()
#ITEM PARTIAL TRIGGERS(] #ITEM REQUIRED _TN_FORM({)
#ITEM READ _ONLY_TIN_FORM({) #ITEM FEMDERED TIHN_FORM()
#ITEM _DISABLED_IN FORM() #ITEM HINT() #ITEM _HELF() #ITEM ADDITIONAL_ PEOPERTIER()
#DEPENDS_ON_ITEM FROF3_FORM() #ITEM JIMPLE() maximum="Z25000"
winimmIncrement="100" majorIncrement="1000" winorIncrement="100">
#$VALIDATOR_EBINDING()
#NUMEEF,_CONVERTEE.()
#ITEM CONTEXT FACET()
</afiinputiunberilider:>
#END_ITEM3 DISPLAYED AT RIGHTI)

To get this template, we made the following changes to the default formTextInput.vm:

¢ We changed the ADF Faces element from af: inputText to
af:inputNumberSlider.

e Weremoved the marco calls to #ITEM MAXIMUM LENGTH (), #ITEM ROWS ()
and #ITEM_COLUMNS() since these macro's generate properties that are not
applicable for a number slider, as we learned when converting the item in the
visual page editor.

e We added the four properties specifc for the number slides that we set before in
the property palette.

Now we can reuse the template for all salary items in our application. But we can make
the template even more reusable, we can turn it into a generic number slider template.
This means that we need to replace the hard coded values for the four properties specific
to the number slider, since these values are specific for salary items.

There are two ways to do this:

e Using the five custom properties available at most of the element types in the
JHeadstart Application Definition Editor

e Using the item-specific property Additional Properties

12.3.4.1. Using Custom Properties

To be able to set custom properties on an element, you need to switch the JHeadstart
Application Definition Editor to expert mode. You can do this by clicking the chess icon

in the toolbar ( i) which then changes to a "Queen" icon (ﬁ)

Now, enter the custom properties as shown below.
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T;r;[;ate = Customization Settings

_____ = Additional Properties

----- (323 CommissionPct Custom Property 1 Mame Maximurm

o (=3 Managerld Custom Property 1 Value 25000

i...388 Departmentld
3 Regions Custom Property 2 Mame MaxIncrement
3 Detail groups Custom Property 2 Value 1000
Departments Custom Property 3 Mame MinIncrement
Reqgions _
Locations 100
Countries Custom Froperty 4 Name
Jobs Custom Property 4 Value

To get the value of a custom property in your custom template, there are three
expressions you can use, for example for group custom properties you can use:

e S${JHS.current.group.propertyl}, thisis the existing expression that also
works when no name is entered for the property

e S${JHS.current.group.getCustomProperty ("propertyName") }, where
propertyName should be substituted with the name you entered for this

property.

e S${JHS.current.group.propertyName}, where propertyName should be
substituted with the name you entered for this property. If you use this
expression and the group does not have this custom property defined, you will
get an error during generation.

We recommend to use the second or third expression, these expressions dot not care
which custom property number you used to enter the name and value. In addition, if you
use the second or third expression, you never run out of custom properties, because you
can also enter a comma-delimited list of names and values in the name and value

property.

We will use the third expression type in our custom template to reference the value
entered for the first custom property. The final, highly reusable formNumberSlider.vm
template looks like this:
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Ei numberslider.vm *
| &8~ @ U )
#3TART ITEMS DISPLAYED AT RIGHT()
<afiinputiumberilider #ITEM ID IN FOEM() #ITEM VALUE IN FOREM()
#ITEM PROMPT IN FORM() #ITEM ADDITIONAL PROPERTIES()
#ITEM PARTTAL TRIGGERI () #ITEM EEQUIRED IN_ FORM()
#ITEM FEAD ONLY _IN_ FOFM({) #ITEM FENDERED IN FOEM()
#ITEM _DIZABLED TN _FORM() #ITEM _HINT() #ITEM_HELF()
#DETPENDS ON ITEM PROPS FORM() #ITEM SIMPLE()
maximum=""5{ JHY. current.iten. Maximam ! "
majorIncrenent="% {JH3.current.iten, MaxIncrenent}"™
minorIncrement="%{JH3.current.iten,.MinIncrenent}"™
ninimmIncremnent="5{JH3.current.iten. MinIncrement}™
#VALIDATOR_BINDING)
#ITEM CONTEXT FACET()
Lrafrinputiunbersliders-
#END_TITEM3 DIZPLAYED AT RIGHT()

Note that if you use this generic template with an item that has not all three custom
properties filled in, you will get a generation error like this:

[Employees.jsff, custom/item/form/numberSlider.vm] Getter for
attribute MinIncrement or custom property MinIncrement not found
in PGItemModel (Salary)

If you have a custom template which has optional custom properties, you should use the
following statement (we assume MinIncrement property is optional)

#JHS PROP ("minorIncrement"
S${JHS.current.item.getCustomProperty ("MinIncrement") })

As a final note, instead of using three custom properties 1, 2 and 3, you could have
defined all three properties using the comma-separated syntax in custom property 1:

= Customization Settings
Additional Properties
Custom Property 1 Mame Maximum,MaxIncrement,MinIncrement
Custom Property 1 Value 25000,1000, 100
Custom Property 2 Mame
Custom Property 2 Value

12.3.5. Customizing JHeadstart Macro's

The default templates use many reusable macro's that are defined in four Velocity macro
files, located in the templates/default/common directory.
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{7 Resources

- [ properties

&3 templates

D config

D custam

- s

-] default *
-] buttan

E| COMMon

- common_beans.wm

commaon_items, ym

common_labels, vm

COMMan, ¥

=] empty.vm

The use of these macro files is configured in jag-config.xml inthe libraries
property of the velocityInitializer bean. You can add your own custom macros
file at the end of this property list, and copy any macro you want to customize to your
custom macro file. Because your macro file is added at the end, it takes precedence over
the default macro files, and will Velocity will first search the custom macro file for the
requested macro.

<l—— Welicity initializer ---
<hean nane="velocityInitiali=zer”™
clazs="oracle.jheadstart.dt. Jag.engine.velocity.VelocityInitializer™
zingleton="true">
Zproperty name="lihrariez">

<list>
<wraluerdefanl tchancnmun L Sraluess
<wraluerdefanult/c on/conmon_items. v Sralues

“raluerdefault/connon/conmon labels. vod fraluex

Zralue-defaul t/conmorn,/connon heans, v Sralues
<raluercustonscommon/custontacros. vasl Sralue
</list>
< /property:-

And remember the warning in the previous paragraph, you need to re-apply this change
to jag-config.xml after installing a new JHeadstart version.

12.3.6. Coding and Debugging Tips

Here are some final tips when coding custom Velocity templates:

e The notation SJHS.current.group is a shortcut for
${JHS.current.group}. Always use the extended notation with additional
curly brackets when concatenating a Velocity expression with another expression
or with literal text.

e  When a macro calls another macro in the same library or template, the called
macro must be sequenced before the calling macro. Otherwise a confusing error
message is shown!

e Velocity commands cannot wrap, they must be coded on a single line. Wrapping
causes an error message during generation.
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<!-- DEEUG:BEGIN: FORM_NUMEEE_3LIDER
lgt—-

Model pointer points to:

JH3I.
TH3I.
TH3.
JH3I.
TH3I.
TH3.
JH3I.
TH3I.
THS.
TH3I.
TH3I.
THS.
. CULEEnt.
. CUrrent.

If you write a Boolean expression, for example in an if-statement, both sides of
the expression must have a value (and must be of the same type). If a variable
might be null, you should first test whether this variable has a value, as follows:
#if (SmyOptionalVar)

#if ("SmyRequiredvar"=="S$myOptionalVar")

#end
#end

Add comments using the ## comment line marker to your custom templates to
describe what changes you made compared to the default template the custom
template was based on.

generating your application.

Carefully read any velocity errors you might in your custom templates when

If you have problems getting your custom template to work correctly, you can

temporarily add macro #MODEL_POINTER () to your template. It prints all
“current” elements you can refer to. Here is an example of the output we get
when we add this call at the top of our custom number slider template:

Current.
current.
current.
Current.
Current.
current.
Current.
Current.
current.
current.
Current.
current.

: customsiten/forn/formfumberilider. v, nesting lewvel:

6 —-=

group:
tree:

item:
itemContainer:
itemFegion:
regionContainer:
include:
managedbean:

tenplateBindingsModel:

WENL:
groupFacesContig:
domainFacesConfig:
pageConponent:
domain:

PGItemModel [Salary)

PEGroupModel (Ewmployees)
PGItenmModel [Salary)
PEGroupModel (Ewmployees)

PGItemModel [Salary)

PageModel (Emplovyees)

rinputHumberSlider id="Ewployeesialary” walue="#/bindings.Euployeesialary. inputValue}”
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12.4. Customizing Pages

The previous general paragraph on creating custom templates already provides most of
the information needed to customize generated pages. This paragraph discusses the
following additional topics that are specific to customizing pages:

e Customizing Page Templates

e ADF Faces Skinning

¢ Changing the Page Template at Runtime

e Adding Custom Properties to a Generated Item

¢ Adding Custom Item Display Type
12.4.1. Customizing Page Templates

When generating groups as reusable regions with page fragments (recommended), an
ADF Faces page has the following structure:

e The generated UlShell page uses a page template.

e The page template in turn uses a declarative component menuGlobal.jsff to
provide the content of the upper right corner of the page.

e The page template has a facetref named pageContent that should be used to
include the actual content of the page

e The generated UlShell page uses this pageContent facet to include a dynamic
region that displays one of the generated group regions. The actual region
displayed is determined through the menu.

e The region template, which only displays the breadcrumbs, and in case of a
wizard layout the af : train component, has a facetref named
pageContent that should be used to include the actual content of the page
fragment.

e For each group, page fragments are generated that use the pageContent facet
of the region template to include the actual page fragment content.

ORACLE' JHeadstart Demo Home  Back Office  Front Office

Customers Suppliers Pr. Pa g e m\l\@l@ bloyees Copiers

Suppliers (CANOMN CENTER UTRECHT BY) = *

M @gQ@J
(L Menu

dit Supplier CANDN HEAni4a% » . *T Capiers | Supplier Parts | Save | Cancel ‘

+ Relatoniunte Reulon Temmlate
* Name | CANON CENTER LITRECHT B9 C Page Frag mD

Telephone | 030 6356020 * City | Houten
Emaladdress | info@canoncenter.nl * Country | Mederland

*Street | De Molen IMema
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When using dynamic tabs (see chapter 9 "Generating menu Structures", section 9.3) the
structure is slightly different. The generated dynamic tabs page template does not include
a pageContent facetref. With dynamic tabs, the page template contains the declarative
component DynamicTabs . jsff that can display up to 15 dynamic tabs, that are opened
through the tree menu that is also contained by the page template.

The page template and the declarative components are generated using a velocity
template, the actual content differs based on application-level settings like the type of
menu used and security settings.

When generating the application, JHeadstart always generates three "sample" page
templates:

o JhsPageTemplate: uses a tabbed menu at the top

¢ JhsTreeMenuPageTemplate: uses a tree menu at the left, and when clicking a
menu item, the dynamic region at the right displays the group content for that
menu item.

¢ JhsDynamicTabsPageTemplate: uses a tree menu at the left and dynamic tabs at
the right.

Which of the "sample" page templates is actually used, is determined by the application
level property Page Template.

foomman)pageTemplates) IhsDynamicTabsPage Template, jspix |v|

lcomman)pageTemplates) IhsPageTemplate, jspo

lcommaon)pageTemplates) IhsTreeMenuPageTemplate, jspx
foomman)pa n;leTer.miate::,l'Jl'u::D vnamicTabsPageTemplate, jspex
#4ihsLookAndFeelBean. currentPageTemplate}t

Fegion Template *

Comman Pages Direckary *

=] Menu Settings

So, to customize the page template, you actually have two options:

o Customize the generation of the sample page templates.

¢ Create your own page template.

12.4.1.1. Customizing Generation of the Sample Page Templates

You can change the generation of the sample page templates to suit your specific needs.
You do this by creating custom templates for one or more of the templates used to
generate the sample page templates and declarative components:

e JHS PAGE TEMPLATE

e PAGE_TEMPLATE_CONTENT

e PAGE_TEMPLATE_TREE_MENU_CONTENT

e PAGE_TEMPLATE_DYNAMIC_TABS_CONTENT
e MENU_GLOBAL

e DYNAMIC TABS

Note that the JHS_PAGE_TEMPLATE is the "shell" Velocity template. Inside this
template, one of the three page template content templates is parsed, based on the value
of the Page Template property in the JHeadstart Application Definition Editor.
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12.4.1.2. Create Your Own Page Template

You can make a copy of one of the generated sample page templates, rename it, and
modify it as you like. Or you can create a page template from scratch. To use your custom
non-generated template, you simply enter the path and name of your custom template in
the Page Template property, instead of choosing one of the sample template names from
the list.

Page Template * JcommonypageTemplates/mwCustomPageTemplate. jspi

There are some things to keep in mind when creating your own page template:

e  When generating without dynamic tabs enabled, the generated shell pages
assume that the page template contains a pageContent facetref, so make sure
this facetref is still present in your custom template.

e Additional managed beans are generated when using the standard dynamic tabs
page template. If you created your own custom template that still relies on these
managed beans, you need to check the application-level property Use Dynamic
Tabs?.

[  Attention: ADF registers page templates in an XML file named pagetemplate-
metadata.xml, located in the src/ META-INF directory. When you use the
JDeveloper wizard to create a new page template, the template is
automatically added to this XML file. However, if you want to base your page
template on the default JHeadstart page template using “Save As...” you need
to manually add your custom template to this XML file.

12.4.1.3. Customizing the Region Template

The region template is not generated. If you want to customize it, then make a copy,
rename it and make your changes. In the Region Template property, specify the name of
your custom region template.

Fegion Templake * Jcommon)pageTemplates/myCustomRegionTemplate. jspx

Make sure your custom region template contains a pageContent facetref and a popups
facetref, since the generated page fragments use these facets.

12.4.2. ADF Faces Skinning

In addition to customizing page templates, you can customize the overall page look and
feel by using a custom ADF Faces skin.The advantages of skinning are two-fold:

1. The desired Look and Feel is defined only once in a skin and used throughout
one or more applications.

2. You can apply a (new) skin on existing ADF Faces applications, the applications
themselves do not need to change.

With a custom skin, you can customize layout characteristics that are typically defined
through cascading style sheets: fonts, colors, icons, images, margins and so on. To figure
out how you can change the appearance of the various ADF Faces user interface
components, a Skinning Selectors document is available.
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Web Reference: Web User Interface Developer’s Guide for Oracle ADF,
chapter 20 ”Customizing the appearance using styles and skins”.
http://download.oracle.com/docs/cd/E17904 01/web.1111/b31973/af skin.htm#BAJF
EFCJ

Web Reference: ADF Faces Skinning Selectors.
http://download.oracle.com/docs/cd/E15523 01/apirefs.1111/e15862/toc.htm

The skin used by ADF Faces is defined in a file named trinidad-config.xml, located in the
WEB-INF directory.

Zrxml wersion="1.0" encoding="windows-1252" 2>

Ztrinidad-config xwlns="http: f/myfaces.apache.orgstrinidadconfig™
<skin-family-fusion< /skin-family-

< /trinidad-config:|

As you can see, the default skin is the “fusion”skin. The quickest way to see the
differences between the various skins, is to generate your JHeadstart application with the
application-level checkbox property Generate UI Skin Switcher checked.

izenerate UL Skin Switcher? *

This generates a dropdown list in the upper-right corner of your page that by default will
show all the predefined skins that are included with ADF Faces.

ORACLE" JHeadstart Demo Home HRService Skin

Jobs Locations

Employees Departments Countries Regions

Employees Mews Employess  |[{REY

Filter By | Last name o ﬂ Advanced Search
Action = View = Format - “ﬁ' ﬁ MaéDetach ¢ Wrap

| * Employee id |* Last name |* Email . |Ph0ne number |* Hire date |’
ZRB | 100 King SKIMG 515.123.4567 17-Jun-1967 |G |
/R | 101 Kachar NKOCHHAR 5151234568 2l-Sep-lon 3 |
ZRY | 102 De Haan LHAAN 5151234569 13-Jan-1993 G |

The most professional looking skins are the “fusion”skin (see above), and the “blafplus-
rich”skin (see below).

ORACLE JHeadstart Demo Home | HRService Skin

Employees Departments Laocations Caunkries Regions

Emplovees Mew Employees Save Car
Filter Bv | Emplovee id B > @ Advanced Search
Action »  View »  Formak « | “i' | ﬁ’ |m Freeze|H§ Detach o=l Wrap
* Employvee id |* Last name * Email Phone number * Hire date
AR 100 King SKING 515.123,4567 17-Jun-1957 G |
7R 101 Kachar NKOCHHAR 515.123.49568 21-Sep-1989 [ |
Z R 102 D Haan LHAAR 515.123.4569 13-Jan-1993 G0 |

If you define your own custom skin, it will automatically appear in the Skin dropdown
list. When you generate a Ul skin switcher, JHeadstart replaces the hardcoded skin-
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family name in trinidad-config.xml with a reference to the “currentSkin” property of a
managed bean named “jhsLookandFeelBean. The skin drop down list changes the value
of the “currentSkin” property in this bean.

<?xml wersion="1.0" encoding="windows-1252" 2>

<trindidad-config xnlns="http: f/myfaces. apache. org trinidadsconfig =
<kin-family=#{jhsLookindFeelEBean. currentikinl< /skin-family>

< /trinidad-config:|

This “jhsLookandFeelBean” is defined in JhsCommon-beans.xml and references the
LookAndFeelBean java class that is part of the JHeadstart Runtime library..

“managed-bhean-
“managed-hean-name-jhsLookandFeelBeans /managed-hean-name-
“managed-hean-class>-oracle, jheadstart. controller. jsf.bean. LoockindFeelEean
< /managed-hean-class>:
<managed-hean-scope-2e33iond /managed-hean-scope-
<managed-property-
<property-name>currentPageTenplates /‘property-name-
Zwalwer: fcommon/pageTenplates /dhsPageTenplate. jspx< /value-
= /Mmanaged-property-
<managed-property-
<property-name-currentBegionTenplate /property-name:
Swalue: fconmon fpageTenplates /JheRegionTenplate. japx< /fralue:
< /managed-property-
<managed-property-
<property-name>currentikin< /property-name-
<raluwe-fusion< fralue>-
= /Mmanaged-property-
<managed-property-
<property-name-pageTenplates< /property-name:-
<map-entries:-
<map-entry:
<key:/fconnotspageTenplates /\dhaPageTenplate. Japx< /key=
<ralue>Tabbed Menu- /wvaluel
< /map-entry>
<map-entry-
<keyr/connonspageTenplates /dhaTreeMemiPageTenplate. Jap=-/key>-
Lraluex>Tree Menus /ralues-
< /map-entry>-
</map-entries:
< /managed-property-
< /managed-hean- :[

Through managed properties you can specify the (default) settings for the skin and page
templates. To change these default values you can create a custom velocity generator
template (not to confuse with ADF Faces page templates) for ThsCommonBeans . vm.

12.4.3. Changing the Page Template at Runtime

You can also change the page template at runtime, this might be useful for user interface
prototyping, or when you want to use specific page templates based on the current ADF
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faces skin. To make the page and region templates switchable at runtime, use the
following property settings:

Page Template * #{ihsLookandFeslBean. currentPageTemplate:

Region Template * #{ihsLookAndFeslBean, currentR egionTemplate:

By default, this will generate an additional drop-down list in the global menu area to
switch the page template.

ORACLE’ JHeadstart Demo Home HRService Page Template

abbed Menu K;l

Tree Menu

Wiem s Regions =

Home Edit Regions Europe KA1 9 P ||
W HRService

Emplovess *Regionid |1 Fegion narme | Europe
Departments

Jobs

Locations

Countries

Regions

The page templates shown in this drop-down list are read from the “jhsLookAndFeel”
bean already discussed in the previous section. To add your custom page templates to
this list, you should make a custom template based on JhsCommonBeans.vim and change
the “pageTemplates” property.

“managed-property-
“property-name-pageTenplatess /property-names-
“map-entries:
<map-entry-
Zkey:/soommon/pageTenplates /ThaPageTenplate. Japx< ' key:
<ralue>=Tabbed Mernnm: fralue-
</map-entry- +
<map-entry:-
keyr/common/pageTenplates /ThaTreeMenuPageTenplate. Japx< key>
Zralue>Tree Menus swralue-
Lrys:
<map-entry-
Zkey:/ocommon/pageTenplates /MyCustonPageTenplate. japx< /key=
Zvyaluex=My templated /ralue>-

-{,map—entrf} A

< /map-entries-
< /managed-property-

If you don’t want a separate page template drop-down list, but instead want to link the
page template used to the selected skin, you can the do following;:

e Leave the Page Template and Region Template to the above values that reference
the jhsLookAndFeel bean.

e Make a custom Velocity template for MENU_GLOBAL (menuGlobal.vm) and
remove the code that generates the Page Template dropdown list
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e Make a custom Velocity template for JhsCommonBeans.vm and add an
additional managed property named “skinPageTemplateMapping” to the
managed bean definition. In this property you can specify which page template
should be used with which skin. In the example below, the default tabbed menu
is displayed with the fusion skin and the tree menu is displayed with the
blafplus-rich skin.

<managed-property:
<property-name-skinPageTenplateMappings /property-name-
<map-entries-
<map-entry-
<key:fusion ‘key-
<walues/conmoh/pageTenplates /dhsPageTenplate, japx< fralue-
< /map-entry-
“map-entry-
<keyrblafplus-rich: /key:-
<walue>:/connon/pageTenplates /TheTreeMenulPageTenplate. jspx< /ralue-
< /map-entry-
< /map-entries:-
< /managed-property-

Note that you can take this concept even further by creating a subclass of the JHeadstart
LookAndFeelbean. For example, you could add additional bean properties to specify the
mapping between the skin and branding logo used.

12.4.4. Adding or Overriding Properties of a Generated Item

As explained in section 12.3.4.1 Using Custom Properties, you can define custom
properties against most element types in the JHeadstart Application Definition Editor
and then use these properties in custom templates to write more reusable custom
templates. For the item element, there is another alternative to make the template more
generic and reusable, or even better, to stick with the default item template ans still add
additional item properties that are not generated or override generated properties. This
can be done using the item-level property Additional Properties which is only visible in
expert-mode.

The value of this property is free text that will be added directly inside the ADF Faces
Component generated for this item. You can use it to define additional properties like
styleClass and inlineStyle. Use this property with caution, it might result in
duplicate or invalid properties within an element. For example, when this item is a
depends on item, the autoSubmit property will be generated, if you specify the
autoSubmit property here as well, you will get XML parse exceptions at runtime.

All default item templates contain a call to #)TEM_ADDITIONAL_PROPERTIES macro
which will add the content of this property when specified.

The screen shot below shows how we can use this property together with the generic
custom formNumberSlider.vm template that we introduced in section 12.3.4 Writing
Reusable Custom Templates.

=] Customization Settings

Additional f Overriding Properties maximum="25000" majorIncrement="1000" minimumIncrement="100" minorIncrement="100"

The formNumbersSlider.vm template itself becomes simpler again, because it already
contains a macro call to add the value of the Additional / OverridingProperties
property, as shown below.
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Eﬁnumherﬁlider.vm
'..,“' TR
#5TART_ITEMS _DISPLAYED AT RIGHT()
<af:inputlumber$lider $ITEM_ID_IN FORM() #ITEM VALUE_IN_FORM{) #ITEM PROMPT IN FORM()
#ITEM_PARTIAL TRIGGERS () #ITEM REQUIRED IN_FORM[)
#ITEM FEAD ONLY_IN FORM() #ITEM_RENDEFED IN FORM({)
#ITEM DISABLED IN FORM() #ITEM HINT() #ITEM HELF() l#ITEH_ADDITIDNAL_PRDPERTIES [ 1]
#DEPENDZ 0N _ITEM FROPS_FORM() #ITEM_SIMPLE()
#VALIDATOR-BINDING()
#NUMEEF, CONVERTER()
#ITEM CONTEXT_FACET()
</afiinputihumberiliders
#END_TTEMS_DISPLAYED AT RIGHT()

You can also use this property to override a generated property that you cannot change
to the desired value using the standard JHeadstart item properties that you can enter in
the application definition editor.

12.4.5. Adding Custom Item Display Type

JHeadstart Developer’s Guide

If you have created a custom item-level template, there is another way to apply this
custom template: you can define a custom item display type that will show up in the item
Display Type property list. You can associate the custom template with this custom
display type, and JHeadstart will then pick up the custom template if you have specified
the custom display type for an item.

We will use the slider number example from the previous paragraph to explain the steps
to take, so we will introduce the custom display type numberSlider.

We first need to add this display type to the list of display types, which is configured in
jag-config.xml. Open this file, and search for a bean named viewTypeAdfFaces.
This bean has a property supportedDisplayTypes where we can add our custom
display type numberSlider, as shown below.
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<hean hame="viewTypeidfFacez™
clazzs="oracle.jheadztart.dt. share.model . ViewType"
singleton="true">
<property name="wvalues">
<ralueradfFaces fralue-
< /property-
“property namne="dizplayValue">-
Lraluer-aDF Faces</value-
< /property-
<property nane="templateBindingFile™>
Lralue=defaultTenplateEindings. jtp fralue-
< /property-
<property name="supportedLayoutityles"-
<list:
Lraluerform Sralue-
Lraluertable< /ralues-
<raluertahle-forn< fralues-
<raluerselect-form /ralue-
<raluerreusableTrees fralues-
<ralue-tree: /ralue-
<raluertree-form fralues-
<wraluerparent-shuttle<s /ralue-
<raluerintersection-shuttle: /fralues
< /li=st>-
< /property- +
<property namne="supportedhizplayTypes™>

i
iliﬁalu3>numher511der(fvalue)
LraluesteXtinputs fralues-
<ralue>dropDownlist /ralue-

<wralue>]lovs fralue>-
Lraluernodel-choicelists fralues-

As explained before, JHeadstart creates an instance of PGItemModel for each item it
generates. The properties injected during instantiation of a PGItemModel instance,
including the templates to use, are also specified in jag-config.xml. JHeadstart looks
up a bean named after the value of the display type, suffixed with PGItemModel. So, we
need to create a new bean definition named numberSliderPGtemModel in jag-
config.xml, that looks like this:

<hean nane="rmumber31iderPFItenModel™ class="oracle.jheadstart. dt. jag.pagegenerator.ponodel . PETtenModel™
singleton="false">
<property name="formTemplateIdentifier"><wvalue>FORM NUMEER_35LIDER< /value:< /propertys-
<property name="tableTemplateldentifier " ><walue>TAELE_ NUMEER_SLIDER< Avalue>< /property:
q;ropeiy nane="advancediearchTenplateldentifier”»<waluerADYVANCED SEARCH NUMBEER 3LIDER< ‘valuer< /property:
<property name="ruickSearchTenplateldentifier™=<ralue>QUICE_ SEARCH NUMEEF S5LIDER</value:< /property:-
<property namne="pgltenModelHelper><ref bean="pgltenModelHelper™ =< property:-

< /hean-

Now we need to add these logical template names in a custom template bindings file, and
map them to physical templates. And we need to specify this custom template bindings
file at the application level. See also section Grouping Custom Templates.
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S A S e

ES MyJhsTutorial - Application Definition Editor

EED % @ 88

Y1y hsTutarial
=[5 HRMadule
; Employess

Empizard
Departments

-3 Domains

= General

Template Binding File {

customTemplateBindings. jtp
= Page

DATA_PAGE

FRAGMEMT_PAGE

SKELETOMN_PAGE

LOY_PAGE
=/ Page Content

PAGE_COMTENT

FORM_NUMEER_S5LIDER=custon/iten/form/formbumberilider.vm
TABLE NUMBEE_SLIDERcustom/item/tablestableMNumberflider.wvm
ADVANCED SEARCH NUMBER_SLIDER=custon/iten/find/findMumber3ilider.vn

QUICK_SEARCH NUMEER_3LIDER=custon/itew/find/quickSearchiumberilider.vm

Finally, we can set the custom display type for employee salary, and regenerate the

application.

& MyThsTukarial
E\‘@ HR.Module
== Employees
B[22 Ttems
- 128 Employeeld
(B8 FirstMame
- [E¥8 | gsthame
- EE Email
- 58 PhoneMumber
-3 HireDate
- EE Jobld
[#-E= JobIdLink,
[#-E2 JoblIdLinkTable

- 138 CommissionPct
-2 Managerld
-2 DepartmentId
..... 3 Regions

= General
Bound to Model Attribuke? *
Marne *
Shott Mame
Attribute Mame *
Walue

Java Tvpe *

Display Type *

Use LOY For walidation
Damnain

Ackion

Action Listener
Method Call

Link Group Mame

Salary
Salary

Murmber h

numberslider N -

bextInpuk
dropDownList

o
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miodel-camboBio:
miodel-comboBoxLow
miodel-inputTextLoy

Warning: When you install a new JHeadstart version and re-enable JHeadstart

on your project, the jag-config.xml file is overwritten again. So, after
installing a new JHeadstart version you need to re-apply any changes you
made to the jag-config.xml file.
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12.5. Customizing Task Flows

This paragraph explains how to customize generated task flows. Note that as explained
in section Recommended Approach for Customizing JHeadstart Generator Output, we
recommend that you first use the Visual ADF task flow diagrammer in JDeveloper to
make any customizations. If your customizations work, then this paragraph explains how
you can preserve these customizations when regenerating your application. This
paragraph first explains the structure of the generated task flows which will make it
easier to make your customizations.

12.5.1. Understanding Generated Task Flow Structure

JHeadstart generates one bounded task flow for each top-level group. The generated task
flows are highly configurable to maximize reuse. They can be configured

e tostart in create mode (new row)

e to show one specific row (deeplinking)

to go to summary or detail page

to hide action buttons (Save, Cancel, Form brows Buttons)

® to hide search regionto show in read-only modeStandard task flow parameters

To achieve this configurability, each task flow uses a task flow template. The task flow
template defines a number of standard input parameters:

e parentContext

e hideSaveButton

e hideCancelButton

e hideSearchArea

e hideFormBrowseButtons

¢ jhsBreadcrumbStack

The parentContext parameter is automatically passed by JHeadstart. It contains a map
object that you can use at your convenience. The map is created for the top-level
unbounded task flow, and is passed to all child (region) task flows. It makes it very easy
to share information between parent and child task flows, and even between sibling task
flows, since they all have access to the same instance of the parentContext map. The
parentContext parameter greatly reduces the number of use cases where you need to
use the more complex mechanism of contextual events to implement region interaction.
The drawback is that by relying on information in the parentContext map, the task
flows become less reusable as they are tightlier coupled to other task flows that put the
required information in the parentContext map.

The jhsBreadcrumbStack is automatically passed by JHeadstart when you implement
a groupLink where the new group task flow is shown "In Page". By passing the
jhsBreadcrumbStack, JHeadstart ensures you will get breadcrumb links to navigate
back to the calling group task flow.

The other template task flow parameters are Boolean parameters that can be used to
conditionally show/hide buttons or the search area.
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In addition, each generated task flow contains the following standard task flow
parameters with a group name suffix:

create[Groupname]: boolean parameter can be used to start the task flow in
create mode: the form page will open with a new row ready for data entry. The
other parm,eters can be used for deep linking

rowKeyValue[Groupname]: value of primary key attribute, can only be used
when there is one primary key attribute (which is recommended anyway). The
value is used to call method queryByKeyValue on JhsApplicationModule.

rowKeyStr[Groupname]: string representation of key, can be used for composite
keys, and is used to call setCurrentRowWithKey on the iterator binding. If you
want to pass the rowKeyStr value of the current row in a source page, you can
use an EL expression like this:

#{bindings.MyGroupNameIterator.currentRowKeyString}

rowKey[Groupname]: the oracle. jbo.Key object that is used to call
findByKey on the view object. If the primary key of your view object consists of
multiple attributes, you must use this parameter. JHeadstart provides a
convenience method to create this key. Suppose you need to deep link to an
Employee which has a primary key consisting of both FirstName and
LastName. The parameter value would become something like:

#{jhsTypeConverter.listToJboKey['#{bindings.MyGroupEmpFirstN
ame.inputValue},
#{bindings.MyGroupEmpLastName.inputValue}']}

The function 1istToJboKey takes a comma delimited list as parameter, and
converts that into an oracle.jbo.Key. Any parameter that is an EL-expression
will be evaluated before it is put into the JBO key. If you want to pass the key of
the current row in a source page, you can use an EL expression like this:

#{bindings.MyGroupNameIlterator.currentRow.key}
altKeyName[Groupname]: the name of the alternative key, can be used in

combination with rowKey[Groupname] to call findByAltKey on the view
object.

12.5.1.2. Generated Task Flow Structure

The following picture provides a simplified view of the task flow generated for one top-
level group with table-form layout.
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| EY
CreateEmployees

createEmployees deepLinkPage

firstPage J =] CreateEmployees
[

| Y EmployeesDetais

EmployeesT able
SetCurrentRowEmployees

StartEmployees

deepLinkPage

AGs

SetCurrentRowEmployees

The default activity of each generated task flow is always the "main router" activity that
decides the next activity based on the values of the task flow parameters. By default the
first page of the task flow will be shown. If the create [Groupname] parameter
evaluates to true, a CreateRow activity will be executed followed by navigation to the
"deeplink" page, which is the form page in case of a table-form layout. (In case of a table
layout, the first page and deep link page are the same.)

If one of the row identifying parameters is set, the SetCurrentRow activity is invoked,
followed by navigation to the deep link page.

Note however, that the above picture is a simplified view, when you look at the task flow
diagram of a generated task flow, you will miss the direct lines between the various
activities. This is because all the navigation rules have been generated as so-called
wildcard control flow rules. This is required for implementing the breadcrumb
navigation where the source view activity is unknown. It also makes it easier to change
the default generated flow through the task flow, since you can navigate from any
activity to any other activity. If you do not want this flexibility you can customize
JHeadstart to generate more activity-specific control flow rules.

12.5.2. Customizing the Task Flow Template

JHeadstart generates three task flow templates using the following template names

e BOUNDED_TASK FLOW_TEMPLATE: used to generate task flow template for
task flows that contain stand-alone .jspx pages

e FRAGMENT_TASK FLOW_TEMPLATE: used to generate task flow template for
task flows that contain .jstf page fragments

e LOV_TASK FLOW_TEMPLATE: used to generate task flow template for task
flows generated from JHeadstart LOV groups
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To customize the generation of these task flow templates, you can follow the standard
procedure of defining a custom Velocity generator template as explained in more detail
in section Creating a Custom Template File.

12.5.3. Customizing the Task Flow Template Reference

If you want base a generated task flow on a manually built task flow template rather than
one of the generated task flow templates, you can create a custom Velocity template for
the TASK_FLOW_TEMPLATE_REFERENCE template.

¥ HRDemo - Application Definition Editor

PRI WA EHED wEED L EE

(5 HRDemo Eind: [TASK_FLOW || I | |{
El@ AppModule =
N Eropioyoes TASK_FLOW_INPUT_PARAMETERS

Departments TASK_FLOW_MAIN_ROLITER
Regions TASK_FLOW_MANAGER_BEAN
Locations

Countries
Jobs TASK_FLOW _TEMPLATE_REFEREMCE custommiscifacesConfig/ry TaskFlowTemplateReference, vm

TASK_FLOW_METHOD_CALL_ACTIVITIES

=] EmployeesLookup TASK_FLOW _VIEW _ACTIVITIES
=| DepartmentsLookup

=| JobsLookup TREE_BEAN
=| LocationsLookup EMPTY
=| RegionsLookup = Miscellaneous
=| CountriesLookup
c[C0 Domains <template-reference>
<document id="#NEW_ID("__ ")">/WEE-INF/nyTaskFlowTenplate.xnl</docunents:
<id id="#NEW_ID("_ ")">nyTaskFlovwTenplate ids

</tenplate-references

12.5.4. Adding Custom Task Flow Parameters

The task flow parameters section is generated through template
TASK_FLOW_INPUT_PARAMETERS template. However, you do not need to create a
custom template to add custom task flow parameters. You can add a custom task flow
parameter to the generated task flow by defining a group parameter on a top-level group
in the JHeadstart Application Definition editor. To add the parameter, right-mouse-click
on the group and choose New -> Parameter. The value you specify for the parameter is
used as the default value when invoking the task flow without specifying a value for the
custom parameter. This default value can be a literal or an EL expression.

E_@ HRDema [= General
AppModule
*E} %DE | Mame * rini_uskam T askFlowParam
=}~ rplovees
-3 Items ryDefaulty alue
----- 3 Regions
E Detail groups
=[5 Params
- CuskomTaskFlowParanm
[#-[E5] Depattments

12.5.5. Adding Custom Managed Beans
To add custom managed beans to a task flow, you can create a custom Velocity template

for the placeholder template TASK_FLOW_CUSTOM_BEANS, which by default is
mapped to the default/common/empty.vm template.
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Alternatively, you can implicitly add a custom managed bean by feeding the managed
bean metadata model used by the task flow generator from another template. Typically, a
managed bean is referenced from a page snippet, so in your custom page snippet
template you can add the managed bean by calling addCustomManagedBean on the
JHeadstart FacesConfigGenerator.

For example you can put this in the generator template where you want to add the
managed bean generation (put it in one line, otherwise you will get an error):

#set ($SmyCustomBean =
${JHS.facesConfigGenerator.addCustomManagedBean (

${JHS.current.group},
"custom/myBean.vm",
"${JHS.current.group.name}MyCustomBean",
${JHS.current},
${JHS.page},
true,
"pageFlowScope"

)

This code generates the managed bean, and puts its name into a Velocity variable that
you can use in the remainder of the generator template. For example, you can generate
the name of the managed bean into a page by referencing $ {myCustomBean}.

The parameters of addCustomManagedBean method are as follows:
1. The Group used to determine in which task flow the bean should be added
2. The Velocity template file to use for this bean
3. Name of the bean
4. Current JHeadstart Model pointer
5. Current page

6. Flag whether the custom bean should be generated within the bounded task flow
(true) or outside of it (false)

7. Prefix for the scope of the bean, can be NULL.

An example of the Velocity template for such a managed bean is:

<managed-bean>
<managed-bean-name>
S${JHS.current.managedBean.beanName }
</managed-bean-name>
<managed-bean-class>
com.mycompany.myapp.controller.bean.MyCustomBean
</managed-bean-class>
<managed-bean-scope>
pageFlow
</managed-bean-scope>
</managed-bean>

Of course you must also create the managed bean class (in the example
com.mycompany.myapp.controller.bean.MyCustomBean). You can then refer to the
properties of the bean class in the properties of the ADF Faces components you generate
into your pages. If for example the bean class has a method getMyProperty (), you can
include the following in the generator template where you called
addCustomManagedBean:

someAdfFacesProperty="#{${myCustomBean}.myProperty}"
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Reference: See the Javadoc of FacesConfigGenerator, method
addCustomManagedBean ().

12.5.6. Customizing the Main Router Activity

You can customize the generated main router activity by creating a custom Velocity
template for the TASK_FLOW_MAIN_ROUTER template.

You can also implicitly customize the main router by feeding the MainRouterCase
metadata model from another custom template. You do this by calling method
addMainRouterCase on the facesConfigGenerator:

§ {JHA. facesConfighenerator. addainRouterCase (§JH3. current. group, "#{sonebooleanExpression}™,"JonelutCone™) }

The parameters of addMainRouterCase method are as follows:

1. The Group used to determine in which task flow the main router case should be
added

2. The boolean expression used for the router case

3. The outcome for this router case

12.5.7. Adding Custom Task Flow Activities

To add custom activities to a task flow, you can create a custom Velocity template for the
placeholder template TASK_FLOW_CUSTOM_ACTIVITIES, which by default is mapped
to the default/common/empty.vm template.

When adding a custom activity, you also need additional control flow rules to navigate to
and from the activity, and may be an additional main router case to conditionally go to
the custom activity. You can create all these task flow artifacts within the custom
activities template by feeding the main router case model, as well as the control flow rule
model.

Here is an example:

<method-call id="SomeldctivityId™s -
<method id="#NEW ID{"_")">#{3omeMethodCall}< /method>
<outcome id="#NEW _ID("__ "]">
<fixed-outcone id="#NEW ID{"__")">Jomefutcone</fixed-outcone>

</ourcones
</method-call>
FIJHS. facesConfigbenerator, addMainRouterCase (§THS. curkrent. group, "#{someBooleanExpression!™, "SomelutCome™) )
5 {JH3. facesConfigGenerator, addGlobalNavigationCase (§JHS. current. group, "Somelutcome”,"SonebdctivityId™,false) )
5 {JH3. facesConfigGenerator, addNavigationCase (§ JHS. current. group, "SonedctivicyId™, "Somelfutcome”,"SoneTodctivicyId”,false)}

12.5.8. Adding Custom Control Flow Rules and Cases
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To add custom control flow rules and cases to a task flow, you can create a custom
Velocity template for the placeholder template
TASK_FLOW_CUSTOM_CONTROL_FLOW_RULES, which by default is mapped to the
default/common/empty.vm template.

Alternatively, you can implicitly add a control flow rules and cases by feeding the control
flow rule metadata model used by the task flow generator from another template. You
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will typically use this technique in the custom template where you add custom activities
that need corresponding control flow rules.

To add the control flow rules from another generator template, you call
addNavigationCase for a specific navigation between two activities, or
addGlobalNavigationCase for a wildcard navigation on the JHeadstart

FacesConfigGenerator.

For an example, see the default generator template for the Details button
(default/button/detailsButton.vm):

action="${JHS.facesConfigGenerator.addNavigationCase (${JHS.page.name}, "details",
S{JHS.current.pageComponent.detailsPage.name}) }"

As you can see, the template for a navigation button can also cause the corresponding
navigation case to be generated. The method addNavigationCase takes three
parameters:

1. The "from" page

2. The outcome name

3. The "to" page

Similarly, addGlobalNavigationCase takes two parameters: just the outcome name
and the "to" page.

Reference: See the Javadoc of FacesConfigGenerator, methods
addNavigationCase () and addGlobalNavigationCase ().

12.5.9. Preventing Task Flow Generation
If you prefer to switch off generation of a specific task flow altogether, rather then using

custom templates, you can do this using the group-level generator switch Generate
Group Taskflow?.

ERED @

= Generation Settings

Generate Pages? *

Generate Group in Page Fragment? *
Generate Search Area in Page Fragment? *
Generate Page Definition? *

Clear Page Definition Before Generaginn? *

Cryerwribe Page Definition Bindingsy *

Generate Group Taskfow? *

O0E E & OO E

Always Passivate State Before Commity *

Note that this property is only visible in expert mode.
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12.6. Customizing Output of the File Generator

JHeadstart uses a special template, default/misc/file/fileGenerator.vm, asa
means to generate additional files, not directly releated to a group. Examples of these files
are the home page, ADF Faces page and region templates, the login page, and SQL
scripts to populate the JHeadstart database tables for table-driven features.

This section explains how to

e Customize the content of a file generated by the file generator
e Stop a file from being generated by the file generator

e  Generate additional custom files.

12.6.1. How to customize the content of a file generated by the file generator

Each file that is generated through the fileGenerator.vm template has its own logical
template name that is used to generate the file content. You can find these template
names when opening up the fileGenerator.vm template.

## Generate Error Page .
#set (¢§parsedContent = "#JHS_PARSE_NO_DEBUG( {UNEXPECTED ERROR PAGH' §{JHS.service})™)
$JHS. createlrBeplaceFile ("§ {THS. htulRootDir} g {JHS. application. conmonPagesDir i UnexpectedError. J2££", fparsedContent)

Once you know the template name, you can create a custom template for it in the
standard way, by going to the Templates tab of the JHeadstart Application Definition
Editor and changing the name of the file template. See section Creating a Custom
Template File for more info.

12.6.2. How to stop a file from being generated by the file generator
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To stop a file from being generated, you specify the empty template shipped with
JHeadstart as the "custom" template for this file template.

B MyJhsTutorial - Application Definition Editor

R SRR HD MEED® @ 8

[F Find: |UNEX Hg_ | | & ‘
5 (g HRMadul —
= @ oeuE = Files

[*-E3) Emplovees

- Empizard FILE_GEMNERATOR

E#H-[=5] Departments IHS_JAwA_SCRIPT_LIE

3-8 Jobs REGISTER_FUNCTION_KEYS

[+-E5] Locations

[-E5] Countries HOME_PAGE

[ -[25] Regions UISHELL _PAGE

-3 Domains POPLP_SHELL PAGE

IINEXPECTED _ERPOR_PRGE defaulkfcomrmonyenmply, wm
Lo34]_PROPERTIES

## EMPTY template
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12.6.3. How to generate additional custom files

The fileGenerator.vm template contains a "place holder" template that you can use to
generate additional custom files using the JHeadstart metadata model

## Cenerate custom files
#TH3 _PARSE ([ 'CUSTOM_FILES' §{JH3.servicel]™)

The CUSTOM_FILES template name by default maps to the
default/common/empty.vm template. So, if you want to generate additional files you

create your file generator template and specify this template as the custom template to
use for CUSTOM_FILES.

You can use he following methods on the JHS velocity context are available for
generating files:

12 -40 Customizing Generator Output

createFile: this will generate a file when the file does not exist yet.

createOrReplaceFile: this will generate a file, possibly overriding an existing
version of the file

createApplicationDefinition: this will generate an application definition file
when the file does not exist yet. The application definition file is registered as a
special node in the JDeveloper Navigator to enable the JHeadstart context menu
on the file.

createSQLScript: this will generate a SQL script when the file does not exist yet.
The generated script will be executed automatically when the service-level
checkbox "Run Generated SQL Scripts" is checked (the default).

createOrReplaceSQLScript: this will generate a SQL script possibly overriding
an existing version of the file. The generated script will be executed automatically
when the service-level checkbox "Run Generated SQL Scripts" is checked (the
default).
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12.7. Customizing Page Definitions

12.7.1. Controlling Generation of Value Bindings

By default, JHeadstart will only generate value bindings needed for the items that are
displayed. If the group generates a page with table layout, an Item binding inside the
table tree At t rNames element will be generated.

<tree id="DepartmentsTahle” IterBinding="DepartmentsIterator =
<nodeDefinition Nane="Departmentz” DefName="model.DepartmentsView -
<httrHames-
<Item Value="DepartmentId” =
<Ttem Value="DepartmentMlame" /=
<Ttem Value="ManagqerId”/ =
<Item Value="LocationId" -
< /AttrHames-
< /nodeDefinitions
<ftree-

The value of such a binding can only be retrieved inside the af:table component using the
following EL expression:

#{row.bindings. [attrName] .inputValue}
For example:
#{row.bindings.DepartmentId.inputValue}

If the group generates a page with form layout an attributeValues binding will be
generated.

<attributeValues id="DepartmentsDepartmentld”
IterBinding="DepartmentsIterator >

<LhttrHames-
<Item Value="DepartmentId” /=
< /At trHames2-
<fattributeValues-

The value of such a binding can be using the following EL expression:

#{bindings. [bindingId].inputValue

For example:

#{bindings.DepartmentsDepartmentId.inputValue}

If you always want to generate form value bindings, even if a group does not generate a
page with form layout (which was the standard behavior in JHeadstart versions prior to

release 11.1.1.4.) you can check the service-level property Always Generate Form Value
Bindings. Note that this property is only visible in expert mode.
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[ MyJhsTutorial - Application Definition Editor

-2 WA HD | eE B (W
(& MyJhsTutorial

&G

= Generation Switches

Generate Value Bindings for Hidden Ttems? *

-] Employees Run Generated S0L Scripts? *
Departments Show Template Names in Source? *
Regions Overwrite Default Run Target? *
[#-E5] Locations
Countries Generate Adfc-Config Files? *
Jobs Generate ADF Page Definitions (bindings)? = [v]
{3 Domains i Always Generate Form Value Bindings? * ]
.

Show Generator Warnings? =

If you want to generate a table and or form value binding for hidden items, (which again
was the standard behavior in JHeadstart versions prior to release 11.1.1.4.) you can check
the service-level property Generate Value Bindings for Hidden Items. Note that this
property is only visible in expert mode.

If you want more fine-grained control over the generation of form value bindings, and
generation of value bindings for hidden items, you should leave these two service-level
properties unchecked, and use the item-level properties Always Generate Form Value
Binding and Always Generate Table Value Binding.

& MyJhsTutorial - Application Definition Editor

X&' Q%Y EHE =B D®

L MyJhsTutorial = Documentation / Online Help
(=28 @ RMDduIE Help Text
E:E:);ZSH te Instruction Text
=[5 Ttems = Binding Generation Settings
* """ EE Always Generate Form Value Binding? = ]
-8 Departmenthiame Always Generate Table Value Binding? * ]

, ..... [ Managerld
¢ e[ Locationld
, ..... 3 Regions Additional Properties

=l Customization Settings

12.7.2. Preserving Bindings Added using a Drag-and-drop Action

If you customize a generated page using drag and drop actions in the JDeveloper IDE,
and you want to keep your application 100% generatable, you have two options to
preserve the bindings that are added to the page definition during the drag and drop
action. Firstly, you can uncheck the group-level generation switch Clear page Definition
Before Generation. By unchecking this checkbox any content in the page definition that
is not (re-)generated, will be preserved. The drawback of this approach is that if you have
a large page definition with many bindings, then the re-generation of the page definition
will become slower.
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An alternative approach is to define the binding in a generator template and instruct the
JHeadstart generator to add the binding to the page definition. Here is an example to
generate a graph item including the required graph binding using a custom template:

frwacro (CUSTOM_EINDING)
<graph IterBinding="Employeesd4Iterator’™ id="EmployeesViewd"
wmlns="http://xmwlns. oracle. cow adfm/ dvt " type="BLR VERT CLUST":
“graphbataMap leafOnly="trues'>
“<geriesr
<datax
<item value="Salarvy"/>
</data>
</zseries>
<groups>
<item wvalue="LastMame"/>
</ groups>
</graphDataMap>
</ graph>
#end
§{JH3.pagelefGenerator .addBinding ( §JHS . page, "Emp loyeesViewd™, "#CUSTON _BINDING() ")}
<dvt:ibarGraph id="barGraphl™
value="#{bindings.EmployeesViewd. graphModel} "
subType="BAR_VERT CLUIT"
zeriesBolloverBehavior="RE_HIGHLIGHT"
animationOnbisplay="AUTO" threeDEffect="trus=:
<dwt thackground>
<dvt:specialEffects/ >
</dvt tbhackground:
<dvt:graphPlotirea/ >
<dvt:zeriesdets
<dvtizeries/>
< /dvt:iserieslet>
<dwt:olbxis/»
<dveiylixis/>
<dwt:legendiresa automaticPlacement="AP_NEVER"f>
<fdvt:barGraphﬂ

As you can see, the XML content of the binding you want to add to the page definition is
defined in a custom macro in the template. Then the binding is “registered”with
JHeadstart by using the addBinding command on the pageDefGenerator. Note that
the macro holding the binding content should be sequenced before the call to add the
binding.

In a similar way, you can add parameters and executables to the page definition using the
following commands:

${JHS.pageDefGenerator.addExecutable($]JHS.page, “Mylterator”, “#CUSTOM_BINDING()”)}
${JHS.pageDefGenerator.addParameter($JHS.page, “MyParam”, “#CUSTOM_BINDING()")}

When adding an executable, you can specify an additional argument after the custom

binding macro reference which specifies the ID of another executable where the new
executable should be sequenced before.
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CHAPTER
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Runtime Page

Customizations

When you deliver your application to multiple customers or organization units, these
customers or organization units might have specific requirements for customizing the
application. A typical example is an independent software vendor (ISV) who delivers an
application to multiple customers. Each customer has specific requirements, for example
a customer wants to add additional items to some pages, or they want to hide standard
items. These requirements could be implemented by creating separate code bases for each
customer, but this easily creates a maintenance nightmare.

ADF 11 offers many runtime customizations out-of-the-box.

See chapter 34 ”Customizing Applications with MDS” and chapter 35
@ “ Allowing User Customizations at Runtime” in the Fusion Developers

Guide;

http:/ /download.oracle.com/docs/cd/E17904 01/web.1111/b31974/par

tpage5.htm

If these features are not sufficient for you, you might want to leverage additional runtime
page customizations offered by JHeadstart. These features are driven by a separate set of
metadata stored in database-tables that come with JHeadstart, which allows you to
support customer-specific requirements without changing the code base, and without
changing the underlying database model.

The JHeadstart runtime customization functionality can be split into two areas:

e Defining additional so-called Flex Items at runtime.

e Customizing standard items at runtime. It is possible to hide an item in create
and/or edit mode, or to make an optional item required.

In the next sections we will explain how you can enable your application to use flex
items. The ability to customize standard items is not yet available in JHeadstart 11.
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13.1. Creating the Database Tables

JHeadstart uses a set of database tables to support these runtime customizations. The
structure of these tables is shown below.

0.1

| JHS_FLEX_REGION_DEFINITIONS
ID : MUMBER(*, 0)
LABEL_TRAMSLATION_KEY : VARCHAR2(E0) = JHS_FLEX_REGIONS
LABEL : WARCHAR2(ED) 1D : MUMBER(*, 0)
WIDTH : VARCHARZ(10) LINKED_KEY _ATTRIBUTE2_ALUE : VAR
MAME : W ARCHARZ(60) * | LINKED_KEY _ATTRIBUTE1 _WALUE : VAR(
LAYOUT_STYLE : VARCHARZ(20) ——— LINKED_KEY _ATTRIBUTE3_ALUE : VARC
NUMBER_OF _LAYQUT_COLUMNS : HUMBER(Z, 0) 1 FROD_ID : MUMBER(*, 0)
GROUP_NAME : W ARCHAR2(0)
REMDERED_EXPR : VARCHAR2(240) 1
ORG_KEY : WARCHARZ(30)
FROD_ID : MUMBER{*, 0)
ROLES : VARCHAR2(240)

1
iz JHS_FLEX_ITEM_DEFINITIONS 5] JHS_FLEX_ITEMS
ID : MUMBER(*, 0 ID : NUMBER(*, 0
HIMT _TEXT_TRANSLATION_KEY : ARCHAR2(E INTERMEDIA_YALUE : ORDSYS .ORDDOC
MAME : W ARCHAR2(G0) WALUE : WARCHAR2(4000)
DEFAULT_WALUE_QUERY : VARCHAR2(4000) FRM_ID : NUMBER(*, 0)
ERROR_MESSAGE_TRAMSLATION_KEY : WARC " |FID_ID : NUMBER(*, 0)
DISPLAY _TYPE : WARCHAR2(240) 1
MAXIMUM_LENGTH : NUMBER(4, 0)
ERROR_MESSAGE ; \VARCHARZ(240)
LABEL : WARCHAR2(E0)
IND_MANDATORY : VARCHARZ(1) ‘E JHS_ALLOWABLE_VALUES
ROLES : VARCHAR2(240)
REMDERED_EXPR : VARCHAR2(240) ID - NUMBER(*, )
HIMT _TEXT : VARCHAR2(240) . | WALUE: WARCHAR2(E0)
ALLOWABLE_VALUES_QUERY : VARCHARZ2(4( JLABEL : WVARCHARZ2(E0) I
DISPLAY SEQUENCE : NUMBER(3, 0) 1 LABEL_TRANSLATION_KEY : VARCHARZ
WVALIDATION_QUERY : 'V ARCHARZ2{4000) FID_ID - NUMBER(*, 0}
DISPLAY _WIDTH : NUMBER(3, 0) DISPLAY _SEQLENCE : NUMBER(3, 0)

DISPLAY_HEIGHT : MUMBER{3, 0)
LABEL_TRAMSLATION_KEY : ARCHAR2(60)
REGULAR_EXPR : VARCHAR2(240)
STATIC_DEFAULT_VALUE : VARCHAR2(60)

FRD_ID - MUMBER(*, 0) i — ] JHS_CUSTOMIZED_STANDARD_ITEMS
FID_ID : MUMBER(*, 0)
ID : NUMBER(*, 0}

ITEM_MAME : VARCHAR2(50)
0.1 IND_MANDATORY : ' ARCHAR2(1)
IND_HIDE_IN_CREATE_MODE : W ARCHARZ(1)
PAGE_MAME : VARCHARZ(E0)

ORG_KEY : VARCHAR2(30)
IND_HIDE_IN_EDIT_MODE : VARCHAR2(1)

L - *

Before you can start using Flex Items or Customized Standard Items, you need to create
the above table structure in your own application database schema. You can do this by
running the script JasModelCreate.sql against the database connection of your
application schema. This script is located in the scripts directory of your ViewController
project. If you don’t see the scripts directory, make sure you click the Group by
Directories option in the toolbar of the Application Navigator.

13 - 2 Runtime Page Customizations
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My DEmo - =

Projects Bl V-
#-{5] Madel v Group by Direckory
E| WiewController Sort by Type k
{:l Application Sources Package Level »
EID Resources Web Conkent Level b
- B[ properties Show Libraries
D templstes v Group by Category
=) seripts v Group Related Files

@ JhsModelCreate. sql
@ JhsModelDrop, sl
=47 Web Cantent
(-2 public_html

You can right-mouse-click on the JhsModelCreate.sql, then choose Run in SQL*Plus, and
then the database connection you want to run the script in.

(& Attention: We recommend installing the JHeadstart tables in the same schema
as your own application tables. If you nevertheless prefer to install the
JHeadstart tables in a different database schema, then you need to ensure that
your application schema has full access to the JHeadstart tables and synonyms
with the same name as the table name. This is required because the JHeadstart
runtime accesses the database tables through View Object usages defined in
application module JhsModelService. When generating your application
while using one or more of the table-driven features, this JasModelService
application module is added as a nested usage to your own application
module, thereby “inheriting” the database connection of its parent application
module.

(& Attention: The JhsModelCreate.sql script creates database tables for all table-
driven JHeadstart runtime features. Additional tables for dynamic menus,
translations and security are also created. If you do not plan to use these other
features you can create your own script that only creates the above tables, and
the JHS_SEQ sequence that is used to populate the ID column in these tables.
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13.2. Enabling Runtime Usage of Flex Items

To enable your application for use of Flex Items, the first thing to do, is to check the
application-level checkbox “ Allow Use of Flex Regions”. Subsequently, in each
JHeadstart service definition where you ant to use flex items, you need to check the same

checkbox property.

= Runtime Customizations

IJpdate Menu Entrigs? * +

[v]

Allows Use of Flex Regions? *

Next, you define “place holders” in the Application Definition Editor for a region of flex
items that might be defined at runtime. A flex region placeholder can be defined in two
ways: by creating a Flexible Region, or by creating an item with display type

“flexRegion”.

13.2.1. Creating a Flexible Region

To create a Flexible Region, you can right-mouse-click on the Regions icon within a
group, and choose Add Child => Flexible Region.

BS hr15 - ViewController - Application Definition Editor

+- R0 EHS

@dEBD 3L ¢

(5@ hr15 - ViewController
= @ HRService
=) Employees
EI Items
5 P

t-[E5 Emplo

b |E Flex Region
|E| Group Region
= | @ region Container
=" | Item Reqgion

= Identification

Marne * Regions

=/ Layout

Horizontal

-5 Depart, @
5] Jobs ] Expand

t-E8 Countr| ——————
5= Region Selectall..  »

[E
[E
[E
[+-[E5 Locatia =) collapse
[E
[E
[E

t-C1 Domains
[E= 88 @ SecuriyAdminservice

Separakor Space

Rendered Expression

Depends On Ikemis)

Enable Stretching? * 4|

Apart from the Name, a Flexible Region has two properties: Display in Form Layout?
and Display in Table Overflow Area? . The first property is only applicable when the
group has a layout style that includes a form page (form, table-form, select-form, tree-
form). The second property is applicable when the group has a layout style that includes
a table page (table, table-form) and the Table Overflow Style property is set on the

group.

& hr15 - viewConkroller
E—J@ HR.Service
=-[E=] Emplovees

| G303 Dems
- Regions
N BE ployeesFles
. -3 Detail groups
Employeetiizard
Departments

13 -4 Runtime Page Customizations

= Identification
Marng * ErmployveesFlexReqgion
= Layout
Display in Form Layout? *
Display in Table Overflow Area? *
Widkh

Height
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Note that you can define multiple Flex Regions for one group. For example, if you

generate a wizard-style layout for your group, you might want to add a Flex Region to
every wizard page.

13.2.2. Running the JHeadstart Application Generator

When you now run the JHeadstart Application Generator again, the following happens to
enable flex items at runtime:

e All ADF Business Components included in the JHeadstart Runtime library are
imported into your Model Project, and the JhsModelService application
module, is added as a nested usage to your own application module. The
JhsModelService includes View Object Usages that insert, update, delete and
query the underlying database tables needed for the runtime customizations.
Note that by creating JhsModelService as a nested application module, it will
inherit the database connection of the parent application module, allowing for
normal application data and flex region data to be committed in the same

transaction.
{Elapplication > |Run Manager =] E5web.xml [hjazn-data.xml [
MyDemo bl < @
Projects & V- E- Users Realm: |j '|
— Users i |jazn.com
Madel Enterprise Roles
: ViewConkraller Create users and add them to application roles to test vour application,
Application Roles
-{27 Application Sources (@
-7 Resources . -
- ‘Wb Conbent
= Users +X Mame: SKING
AHUNCLD
Aoplcation Resources s e
=] Descriptars

. Description:
ED META-INF i I:l
----- cwallet, sso

[ jazn-data.xml

% ips-config.xml Assigned Roles |+ - %
[ % weblogic-application. xml @ ADMIM
{27 ADF META-INF

e Anadditional Application Definition file, named FlexRegionService.xml is
generated. Click Save All after running the JAG and then in the JHeadstart
Application Definition editor, select the application level node, and click the
synchronize button in the toolbar to see the new FlexRegionService.

+- % a@Y ==

L FlexRegionService
(- [==5] FlexItems

- E2] FlexRegionDefinitions
D Items .
-3 Regions

E}B Detail groups

#-[E8) FlexTtemDefinitions
-1 Params

[ E5] CustomizedstandardItem
[-52] FlexTranslationLow

&3 Damains

=
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13 - 6 Runtime Page Customizations

You can then click on the FlexRegionService in the Application Definition to
generate the pages that are used to define the content of the Flex Region at
runtime. This service definition is only generated when it does not exist yet, so
after it has been generated, you can make any changes you want using the
Application Definition Editor, without loosing these changes when you
regenerate your “own” service definition.

A SQL Script named FlexRegionDefsDataServiceName.sql is generated and
executed against the default database connection of your ADF Business
Components project. This script inserts rows in the
JHS_FLEX_REGION_DEFINITIONS table for each Flex Region defined in the
Application Definition. Note that if you do not want the JAG to auto-execute
the script, you can uncheck the service-level checkbox “Run Generated SQL
Scripts?”

El WigwContraller

l:l Application Sources
Elr_—l Resources
Ejﬁ properties

|58 FIexRegiDnSer\-’ice.xmll

HRServiceServiceDefinition, xml

------ & MHeadstartapplicationDefinition, xml
P e E'.* Securiby AdminService. xml

&~ templates

- seripts

----- El FlexReqgionDefsDataHR Service, sgl
------ |§| JhsModelCreate, sql

------ @ JhsMadelDrop. sql

------ @ PermissionsDataHR.Service, sql
-7 Web Content

The pages in a group with a Flex Region include ADF Faces elements that
dynamically display the flex items that might be defined at runtime for this
region. Of course, when you run the page just after you added the Flex Region,
no flex items have been defined yet for this Flex Region and the page will look
the same as it did without the flex items enabled.

An additional global button “Customize Mode” is generated into the page.
Clicking this button will allow you to invoke the flex region admin pages you
are about to generate.
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13.3. Defining Flex Items At Runtime

You are now ready to run the generated application, and define some flex items at
runtime. If you start the application again, you will notice an additional button with label
“Customize Mode” in the upper right corner of each page.

Home HRSeryice ©Customize Mode Log OfF

Note that if you have enabled role-based security in your application, you will only see
the button when you log in as a user with a role as specified in the service-level property
Admin Role. You can customize the appearance of the Customize Mode button, as well
as the role required to see the button by modifying the menuGlobal.vm template.

If you click the Customize Mode button on a page with a flex region defined, a link will
appear at the location of the flex region.

Employees Employee Wizard Departments Jobs Locations

Ermplovees =

Edit Employees King

* Employesld | 100 * Jobld | AC_MGR w
FirstMame | Steven Managerld | Greenberg w
* Lasthlame | King Departmentld | Public Relations w
*Email | SKING Salary | 24000
PhoneMurber | 5151234567 ComrissionPck
* Hireliake | 17-Jun-1987 EEB

[ Define Flex Region EmployeesFlexRegion ]

I

Clicking this link will launch a dialog window with pages where you can define the
appearance of the Flex Region, and the Flex Items that should appear within the Flex
Region. You just generated these dialog pages using the FlexRegionService.

Customize Flex Region <]
Edit Flex Region Definition EmployeesFlexRegion EEns Pl ® Save Cancel
Mame EmployeesFlexRegion Layout Columns | 2
Header | Personal Information Rales
Header Translation Key Q Rendersd Expression
width
Flex Item Definitions hew Flex Item Defiition
Action = View v Format it Detach
" DISPI3Y L e * Label ‘

Sequence

Mo rows Found

When you click the New Flex Item Definition button, you will get the following page in
the dialog that allows you to define a flex item within the region.
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Edit Flex Item Definition BirthRegion

# Display Sequence | 1

# Mame | BirthRegion

# Label | Region of Birth

Label Translation Key
Hink Text

Hink Texk
Translationkey

Q
Q

Default ¥alue validation Allowable Yalues

Allawable Values Query  select region_id, region_name from regions

Static Allowable Values

Action + View ~ Format = | B

g
[ P

Sequence

& Detach

® Serve Cancel
# Display Type | Dropdown List '
Display Width
Display Height
Depends On Item o

Rendered Expression

Label Translation Key

Rioles

* Label

Cancel v

e In this page, you can define the display properties of the flex item, as well as
default value logic, validation logic, and allowable values. When you are done
defining the flex items, you can close the dialog. If you now navigate to another
row in your page, you will see the flex items appear. To increase performance,
the flex items are queried only once for each “base” row in a session, that’s why
you do not see the flex items for the employees you already visited in the same
browser session prior to defining the flex item.

Employees

Employess =

* Emplovesld
Firsthame

* LastMame

* Email
Phonefumber

* HireDate

Eirth

Cauntry of
Birth

BirthDate

Java
Experience

Employee Wizard

Edit Employees Kochhar

101

Meena
kiochhar
MECZHHAR
515.123.4565
21-5ep-1989

Personal Information

Reqgion of | Eyrope
Netherlands v

30-Diec-1952

&

Departments

* JobId
ManagerId
DepartmentId
Salary

CammissionPck

Favarite
Color

Faviarite
Technologies

Curriculurn
Vikae

Private email

Jobs Locations Countries Regions

AD_MP v
Davelaar v
Executive hd

17000

ORred CBlue O areen
[ apr

[ aHeadstart

D Skruts
Choose File | Mo file chosen

Meena, Kochar@hotmail com Neena, kochar@hatmail, com

In this screen shot, the flex region is displayed below the normal items. You can also
“tab” the flex region as shown below.
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Edit Employees Kochhar

* Employeeld | 101 *Email | MKOCHHAR
Firsthame | Meena PhoneMumber | 515.123.4568

* LastMame | Kochhar

Functional Information Personal Information

Region of |EUWI:'3 v| Favarits  (yped OBlue O Green
Birth Color
Country of | fetherlands - Favorite ] apF
Birth Technologies 0
BirthDate | 30-Dec-1982 E_L) MHeadstart
irthDate | 30-Dec-
D Skruks
Java )
Experience Curr|c\|;:ItL;r2 Choose File | M file chosen
Private emai | Meena.kochar@hokmail,com Meena.Kachar@hatmail com

Setting up another Item Region and setting the Layout Style of the Regions container to
“tabbed” accomplish this.

@ My Demne = Identification
&- @ RSerwce Mame * Regions
= [E5) Employees
B} Trems = Layout
----- (= Employeesld Title:
----- [ Firsthlame Layout Style Tabbed
----- =53 | astMame
widkh
Height
Separator Space .

Rendered Expression

HireDate
3 JobId Depends On Item(s)

(2 Managerld Enable Stretching? * Ll
(3 DepartmentId
= Salary

[Iﬂ FlexRegionEmployees I

[0 Detail groups
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13.4. Creating an Item with Display Type Flex Region

By defining a Flex Region in the Application Definition, the flex items will always be
displayed in their own visual region. You can control how this region is displayed
relative to the standard items as we have seen above.

Now, if you want to display flex items within the same visual region as standard items,
you can use a special item with Display Type “flexRegion” as the place holder for the
flex items defined at runtime. Uncheck the checkbox Bound to Model Attribute for this
item, and set Display In Table Layout to false, since flex items cannot be displayed in a
table, only in a table overflow area.

I:J-' MyDermna = General
B @ RSBN'CB Bound to Model Attribuke? * L]
=-[E5] Employees
2= Items Mane * FlexRegionEmployees
----- (=) Employecld Short Mame
----- =% FirstMame Value
----- =8 | askhame
_____ P Java Tvpe * String
----- 53 Phonefumber Display Type *
""" HireDate = Display Settings
----- =l Jabld Display in Form Layouk? * true
----- (2 Managerld :
..... () Departmentld Display in Table Layout? * false
----- (28 Salary Display in Table Overflow Area? * krue
""" (=31 CommissionPct & Display at Right of Item
----- [z ionEnmpl
-£3 Regions Display Summary Type in Table
-3 Dekail groups Prompt in Form Layouk

If we now generate again and run the application, the flex items appear seamlessly with
the standard items, as shown in the screen shot below.

Edit Employees Kochhar

* Employeeld | 101 CommissionPck

Firsthame | Meena Region of | Europe b
Birth

* LastMame | Kochhar
Country t0|: Metherlands

*Email | MKOCHHAR Eiir
Phonehumber | 515,123 4568 BirthDate | 30-Dec-1582 &
* HireDate | 21-5ep-1989 &y Experiii\é:
] |G hd Favorite Colot Opeg Oplue O areen
Managerld | Davelaar hd Favarte [] ape
DepartmentId | Executive hd TEEmEEs D IHeadstark
Salary | 17000 O struts
Curr\c\t:ItL;n; Mo file chosen
Frivate email | Meena.Kochar@hatmail.caom Neena.kochar@hatmail com

Note that you can define an unlimited number of Flex Regions and Items with Display
Type “flexRegion” in a group.
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13.5. Internationalization and Flex Items

JHeadstart Developer’s Guide

Flex regions, and the flex items within a flex region support multiple languages. In the
dialog pages you use to define the flex region and flex items, you might have noticed that
every text item has a corresponding Translation Key item.

When you enter a value in a Translation Key item, this value will be stored as translation
key in the JHS_TRANSLATIONS table. The value of the corresponding text item will be
stored as translation text. For each Locale specified in the Application Definition, an entry
will be created.

JHeadstart must be configured to use the JHS_TRANSLATIONS table to retrieve
translatable strings. This is done through the service-level property NLS Resource
Bundle Type, which must be set to “databaseTable”. If for whatever reason you do not
want to use the JHS_TRANSLATIONS table as your resource bundle, then you should
not enter a value in the Translation Key items. In this case, we recommend you change
the FlexRegionAppDef application definition, and set the Display in Form Layout?
Property of all Translation Key items to “false”.

Please refer to chapter 11 "Internalization and User Assistance" for more information on
resource bundle types, and the option to change and translate your pages at runtime.

After you saved your changes and closed the dialog, the changes will not be visible until

you clicked the “Normal Mode” button, and you navigated to another page. When you
then return to your customized page, the runtime customization is applied.
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CHAPTER

Forms2ADF Generator

he JHeadstart Forms2 ADF Generator (JFG) allows you to reuse Oracle Forms
reuse Oracle Forms elements and properties when creating Oracle ADF applications.
creating Oracle ADF applications.

The JFG creates the Business Services (ADF Business Components) and the JHeadstart
meta data (Service Definition). After that you can run the JHeadstart Application
Generator to generate an ADF web application based on the User Interface definitions

that have been extracted from the Oracle Form.

This chapter explains how the JFG works, and how to use it.
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14.1. Introduction into JHeadstart Forms2ADF Generator (JFG)

If you have used Oracle Forms as your development environment over the years, the
JHeadstart Forms2 ADF Generator (JFG) can be used in different situations to move to
Oracle ADF. Typical scenarios where the JFG can be of use include:

¢ You want to add self-service functionality to existing Oracle Forms back-office
applications

* You want to leverage advanced user interfaces features in JDeveloper/ ADF
Faces which are hard or impossible to build in Oracle Forms

¢ You want to disseminate Oracle Forms artifacts in J2EE to prepare for a transition
to a service-oriented architecture (SOA).

¢ You want to migrate (parts of your) Oracle Forms applications to ADF.

The Forms2 ADF generation process looks as follows:

View

Generator
Templates

Controller

Service JHeadstart
Definition Application

Generator

—_—

Model

Business
Services

JHeadstart
Forms2ADF
Generator

Figure 14-1 JHeadstart Forms2ADF Generator Process
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The JHeadstart Forms2ADF Generator creates two main outputs:

1.

ADF Business Components based on the data usages in the Oracle Form:
e ADF BC Entity Objects are created for each table used by a Forms block.

e ADF BC View Objects are created for each Forms data block and each record
group query. Named query Bind parameters are created based on references
to :block.item in the query WHERE clause.

o ADF BC View Accessors and List of Values elements are created for each
LOV when Generator Setting “LOV Implementation” is set to “ADF Model”.
See section 13.3.4 for more information on this setting.

e ADF BC Application Modules are created for each form. All form-based
application modules are nested inside one overall root application module.

JHeadstart Service Definition based on the user interface definitions in the form:
e Groups are created for each block.

e LOV Groups are created for each LOV / Record Group when Generator
Setting “LOV Implementation” is set to “JHeadstart”. See section 13.3.4 for
more information on this setting.

e  Group Items are created for each item in a block.

e (Stacked) region containers and regions created based on item placement on
(tabbed) canvasses and within framed graphics

e Domains created based on forms item allowable values

e The PL/SQL logic in the form is extracted and added as “documentation”
nodes under the group and item elements.

For m ore detailed description of the mapping between Forms elements and ADF
Business Components and the JHeadstart Application, see section “Understanding the
Outputs of the J[Headstart Forms2ADF Generator”.

14.1.1. Added Value of JHeadstart Forms2ADF Generator

JHeadstart Developer’s Guide

The amount of work that can be saved by using the JHeadstart Forms2 ADF Generator
very much depends on the structure of the Oracle Forms application at hand. The
JHeadstart Forms2ADF Generator provides most savings for forms that have the
following characteristics:

Complex user interface, many (stacked) canvasses, many tabs, many list of
values, and other display types

Standard-Forms data retrieval and data manipulation through blocks based on
database tables, with master-detail relations defined between the block

PL/SQL logic mostly limited to user interface dynamics: conditionally
showing/hiding user interface items, and conditionally changing the properties
of user interface items. While JHeadstart does not convert PL/SQL logic, this
type of logic is easily implemented in the ADF application because JHeadstart
provides many declarative property settings to implement this behavior.

JHeadstart has made the deliberate choice to not automatically convert the PL/SQL logic
to Java. The reasons for this are:
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e Itis impossible to automate the migration of a two-tier architecture (logic in
Forms or in the database) to a three tier Model-View-Controller architecture as is
common in JEE web applications, including ADF-based applications.

e The architecture of the converted application should be identical to the best-
practice architecture of an ADF application that is build from scratch. If the
architecture is the same, the same skill set can be used to maintain both migrated
applications and ADF applications build from scratch. In addition, by going for a
best practice architecture, the application is more flexible, and can be maintained
easier at lower cost.

e  When using the JHeadstart Forms2 ADF Generator, you get this best-practice
ADF architecture that is identical to ADF/JHeadstart applications that are built
from scratch.

Note: Other Forms2ADF conversion tools currently available (December 2009) have
taken a different approach. They focus on automating the conversion of PL/SQL to Java.
The architecture of such a converted application is different from a best-practice

JEE/ ADF web application. The architecture is more Forms-like, sometimes even
including typical forms constructs like “GO_BLOCK” in the converted Java source code.
The user interface produced by these migration tools is often a Java applet. If your
primary intent is to move away from Oracle Forms, and you are less concerned about the
structure and architecture of the target Java application, then these other conversion tools
might be a valid choice. However, if you want to migrate to a best-practice ADF
architecture, then the JHeadstart Forms2 ADF Generator is the best choice.
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14.2. Roadmap

JHeadstart Developer’s Guide

When you plan to use the JFG, it is recommended that you follow the steps below:

1.

Make sure Forms .fmb file is version 9i or 10i.

The JFG uses the Forms utility to convert a forms .fmb file to XML. This utility is
available as of Forms version 9i. If you built your forms with an older version,
you need to open your forms in version 9i or 10i, and save the .fmb file with this
version. Note that you do NOT need to upgrade your whole forms application to
9i or 10i; the JFG only needs the .fmb file in the proper version.

Analyze the forms for elements that should be ignored by the JFG

When running the JFG you can specify names of form elements that should be
ignored during the generation process. To choose the appropriate elements to
exclude from generation, you need to analyze the forms you want to run through
the JFG. Typical candidates to exclude are:

¢ Common forms elements added through an object library, like a block,
canvas and window to display a calendar popup on date items, or a
canvas and window to display errors.

e Current record indicator items
¢ Query-Find blocks, windows and canvasses

Prepare your project in JDeveloper

Before you can run the JFG you must create and prepare your project in
JDeveloper. See Chapter 1 ‘Getting Started’ on how to prepare your JDeveloper
project, and apply the steps until just before the creation of new ADF Business
Components.

Run the JFG

You are now ready to actually run the JHeadstart Forms2 ADF Generator in your
Model project. It is recommended that you start with the simplest forms in your

application to build experience with the JFG and the results it produces. See the
next section on how to start and use the JFG.

Understand the Forms2ADF Generator outputs

Make sure you understand the meaning and content of the output produced by
the JFG. See section 14.4 Understanding the Outputs of the J[Headstart
Forms2ADF Generator for more information.

Check, fix and enhance the migrated ADF Business Components.

It is essential that the model project is valid and functionally correct before you
start generating the web tier. See section 14.5.1 Checking and Fixing the Model
project for more information.

Check and enhance migrated JHeadstart service definition

See section 14.5.2 Checking and Enhancing the JHeadstart Service Definition for
more information.
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8. Inspect PL/SQL code in the form and determine whether and how to handle it.

See section 14.5.3 Handling Forms PL/SQL Logic for more information.

9. Create ADF Web Application using the JHeadstart Application Generator

After running the JFG you can generate JHeadstart applications in the same way
as if you would have created your ADF Business Components manually, and as
if you would have run the New JHeadstart Application Definition wizard. See
Chapter 1 ‘Getting Started’, and apply the steps after creation of a JHeadstart
Application Definition.
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14.3. Running the JHeadstart Forms2ADF Generator (JFG)

You should start the JHeadstart Forms2 ADF Generator from the Model project. To start
the JHeadstart Forms2 ADF Generator select your Model project in JDeveloper, right-
mouse click, select New (or from the Menu, select File -> New), go to the Business
Components node below the Business Tier. Select JHeadstart Forms2 ADF Generator.

& New Gallery

( Al Technologies |/ Current Project Technologies |

This list is filtered according to the current project's selected technologies.

Cateqgo

rigs:

[=+-General

-Applications
-Connections

----- Deployvment Descripkors
----- Deplayment Profiles
----- Diagrams

Praojects

[=+-Business Tier

Security
----- All Teems

Items:

[l Default Data Maodel Components
z|‘-§ Damain

'j@ Entity Business Logic Uinit

Entity Object

EI JHeadstart Forms2ADF Generator
Launches the JHeadstart Forms2ADF generator wizard, which allows waou ko
generate ADF Busingss Components and a JHeadstart Application Definition
from Qracle Forms definitions (elements and properties).

To enable this option, vou must select a project in the Application Mavigator,

EI JHeadstart CraFormsFaces Generator
ZFE Property Set

& validation Rule

[ Shaws &ll Descriptions

X

[ Hel

QK J | Cancel

14.3.1. Select Forms Modules

You can select Oracle Forms .fmb files, or you can first use the Forms frmf2xml utility to
convert the forms to xml format, and then select the converted xml files.
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© JHeadstart Forms2ZADF Generator - Step 2 of 7 E|

Form Selection

Select the Form modules {.fmb or .xml Format created with FRIMFZXML utility with command line
/ Whielcome argument 'USE_PROPERTY _IDS=vyes") for which you want to gensrate ADF Business

Form Selection Compaonents and JHeadskart metadata.

Selected Form maodules:

T.
T Exclude elements From b
I
I
I

Marne Type  Remowve
File: 13 focmyForms fOCMO010. Fmb Form ]
File: 1 3: focmyForms iOCMO0S0. frb Form ]
File: 13: focmyForms fOCM01 10, fmb Form ]
File: 11: facmffarms OCM0120.Ffrb Farm 4]

| Browse |

| Help | | < Back || fext = || Finish || Cancel |

You can use the Browse button to open a File Chooser window to easily select the .fmb or
xml files from your file system.

If you select Forms .fmb files, then the JFG will first run the Forms frmf2xml utility under
the covers. This utility requires that Oracle Forms be installed on the machine on which
you run JDeveloper. If you do not have Oracle Forms installed, you can run the frmf2xml
utility on another machine where Oracle Forms is installed, and then select the converted
XML files in the File Chooser window.

If you nevertheless select an .fmb file while Oracle Forms is not installed, you will get an
error message when you press the Next button.

14.3.2. Select Form Elements to be Excluded from Processing

14 - 8 Forms2ADF Generator

Most of the Oracle Forms you want to process typically include elements that you want to
ignore during processing by the JFG. In step 2 of the JFG you can define this list of
elements you want to ignore. The match is based on the name, if you specify the name
“CALENDAR” and your form contains a block, a window and a canvas all named
“CALENDAR?”, then all three elements will be ignored.
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E

Exclude elements from the selected forms

Enter elements from the selected Forms to be excluded when generating ADF Business
Components and the JHeadstart Application Definition File, You can use the * at the end of the
) name ko match elements that start with the excduded element name,

Form Selection

Exclude elements frg
Mames of Form elements ko be ignored by FormsZADF Generator:

Mame Remove
CALEND AR,
CALENDAR_TIME
QMg

QF_*

CEPCTRL
ORAFORMSFACES®
TOOLBAR®

ADF Business Componer

C—C—C—€—@r—a—

|

Defaults | Add |

| Help | | < Back || Mext = || Finish || Cancel |

The default list of elements to exclude provides typical examples of such elements:

e CALENDAR, CALENDAR_TIME: ADF Faces provides its own built-in
functionality for displaying calendar pop ups on date and date time fields

e QMS$*: Elements that start with this name exist in forms generated with the
Template Package of Headstart for Oracle Designer. These are generic elements,
like the current record indicator that are of no use in the ADF environment.

e QF_*: Elements that start with this name implement so-called Query Find
functionality that can be generated with the Template Package of Headstart for
Oracle Designer. Query Find windows do not need to be migrated, since
JHeadstart has built-in support for quick and advanced search, similar to the
Forms query find window.

e CGS$CTRL: This block is added to the form when the form is generated using
Oracle Designer. The block contains control items for Forms-specific logic that
does not map to ADF concepts.

e ORAFORMSFACES*: A block and canvas of this name is included in forms that
are enabled for inclusion in a JSF page using the OraFormsFaces component
supplied by Commit Consulting.

e TOOLBAR?*: JHeadstart provides its own built-in functionality for toolbar
functionality

@ Reference: For information about OraFormsFaces, visit the website of Commit
Consulting: http://www.commit-consulting.com/oraformsfaces/

14.3.3. Select Database Connection

The database connection you select in this step is used as the connection for the ADF
Business Components that will be generated. This connection is also used to query the

JHeadstart Developer’s Guide Forms2ADF Generator 14 - 9


http://www.commit-consulting.com/oraformsfaces/

14 - 10 Forms2ADF Generator

table structures and key constraints from the Oracle Database Data Dictionary. This data
dictionary information is required to create the ADF BC Entity Objects for each table used
by a block in the selected forms. The ADF BC entity objects created by the JFG, are reused
across all forms that are processed by the JFG, only the generated View Objects are form-
specific. Therefore, the entity objects created by the JFG contain attributes for all columns
in the table or view, regardless of whether the column is used in one of the forms.

® JHeadstart Forms2ADF Generator - Step 4 of 7 E|
ADF Business Components Database Connection
Select the connection to wour database For ADF Business Components. This connection should
] hawe access to all tables and wiews used in the Forms wou selected.
I If the connection uses synonyms to access tables or views used by the Forms, then the
 Exclude elements from ¢ conneckion user must have the SELECT &MY DICTIONARY privilege For the FormsZADE
T generator to succeed,
T ADF Business Compo
T ADF BC Settings Connection:  |acm ) & 7
1 User Mame: acm
. Ditiver: aracle.jdbe. OracleDriver
Connect String:  jdbc;oracle:thins@localhost: 1521 ol
| Help | | = Back " Mext = | | Einish | | Cancel |

If the database schema you provide as database connection is not the owner of all tables
and views used by the selected forms, then make sure that the schema has synonyms to
these tables and views, and that the schema user is allowed to query the data dictionary
tables for these tables and views. This can be accomplished by granting the SELECT ANY
DICTIONARY privilege to the schema user. If your forms access tables or view in another
database schema by prefixing the table or view with the schema name, rather then using
synonyms, then the schema user you select should also have the SELECT ANY
DICTIONARY privilege to be able to read the table and view definitions from this other
schema.
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@ JHeadstart Forms2ADF Generator - Step b of 7

ADF BC Settings

X

I
I
.}, ADF Business Componer  ADF Business Components Settings:
w ADF BC Settings Entity Cbjects Package |m0de|.entities I
.,I_, JHeadstart Settings Entity Associations Package |m0de|.entities.assocs |v|
Yiew Ohbjects Package |mode|.queries ||
Wiew Links Package |mode|.queries.|inks I
Lookup Yiews Objects Packange |m0de|.queries.|ookups A
application Modules Package |mode|.service I
Root Application Module |Ocm1558rvice I
|W| | « Back || Mext = | | Finish | | Cancel |
=

The following properties need to be set on the Generator Settings panel:

Service Name: This is the name that is used to create the JHeadstart Application
Definition file

Entity Objects Package: The package name that will be used to store all entity
objects and their associations. It is good practice to organize the entity objects,
view objects and application modules in separate packages. If you specify a
package name that does not yet exist, it will be created automatically.

Entity Associations Package: The package name that will be used to store all
entity associations. If you specify a package name that does not yet exist, it will
be created automatically.

View Objects Package: The name of the package that will be used to store all
view objects created based on Oracle Forms blocks.

View Links Package: The name of the package that will be used to store all view
links, created based on relations between Oracle Forms blocks.

LookupView Objects Package: The name of the package that will be used to
store all view objects created based on Oracle Forms record group queries.

Application Modules Package: The name of the package that will be used to
store all application modules.

Root Application Module: The name of the root application module that will be
created. For each form that you selected to process, a separate application
module will be created, named after the forms module. All form-specific
application modules are then nested inside one root application module, so they
can share the same application module pool, and database connection pool at
runtime.

View Controller Project: The name of the project in which the JHeadstart
Application Definition file will be saved.
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Entity Object Class Extends: The name of the superclass of each entity object
that will be created by the JFG. You can create your own superclass that extends
from the default oracle.jbo.server.EntityImpl class to implement
common behavior across all your entity objects.

Application Module Class Extends: The name of the superclass of each
application module object that will be created by the JFG. You can create your

own superclass that extends from
oracle.jheadstart.model.adfbc.v2.JhsApplicationModuleImpl

class to implement common behavior across all your application modules. If you
use CDM RuleFrame to implement your business rules in the database, you

should select the
oracle.jheadstart.model.adfbc.v2.RuleFrameApplicationModulel

mp1 class, or your own subclass of this class. By extending from the
RuleFrameApplicationModuleImpl class, your application will nicely
display CDM RuleFrame errors in the web user interface.

Extract PL/SQL Logic?: If this checkbox is checked, the PL/SQL program units,
and the form-, block- and item-level triggers will be visible in the JHeadstart
Application Definition. This is helpful in assessing the additional functionality
that was implemented in the original form using PL/SQL that might need to be
implemented as well in the web pages generated by the JFG/JAG.

LOV Implementation: When choosing “ ADF Model”, the JFG will create model-
based List of Values within the ADF Business Components. When choosing
“JHeadstart”, the JEG will create LOV groups and LOV item usages in the
JHeadstart Service Definition file.

Search Implementation: When choosing “ADF Model”, the JFG will set the
Group-level quick and advanced search properties in the Service Definition to
“model”. When choosing “JHeadstart”, these properties will be set to
“samePage” for advanced search and “dropDownList” for quick search. It is
recommended to use the same values for LOV Implementation and Search
Implementation. This is because in an ADF Model-based search area, you can
only include ADF Model based LOV items, and vice versa: in a JHeadstart quick
or advanced search area, you can only include JHeadstart Lov items.
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14.3.5. JHeadstart Settings

JHeadstart Developer’s Guide

' JHeadstart Forms2ADF Generator - Step 6 of 7 E|
JHeadstart Settings
I JHeadstart Settings
T ADF BC Settings Service Mame |Ocm15 |
T JHeadstart Settings| View Controller Project |ViewControIIer.jpr '|
W Summary Extract PLISQL Logic?
Migrate Text Graphics?
Use Text Graphics as Label?
LOW implementation |ADF Mode| '|
Search implementation |P.DF Mode] '|
| Help | | < Back. " Mext = | | Einish | | Cancel |

The following properties need to be set on the Generator Settings panel:

Service Name: This is the name that is used to create the JHeadstart Application
Definition file

View Controller Project: The name of the project in which the JHeadstart
Application Definition file will be saved.

Extract PL/SQL Logic?: If this checkbox is checked, the PL/SQL program units,
and the form-, block- and item-level triggers will be visible in the JHeadstart
Application Definition. This is helpful in assessing the additional functionality
that was implemented in the original form using PL/SQL that might need to be
implemented as well in the web pages generated by the JFG/JAG.

Migrate Text Graphics?: If this checkbox is checked, any boilerplate text created
through text grpahics will be migrated. A text graphic migrates to an unbound
read-only item with the value set to the text of the item.

Use Text Graphics as Label?: If you check this checkbox and the Migrate Text
Graphics? checkbox is checked, then a text graphic that is displayed at the left of
an input item, without any other item in between, will be used as the label of the
input item. In other words, such text graphics are not migrated in itself, instead
the text is set as label of the item positioned at the right of the text graphic. Use
this setting when converting older versions of Oracle Forms that did not yet
support the label property on input items.

LOV Implementation: When choosing “ADF Model”, the JFG will create model-
based List of Values within the ADF Business Components. When choosing
“JHeadstart”, the JFG will create LOV groups and LOV item usages in the
JHeadstart Service Definition file.

Forms2ADF Generator 14 - 13



Search Implementation: When choosing “ ADF Model”, the JFG will set the
Group-level quick and advanced search properties in the Service Definition to
“model”. When choosing “JHeadstart”, these properties will be set to
“samePage” for advanced search and “dropDownList” for quick search. It is
recommended to use the same values for LOV Implementation and Search
Implementation. This is because in an ADF Model-based search area, you can
only include ADF Model based LOV items, and vice versa: in a JHeadstart quick
or advanced search area, you can only include JHeadstart Lov items.

14.3.6. Processing the Selected Forms

14 - 14 Forms2ADF Generator

When you click the Finish button on the Summary panel, the JFG will start processing the
forms.

® JHeadstart Forms2ADF Generator - Step 7 of 7

summary

) Mame Type

+ desdstart Setfings Filz: ] 3: focm/Farms/ QMO0 10, Frinb Farm
| Summary File: { 2: focm|Forms OCMO050, Frnb Farm
Filz: ] 3: focm/Farms/OCMO1 10, Friab Farm

File: / 3: focmForms OCMO1 20, Frb Form

You have finished setting up the FormsZADF generator.

ADF Business Components database connection:  acm

Entity Objects Package model.entities
View Objects Package model. queries
Application Modules Package model.service

Selecked Form modules:

[

Click Finish to generate the ADF Business Components and JHeadskart metadata, or
alternatively click Back to review and change the options,

| Hep

| | < Back Einish || Cancel

The processing consists of the following steps:

Conversion: Each selected .fmb form is converted to XML format using the
FRMF2XML utility. This step is skipped when you already selected xml-
formatted form files.

Extraction: For each data block in the form, the underlying table or view
definition, including all primary keys, unique key and foreign key constraints are
queried from the data dictionary tables. This information is added to the XML
representation of the form, and the combined information is written to the file
system, in the Java source root directory, in a file named
<module_name>_extracted.xml

ADF BC Migration: Each extracted XML file is processed by a number of ADF
BC migrators (each target ADF BC element has its own migrator), that together
create an XML structure that is the input for the actual creation (composition) of
ADF BC components. This XML structure is written to the file system, in the Java
source root directory, in a file named <module_name>_migrated Adfbc.xml
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If the JF

ADF BC Composition: Based on the migrated ADF BC XML structure of each
form, the entity objects, entity associations, view objects and view links, and the
application modules are created.

JHeadstart Migration: Each extracted XML file is then processed by a number of
JHeadstart migrators (each target JHeadstart Application Definition element has
its own migrator), that together create an XML structure that is the input for the
actual creation (composition) of the JHeadstart Application Definition file. This
XML structure is written to the file system, in the Java source root directory, in a
file named <module_name>_migrated]hs.xml

JHeadstart Composition: Based on the migrated JHeadstart XML structure of
each form, the JHeadstart Application Definition file is created, and stored in the
properties directory of the ViewController project.

G run was successful, you can safely delete the intermediate results of the JFG,

being the extracted and migrated XML files in the Java source root directory. However,
if processing failed with an error, these XML files can be used for troubleshooting as
explained in the next section.

ocm

Projects

&

B
E
£

EVRC T

=0
-] Application Sources

B3 sre

H-[l model

o[l model.entities

H-[ffl model.queries

H-[l model.service
QCMO010_extracted.xml
OCMO010_migratedadfbc, xml
QMO0 10_migratedhs. xml
QMOS0 _extracted. xml
OCMO0S0_migratedadfbc, xml
QCMO0S0_migratedhs. xml
OiCMODL10_extracted.xml
QCMOL10_migratedadfbc,xml
QiCMOL10_migratedhs. xml
OiCMOD120_extracted.xml
QCMO120_migratedadfbc,xml

14.3.7. Troubleshooting

JHeadstart Developer’s Guide

When the JHeadstart Forms2 ADF Generator fails with an error, the first thing to do is to
assess which form module is causing the error. This information can easily be obtained
from the log window in JDeveloper, which prints an informational message for each
processing phase, for each module, as show in the screen shot below.
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JHeadstart Forms2ADF Generatar - Log

INFORMATION: Extracting file:/J: focwm/forms/0CHO010. fuhk

INFORMATION: Extracting file:/J: focw/forwms/0CHMO050. fuk

INFORMATION: Extracting file:/J:/ocwm/forms/0CMO110. fuh

INFORMATION: Extracting file:/J: focwm/forms/0CHMO01z0. fuh

INFORMATION: Creating ADF EC migration FML for OCHMOOL10

INFORMATION: Creating ADF EC migration XML for OCHOOED

INFORMATION: Creating ADF BC migration XML for OCHMOL1O0

INFORMATION: Creating ADF EC migration FML for OCHMOLZO

INFORMATION: Composing ADF Business Components for 0CHMOO0L10
INFORMATION: Composing ADF Business Components for 0CHMOOLSO0
INFORMATION: Cowmposing ADF Business Components for 0CHMOL110
INFORMATION: Composing ADF Business Components for 0CHMOL1ZE0
INFORMATION: Creating JHeadstart migration XML for 0OCHMOO10
INFORMATION: Creating JHeadstart migration XML for OCHMOOEO
INFORMATION: Creating JHeadstart migration XML for O0CHMO110
INFORMATION: Creating JHeadstart migration XML for 0OCHMOLlZzO0
INFORMATION: Cowmposing JHeadstart Application Definition for OCHOOLO0
INFORMATION: Composing JHeadstart Application Definition for OCMOOED
INFORMATION: Composing JHeadstart Application Definition for OCHMOL110
INFORMATION: Cowmposing JHeadstart Application Definition for OCHMOLEQD

The last printed line in this window will tell you which forms module the JFG was
processing when the error occurred, and in which phase of the processing.

Typically, an unexpected error dialog window will be displayed, which provides more
information about the error that occurred.

For example, the error dialog below will be displayed when no table or view information
could be queried from the Oracle data dictionary tables during the extraction phase of a
form module.

® Oracle JDeveloper, @

o Caught unexpected exception during migration process:

| Details <<

Exception Stack Trace:

oracle. jmig.source, ExtractorException: OCMO0S0 cannot be migrated: no table, view or synonym Found in data dictionary with name 'OCM_PECPLE',
at oracle.jmig.source. Forms, FormandUsedTablesExtractor, addTableDat aForBlockiFormandUsedTablesExtractor  java: 337) Il
at oracle.jmig.source, Forms, FormandUsedTablesExtractor, extractXML{FormandUsedT ablesExtractor, java: 198)
at oracle.jmig.source, Forms, FormsExtractor extrack{FormsExtractor java: 151)
at oracle. jmig. MigrationRunnable. extractiMigrationfunnable. java: 425)
at oracle. jrig. MigrationRunnable. migrate(MigrationRunnable. java: 2117 —
at oracle. jmig. MigrationRunnable. runiMigrationRunnable, java: 1300
at oracle.ide dialogs. ProgressBar  run{ProgressBar . java:551) hd

Lok

To solve this error, make sure that the database connection you specified has all the
required privileges. See section 14.3.3 “Select Database Connection” for more
information.

While you can fix the above error, there might be other unexpected errors that are not
easily solved. In such a situation, we recommend that you e-mail the Oracle JHeadstart
Team (idevcoe_nl@oracle.com), and send us the following information:

e The JHeadstart version you are using. You can see this in JDeveloper by going to
the Help menu -> JHeadstart Documentation Index.

e The name of the form module that is causing the problem.
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The error message and error stack trace displayed in the dialog window (if any)
Any log information written to the JDeveloper JFG log window

The XML files created during processing for this module: _extracted.xml,
_migrated Adfbc.xml and migratedJhs.xml file. Depending on the phase in which
the error occurred, not all of these files might be available for the form module.
Please send us the files that are available.

Any other information that can help us understand your issue. For example, if
you expected a different layout of the user interface, then attach screen shots of
the original form, and the generated web page.

14.3.8. Processing the Same Form Multiple Times

JHeadstart Developer’s Guide

You can run the JFG multiple times for the same form. When you do this the following
happens:

Existing entity objects will not be modified, only new attributes will be added if
there are columns in the table that are not yet mapped to an attribute

Existing view objects will not be modified, only new attributes will be added if
there are items in the block that are not yet mapped to an attribute

Existing application modules will not be modified, only new view object usages
will be added if necessary

The groups generated for the form in the JHeadstart Application Definition will
not be changed at all. If you want the JFG to recreate the group definitions, you
first need to change the top-level group of the form and all its detail groups.
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14.4. Understanding the Outputs of the JHeadstart Forms2ADF Generator

This section will give you an overview of the output and explains how this can be
mapped to Oracle Forms elements and their properties. It also discusses possible changes
you might need to make to the generated outputs.

14.4.1. Generated ADF Business Components

14 - 18 Forms2ADF Generator

14.4.1.1. Entity Objects

For each table or view used by an Oracle Forms data block, an Entity Object (EO) is
created. These entity objects are shared across all forms modules: when multiple forms
use the same table, only one entity object is created.

The information to create an EO is queried from the data dictionary tables. This means
that attributes are created for each column in the table, regardless of whether the column
is actually used in a forms block.

EO attributes are marked as key attributes based on the primary key definition in the
data dictionary. If the table does not have a primary key, or the block is based on a view,
then the JFG will default all mandatory attributes as primary key attributes. This is done
because ADF Business Components requires each EO to have at least one key attribute.
When this happens, a warning is written to the log window:

JHeadstart Forms2ADF Generator - Log

INFORMATION: Creating ADF BC migration XML for OCHMO140
INFORMATION: Cowmposing ADF Business Cowponents for OCMOO10 -
INFORMATION: Composing ADF Business Components for 0CMOO0S0
- i iness Compopente for OCMOIS0
VADNING: Entity object EVALUATION AVERAGES is missing a primary key. Primary key defaulted to all mandatory at,t,ribut,es.l
INFORMATION: Composing ADF Business Components for 0CMO140
INFORMATION: Creating JHeadstart migration »IML for 0CMOOLO

When you an encounter such a warning, you should check which attributes really make
up the primary key, and change the Primary Key checkbox in the EO attribute editor
accordingly.

14.4.1.2. Entity Association

Foreign Key constraints as found in the data dictionary are processed into Entity
Associations. These Associations are created between the two EO’s created from the two
tables between which the Foreign Key constraint lies. You can compare this to a client
side implementation of a Foreign Key.

14.4.1.3. View Objects

View Objects (VO) are created for each block in the form with the property Query Data
Source Type set to “Table” or “FROM clause query”. The values “Transactional
Triggers” and “Procedure” are currently not supported.

When set to “Table”, the VO is based on the entity object that maps to the table or view as
specified in the Query Data Source Name property.

When set to “FROM Clause Query”, the view object is created as a read-only view object,
not based on an entity object. Note that this might require manual correction afterwards:
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if the DML Data Source Type is set, the block is updateable, and the View Object should
be based on the entity object that maps to the table as specified in the DML Data Source
Name property. In this case, you should manually re-map the existing read-only
attributes to the corresponding underlying entity object attribute. You can do this on the
Attribute Mappings pane of the Edit Query dialog.

In addition to the VO's created for data blocks, read-only VO's are created for each
Record Group Query found in the form that is tied to a List of Values object used by a
migrated item.

The WHERE and ORDER BY clauses of the data blocks are also migrated to the View
Object.

Any references in the SQL Query, the WHERE clause or ORDER BY clause to block items
are replaced with Query Bind variables, and in the JHeadstart Application Definition, the
Query Bind Arguments group property is set up to populate these bind variables with
the correct values. References to Forms globals and system variables cannot be replaced
with bind variables, and therefore these references are changed to literal values by
enclosing them in brackets, to keep the SQL query valid. When the JFG encounters such a
reference to a Forms global or System variable, you are notified in the log window. Make
sure you revisit these View Objects and change the query, where clause or order by
clause as needed.

14.4.1.4. View Object Attributes

A View Object attribute is created for each data bound item (an item based on a column)
within the block, and for each unbound item that is populated through an LOV.

In older forms, lookup data (like the department name in an employee block) is typically
displayed in block items not based on a column. The values in these unbound items are
typically set through a POST-QUERY trigger that performs lookup queries to associated
tables. Since the JFG does not parse any PL/SQL logic, these lookup values will not be
visible in the ADF web application that can be generated using the outputs of the JFG.

However, when the block is updateable, it is quite likely that a List of Values (LOV) has
been defined on an unbound item in the form that populates the foreign key item (for
example department_id), as well as lookup items (for example department_name). If
such an LOV is present, JEG will create so-called calculated attributes for the lookup
items that are populated through an LOV. The calculated attribute gets a SQL expression
that returns the lookup item value based on the Record Group Query associated with the
LOV.

The table below shows the mapping between View Object Attribute properties and
related Item properties in the form.

Attribute Derived from Comments
Property Item Property
Name Item Name Item name is “CamelCapped”, reserved words are

suffixed with “1”

Updateable Insert Allowed, | Set to true when both properties are true, set to false
Update Allowed | when both item properties are false, set to “While
New”when only Insert Allowed is true. If the item is
not visible, it is always made updateable.
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Mandatory Required Value copied when attribute is not based on entity
attribute

Value Initial Value Value copied as literal, except when Default Value is
(variation of) $$DATE$$, then the Value Type is set
to “Expression” and the Value to
“adf.currentDate” or
“adf.currentDateTime”.

Queryable Query Allowed

Precision Maximum Only set when attribute not based on entity attribute

Length

Type DataType Only set when attribute not based on entity
attribute, SQL type converted to Java Type

Control Hints

Display Hint Visible

Label Text Prompt

Tooltip Text Tooltip, Hint Copied from Tooltip property when set, otherwise
copied from Hint property

Display Width | Width Conversion algorithm to Display Width value based
on Forms Coordinate System.

Display Height Conversion algorithm to Display Height value based

Height on Forms Coordinate System.

14.4.1.5. View Accessor and List of Values

If you have chosen “ADF Model” as LOV Implementation, then for each LOV that is
based on a Record group Query, and linked to a databound item, a View Accessor
element will be created in the View Object, and a List of Values definition will be created
in the View Object attribute that was created for the LOV item. For each
LOVColumnMapping in the Form LOV a List Return Value is created in the ADF Model

List of Values.

14.4.1.6. View Links

When a relation has been defined between two data blocks in the form, the JFG attempts
to create a view link between the View Objects created for the two blocks involved.

First, the JFG parses the content of the forms Relation Join Condition property. If the
value of this property exists of one or more conditions connected with the AND operator
and each condition uses a simple ‘=" operator with two item references, JFG creates a
view link based on the attributes created for these items. If the Relation Join Condition is
more complex, or the JFG cannot find matching attributes for the items, the JFG tries to
find a foreign key constraint between the two tables, as defined in the data dictionary. If
such a foreign key constraint exists, the view link is created based on this foreign key. If
no foreign key is found, the JFG will display a warning in the log window:
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JHeadstart Forms2ADF Generator (Preview) - Log

INFOPMATION: Creating ADF BC migration XML for ERGI0Z4F

INFOPMATION: Creating ADF BC migration XML for ERGE0O0SF

WARNING: Cannot find element with ID 'PEEF VERANTWOORDINGEN VW.PCHM AWP COLDEZ'

|IATARNING: Cannot find matching destination attribute for join condition part 'VIGZ.PCM_AWP CODEZ' in block 'AVE' ,]
view link destination attribute(s) for wview link Ergf003fCygfkSpgbVawFkive not created or incomplete.

WARNING: Cannot find element with ID 'PGE_WERANTWOORDINGEN WW.PCM_AWP_REL_NRZ'

WARNING: Cannot find matching destination attribute for join condition part 'VIGE.PCM _AWP_REL _NRZ' in block 'AVE'

=

, wiew link destination attribute(s) for wiew link Zrgf003fCgfkipgbVawFkiwve not created or incomplete.
INFOPMATION: Creating ADF BC migration XML for ERGE0030Q
INFOPMATION: Composing ADF Business Components for RELLOZIF

In such a situation, the view link will be created without source and destination
attributes. You will need to add those attributes manually by double clicking on the view
link.

14.4.1.7. Application Module

For each form, an application module is created that contains usages for all the View
Objects created for the form. Each form-specific application module is added as a nested
application module usage to the Root Application Module.

To make sure the ADF Business Components created are all valid, we recommend to run
the ADF BC tester on the Root application module, available through the right-mouse-
click menu on the application module. By running the tester, you can check whether:

e your project compiles successfully. If not correct the compilation errors first.

e all View Object queries have been brought forward in a correct manner, and
return the correct data

e you can make updates through the entity-based View Objects, which are all View
Objects that originate from a Forms block.

14.4.2. Generated JHeadstart Service Definition File
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The JFG also creates the JHeadstart Service Definition file. The sub sections below
explain how and when each element type in the JHeadstart Application Definition file is
created.

14.4.2.1. Groups

The JFG creates a Group for each block in the forms module. A top-level group is created
for

e The block that is specified as the first navigation block in the form, or if not
specified,

e The first block in the form that is not a detail block of another block

A detail-group is created for

e Each block that is a detail block of the block mapped to the parent group

e All other blocks that are not a detail block, they are created as detail group of the
top-level group. When such a block is based on a table or view, the boolean
Dependent Data Collection property is set to false, as there is no link with the
data collection of the parent group.

For each LOV in the form that has an associated Record Group Query, a group is created
with the property Group Usage set to “List of Values Window”.
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If the JFG created query bind parameters for the underlying View Object of a group, the
Query Bind Arguments property of the group will be set accordingly. This ensures that
the JHeadstart Application Generator will generate the appropriate configurations to
populate these query bind parameters with the correct item values at runtime.

If a block is not based on a table or view, then the boolean group property Bound to
Model Data Collection is set to false.

14.4.2.2. Items

For each item in a block, a corresponding item is added to the group that was created for
the parent block. If the item is not based on a column, the item will have the Databound
property set to false, otherwise it will be set to true, and the matching View Object
attribute will be set in the Attribute Name property.

The item display type is set based on the item type of the source form item.
If the form item has an LOV associated the item display type will be set to “lov”, and a
ListOfValues child element will be added to the JHeadstart item. The ListOfValues

element will have child ReturnValue elements, one for each LOV Column Mapping in the
form.

14.4.2.3. Item List of Values

If you have chosen “JHeadstart” as LOV Implementation, then for each LOV that is based
on a Record group Query, and linked to a databound item, a List of Values item will be
created as a child of the JHeadstart item that was created for the LOV item in the form.

For each LOVColumnMapping in the Form LOV a List of Values Return Value is created
in the JHeadstart Application Definition file.

14.4.2.4. Region Containers, Item Regions and Group Regions

Based on the placement of an item:

e on a content canvas
e on a stacked canvas
e ona tab page

e within a framed graphic

and taking into account placement of parent and detail group items on the same canvas
or tab page, or within the same framed graphic, the JFG will create the appropriate
nested structure of region containers, item regions and group regions.

The number of layout columns set on an item region, is based on the first line of items
within the region in the original form. For example, if 3 items have the same Y position
coordinate within the tab page or graphic, then the Columns property will be set to 3,
regardless of the number of items on subsequent lines.

14.4.2.5. Domains

A static domain will be created for the following form items:
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e Checkbox Items: a domain with two allowable values, the checked and
unchecked value will be created. If the unchecked value is not set, the value ‘N’ is
taken as unchecked value, since ADF only supports boolean value bindings for
checkboxes that require both a checked and unchecked value.

e List Items: for each list element an allowable value will be created within the
domain

e Radio group items: for each radio button element an allowable value will be
created within the domain

Note that the JFG will not create dynamic domains for drop down lists. This is not
possible because Oracle Forms does not support Record Group Queries to be attached to
drop down lists. To populate a drop down list with dynamic values in Oracle Forms,
custom PL/SQL logic needs to be written. Since the JFG does not attempt to parse the
PL/SQL logic, we cannot create dynamic domains for drop down lists. Subsequently
drop down list items that are populated through PL/SQL will be created as a normal text
item by the JFG. Of course, after you ran the JFG, you can easily change the text item into
a drop down list and create the associated dynamic domain manually in the JHeadstart
Application Definition Editor.
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14.5. Common Steps After Running the Forms2ADF Generator

This paragraph provides a checklist of common steps you should consider to perform
after you migrated a form using the Forms2ADF generator.

14.5.1. Checking and Fixing the Model project

Before generating the web application using the JHeadstart Application Generator, you
should ensure you have a valid and correctly working set of ADF Business Component in
the Model project.

Fix any incomplete view links as reported in the log window.

Check all view objects for use of bind parameters that need to get a value.
Determine how you will supply these bind variable values.

Check application data model: are master-detail relations properly carried
forward in the data model? If not, then add the required view links and change
the data model to get the nested view object usages that reflect the view object
usages.

Compile the Model project: are there any errors or warnings that need attention

Run the application module tester: do all queries work fine? Do all model-based
list of values work correctly, and do they show the correct values?

Consider changing view objects that have nested queries to fetch lookup data to
use reference entity objects instead. This can increase performance significantly!

Create additional view objects, view accessors and list of values for dropdown
lists in the original form: dropdown lists are always populated through PL/SQL
code that performs some query, and are not migrated over because PL/SQL code
is not parsed.

14.5.2. Checking and Enhancing the JHeadstart Service Definition
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Add item prompts where needed.
Set column sortable where needed

Simplify group-regions structure if possible. Can group regions be removed? Can
intermediate region containers be removed Can table overflow setting be used to
accomplish same layout with easier structure?

Modify group-regions structure if generated layout differs from the original form
in an undesirable manner.

Consider removing groups based on a control block, useful items in such a block
can often be dragged to databound groups. Control block groups used for
searching can often be replaced with standard quick search or advanced search
functionality.

Enable stretching on groups and region containers if needed.

Remove all unbound items that are not displayed. If the group containing the
items no longer has any items, remove the group. If the group has detail groups,
then have the first detail group take the location of the unbound group you are
about to remove.
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For displayed unbound items that are populated through SQL statements in
PL.SQL logic (for example in POST-QUERY or POST-CHANGE triggers): If
possible, modify the SQL query of the base view object of the group and (outer)
join it with the table that contains the column value that should be displayed in
the unbound item. If you can successfully add this to your query (test the query
in the application module tester!), you can change the unbound item to be
databound and set the Attribute Name property to the attribute that you added
to the view object by extending the query.

Go over the items width Display Type commandButton and determine whether
they are still needed. JHeadstart generates a number of standard buttons that
might provide the same functionality like navigating from a master page to a
detail page. For buttons that are still needed, see chapter 6, section 6.10
"Generating a Button Item" for more information on how you can add
functionality to the button.

Consider to replace groups migrated from control blocks that act as a search area
in the Oracle form with standard ADF model-base quick search and/or advanced
search on the actual databound group, or if that doesn't suit your needs, with a
JHeadstart quick or advanced search area.

In form layouts, all items that appear in one line in the original form, also appear
on one line in JHeadstart-generated ADF page. This is accomplished using the
Display at Right of Item property. Consider whether you want to simplify/clean
up the layout using the Columns property on the group or item region to get
nicely aligned columns with items.

If the generated layout is OK, click the Synchronize button in the toolbar of the
JHeadstart Application Definition Editor afterwards to feed back the new
prompts as Ul Hints on the underlying view object.

Attention: if you make a non-displayed item after the migration displayed in the
JHeadstart application Definition Editor, you should also click the Synchronize
button for this group, to change the Ul Display Hint in the view object
accordingly. If you don't do this, you will get a PropertyNotFound exception at
runtime (ADF issue)

14.5.3. Handling Forms PL/SQL Logic
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The JHeadstart Forms2 ADF Generator allows you to “copy” the PL/SQL logic used in
the form to the JHeadstart Application Definition, so you can easily see the logic in the
editor, and determine what to do with it. Below we have listed common types of PL/SQL
logic, with some suggestions on how you might handle it. Note that this is a high-level
overview, not a detailed cookbook on how to handle each piece of PL/SQL logic. Always
make sure you fully understand the PL/SQL logic before you take a final decision on
how to re-implement it in the ADF/JHeadstart stack.

Canvas and window management logic: this kind of logic can typically be
ignored, as it is specific to how Oracle Forms works.

Navigation logic: logic to navigate to detail windows within the same form can
typically be ignored, since JHeadstart will generate buttons to navigate between
parent and detail groups. Navigation logic to call other forms, passing along
context parameter(s) used to query information in the called form can be
implemented using the JHeadstart deep linking functionality. See chapter 6
“Generating User Interface Widgets” section 6.14 “Navigating Context-Sensitive
to a group task Flow (Deep Linking)” for more information.
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Logic to implement conditionally dependent items: with this we mean PL/SQL
logic that changes the user interface properties like required, enabled, or visible
for one or more “dependent” items based on the value(s) of one or more
“depends on” items. In other words, this kind of logic creates dynamic user
interfaces that change based on the values you enter. JHeadstart offers extensive
declarative support for conditionally dependent items. See chapter 6 “Generating
User Interface Widgets”, section 6.13 “Conditionally Dependent Items” for more
information.

Calls to PL/SQL stored in the database. JHeadstart contains a convenience class
which makes it very easy to call (packaged) procedures and functions in the
database. See chapter 6 "Generating User Interface Widgets", section 6.10.4.
"Calling a PL/SQL Procedure of Function from a Button" for more information.
(This section is also useful when the database PL/SQL logic should not be called
from a button.)

Business rule logic: logic that causes error or messages or dialogs to be displayed
when the user enters invalid data or logic that automatically updates other
values either directly in the form or by executing SQL DML statements (change
event rules). This kind of logic can be implemented in ADF Business
Components, as described in the Business Rules White Paper, or can be moved to
the database (in case it is not yet implemented there).

Reference: For information about enforcing business logic within the ADF BC
Business Service, see the whitepaper Business Rules in ADF BC:
otn.oracle.com/products/jdev/collateral / papers/10131/businessrulesinadfbc

technicalwp.pdf
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CHAPTER

OralFormsFaces Generator

he JHeadstart OraFormsFaces Generator (OFFG) allows you to quickly embed many
you to quickly embed many Oracle Forms in your ADF Faces web application using
Faces web application using the OraFormsFaces™ product.

This chapter explains what OraFormsFaces is, and how JHeadstart integrates with
OraFormsFaces.
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15.1. Introduction into OraFormsFaces™

OraFormsFaces™ is a JSF component library to integrate Oracle Forms in a JSF web
application. This allows a developer to embed Oracle Forms in a JSF page and truly
integrate the two, including passing context, events, eliminating Forms applet startup
time, and many more features.

OraFormsFaces allows organizations to use the Java stack for new developments while
protecting their investment in Oracle Forms. They can build new JSF or ADF Faces based
web applications and integrate existing Forms applications in them. The JSF web
application can pass parameters to Forms and the other way around. Both Forms and JSF
can raise events (commands or triggers) in the other technology.

OraFormsFaces is a product from Commit Consulting. A trial version can be downloaded
from the Commit Consulting website.

Commit Consulting: For more information on OraFormsFaces and Commit
@ Consulting, go to http://www.commit-consulting.com/
A special OraFormsFaces page for JHeadstart users is also available:
http://mwww.commit-consulting.com/jhs

JHeadstart and OraFormsFaces work very well together when you want to transform
existing Oracle Forms applications to ADF.

JHeadstart and OraFormsFaces can be a great combination for a gradual migration from
Oracle Forms to ADF Faces. You can start of with a JHeadstart generated application that
largely consists of existing Oracle Forms modules using OraFormsFaces. Then gradually
you can replace individual pages that embed Oracle Forms with true ADF Faces pages
than can just as easily be configured and generated from JHeadstart. You can either use
the JHeadstart Forms2ADF generator to reuse the Oracle Forms definitions to create the
new ADF pages, or just build the ADF pages from scratch by manually defining ADF
Business Components and associated metadata in the JHeadstart Application Definition
editor.

JHeadstart integrates with OraFormsFaces through the item Display Type property
“oraFormsFaces”. In chapter 6, section “Embedding Oracle Forms in JSF Pages” we
explain how you can define an item in the JHeadstart Application Definition Editor that
uses this display type.

15.1.1. Added Value of the JHeadstart OraFormsFaces Generator

15 - 2 OraFormsFaces Generator

The OFFG simply automates the creation of a group and item with display type
“oraFormsFaces” in a JHeadstart Service Definition. When running the OFFG, you can
select multiple Oracle Forms, and for each selected form a group and oraFormsFaces item
is created, including group parameters for each form parameter found in the form
definition. These group parameters can be used if you want to deeplink from an ADF
page to an embedded Oracle Form and query the context in the form.

So, you don’t per se need the OFFG to embed Oracle Forms in your JHeadstart
application, it just makes your life easier. In particular if you have a large Oracle Forms
application with hundreds of forms, it can be a big time safer to automatically create the
metadata required by JHeadstart to generate ADF pages with Oracle Forms embedded.
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15.2. Running the JHeadstart OraFormsFaces Generator (OFFG)

You should start the OFFG from the Model project. To start it select your Model project in
JDeveloper, right-mouse click, select New (or from the Menu, select File -> New), go to
the Business Components node below the Business Tier. Select JHeadstart
OraFormsFaces Generator.

& New Gallery §|
r all Technologies |/ Current Project Technologies |
This list is filkered according to the current project's selected technologies.
i) )
Categories: Items: [ 5how All Descriptions
[=H-General |f Business Companents Diagram
- Applications
- Conmeckions [ﬁ Default Data Model Components
--Deployment Descriptors EFE Diomain
- Deployment Profiles
- Diagrams ';-@ Entity Business Logic Lnit
wdaa Entity Object
-Projects
[=h-Business Tier E‘ JHeadstart Forms2aDF Generator
- BLisil -
.Data Controls JHeadstart OraFormsFaces Generator
e SecLrit Launches the JHeadstart OraFormsFaces Generator wizard, which allows wau
¥ to generate a JHeadstart Application Definition which can be used to
""" All Ttems generate AOF Faces pages which embed Oracke Forms using the
CraFormsFaces technology.
Ta enable this option, vou rmust select a project in the Application Mavigatar,
ZFE Property Set
| Help | OF J | Cancel

15.2.1. Select Forms Modules
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You can select Oracle Forms .fmb files, or you can first use the Forms frmf2xml utility to
convert the forms to xml format, and then select the converted xml files.
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© JHeadstart OraFormsFaces Generator, - Step 2 of 4 El

Form 3Selection
Select the Form modules (.fmb or xml Format created with FRMFZRML utility with command line
Welcome argument 'USE_PROPERTY _IDS=yes"),
! Form Selection
Generatar Setkings Selected Form modules:
T Marne Twpe  Remove
} Files § 2s focrny Forms /MO0 10, Frinb Farm 1
Files f 2s focrnfFarms /o MO020. Frab Farm ]
files f 25 focmyfForms i M0030. Fmb Farm ]
Files f 2s focmyForms /i M0040, Fmb Faorm ]
Files § 2s focrny Forms /i MO0S0, Frinb Farm 1
| Browse |
| Help | | < Back || et = | | Finish | | Cancel |

You can use the Browse button to open a File Chooser window to easily select the .fmb or
xml files from your file system.

If you select Forms .fmb files, then the OFFG will first run the Forms frmf2xml utility
under the covers. This utility requires that Oracle Forms be installed on the machine on
which you run JDeveloper. If you do not have Oracle Forms installed, you can run the
frmf2xml utility on another machine where Oracle Forms is installed, and then select the
converted XML files in the File Chooser window.

If you nevertheless select an .fmb file while Oracle Forms is not installed, you will get an
error message when you press the Next button.
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15.2.2. Generator Settings

x|

" JHeadstart OraFormsFaces Generator - Step 3 of 4

Generator Settings

T Form Selection
T- Generator Settings
L

Jurnmary’

JHeadstart Settings:

Service Mame |OFFDemu:| |

‘Wigww Controller Project |\p'ieanntrnller.jpr

| « Back || ek = _H Einish || Zancel

| ek |

The following properties need to be set on the Generator Settings panel:

e Service Name: This is the name that is used to create the JHeadstart Application
Definition file
View Controller Project: The name of the project in which the JHeadstart

Application Definition file will be saved.

15.2.3. Processing the Selected Forms

When you click the Finish button on the Summary panel, the OFFG will start processing

the forms.

JHeadstart Developer’s Guide OraFormsFaces Generator 15 - 5



" JHeadstart OraFormsFaces Generator - Step 4 of 4

Summary

You have finished setting up the JHeadstart OraFormsFaces generator.

Selecked Form modules:

Mame Type
| Summary fil:f2: facm)Forms/OCMO010.Frb Farrm
filz:f2: facm)Forms (OCMO020.Frb Farm
Filz: f2: facm)Forms (OCMO030. Frb Farm
filz:f2: facm)Forms (OCMO040. Frb Farm
File: ) 3 focmfForms /QCMO0S0, Frob Farm

Click. Finish to generate the JHeadskart metadata, or ﬁernatively click Back to review and
change the options.,

| hHep | | <Back | Finish | | Cancel

The processing consists of the following steps:

e Extraction: Each selected .fmb form is converted to XML format using the
FRMF2XML utility. This step is skipped when you already selected xml-
formatted form files.

¢ JHeadstart Migration: Each XML file is then processed by a number of
JHeadstart migrators (each target JHeadstart Application Definition element has
its own migrator), that together create an XML structure that is the input for the
actual creation (composition) of the JHeadstart Application Definition file. This
XML structure is written to the file system, in the Java source root directory, in a
file named <module_name>_migrated]hs.xml

e JHeadstart Composition: Based on the migrated JHeadstart XML structure of
each form, the JHeadstart Application Definition file is created, and stored in the
properties directory of the ViewController project.

If the OFFG run was successful, you can safely delete the intermediate results of the
OFFG, being the extracted and migrated XML files in the Java source root directory.
However, if processing failed with an error, these XML files can be used for
troubleshooting as explained in the next section.
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EI--- Madel

EID Application Sources

------ OCMOO10_extracked xml

- Q0010 _migratedIhsofF, xml
QCMO0Z0_extracted, xml
CCMO0Z0_rmigrated s CrF, xml
[¢2] oMOOE0_extracked xmil
CCMO030_rmigrated s CFF, xml
QCM040_extracted. xml
Q040 _migratedJhsOF xml
Q0050 _extracted, xml
CZMO0S0_rigrated IhsCFF, xml

15.2.4. Troubleshooting

When the OFFG fails with an error, the first thing to do is to assess which form module is
causing the error. This information can easily be obtained from the log window in
JDeveloper, which prints an informational message for each processing phase, for each
module, as show in the screen shot below.

JHeadstart OraFormsFaces Generator - Log

INFOPRMATION: Extracting file:/J:focw/forms/0CHO010. fub

INFOPRMATION: Extracting file:/J:focw/forms/0CHO0z0. fub

INFOPRMATION: Extracting file:/J:focw/forms/0CHO030. fuk

INFORMATION: Extracting file:/J:focw/forms/0CHO0040. fub

INFOPRMATION: Extracting file:/J:focw/forms/0CHO050. fub

INFOPRMATION: Creating Jhs0ff migration XML for O0CMOO10

INFOPRMATION: Creating Jhs0ff migration XML for OCMOOZO

INFOPRMATION: Creating Jhs0ff migration XML for O0CMOO30

INFOPRMATION: Creating Jhs0ff migration XML for O0CHMOO40

INFOPRMATION: Creating Jhs0ff migration XML for O0CMOOEO

INFORMATION: Composing JHeadstart Application Definition for OCHMOOL10
INFORMATION: Composing JHeadstart Application Definition for OCMOOZO
INFORMATION: Composing JHeadstart Application Definition for OCHMOO030
INFORMATION: Composing JHeadstart Application Definition for OCHMOO40
INFORMATION: Composing JHeadstart Application Definition for OCMOOEO

The last printed line in this window will tell you which forms module the OFFG was
processing when the error occurred, and in which phase of the processing.

In such a situation, we recommend that you e-mail the Oracle JHeadstart Team
(idevcoe_nl@oracle.com), and send us the following information:

o The JHeadstart version you are using. You can see this in J]Developer by going to
the Help menu -> JHeadstart Documentation Index.

e The name of the form module that is causing the problem.
o The error message and error stack trace displayed in the dialog window (if any)
¢ Any log information written to the JDeveloper OFFG log window

e The XML files created during processing for this module: _extracted.xml, and
migratedJhsOff.xml file. Depending on the phase in which the error occurred, not
all of these files might be available for the form module. Please send us the files
that are available.

JHeadstart Developer’s Guide OraFormsFaces Generator 15 - 7


mailto:idevcoe_nl@oracle.com

15.3. Understanding the Outputs of the JHeadstart OraFormsFaces Generator

The JFG creates a JHeadstart Service Definition file. To see and edit this file using the
JHeadstart Application Definition Editor, you first need to enable JHeadstart for the
ViewController project if you didn’t do this yet.

For each selected form module the following content is created:

e A top-level Group is created

e For each Forms parameter, a Group Parameter is created

e Anitem with Display Type oraFormsFaces is created in the group with the
Value property set to the name of the form.

e For each Forms parameter, an Item Parameter is created, with the value set to the
EL expression that references the group parameter (generated as taskflow
parameter by JHeadstart): # { pageFlowScope.parameterName}

|58 OffDemo - viewConkraller
EI@ OFfDemo

=[5 oCMon1o
[ Ttems

----- [£3 Detail groups
E-C3 Params

- [E5] CiCMO0z0

b [Z2] CoMOnaE0

- [Z5] CoMOn40

k- [Z5] CoMOnso

----- 3 Domains

oy T oy IO oy B e

15.3.1. Create Application Module If Needed

= General
Bound ko Model Attribukes * F
Marne * araFarm
Shart Mame
Yalue Q0010
Java Twpe * java.lang. string
Display Tyvpe * oraFormsFaces

= Display Settings

Display in Form Layouk? * krue
Display in Table Layout? * krue
Display in Table Overflow Arear * false

If you have run the OFFG in a new project without an existing application module, then
the Data Control property is not set in the generated service definition.

i@ OffDemo - ViewContraller
: COFFDemo

&-E5) oCMon10

- B 0CMonzD
B3] oCMoos0

- B 0CMO040
B2 0CMoos0

“[C3 Domains

= Java
Page Definitions Sub Package * pageDefs
Pane Lifecycle Class *

E Data Conkrol *

oracle, jheadstart. o

[E Cata Control Implementation
Set Application Module Superclass to ».,

If you then try to run the JHeadstart Application Generator, you will get the following

error:

15 - 8 OraFormsFaces Generator

JHeadstart Developer’s Guide



[£]Headstart Application Generator - Log

[-=F Errirs

[ @ 1Ac-00061 [ OffDemo ] Cannok find Application Module 'null' in workspace (js package included in name?}l
----- @ Validation Failed

P=ATnformation
----- @ IHeadstart Application Generator (build 11.1,1,2,24)

----- @ Run started: 3:01:11 PM, on Feb 12, 2010

----- @ Start generation of service OFfDemo +
----- @ Yalidation P3ServiceModel initialization,

----- @ JAG-INFO-00000 [ QFfDemo ] Walidation application definition started,

----- @ Validation Failed

To solve this error, you need to create a “dummy” application module in your Model
project and then set the Data Control property to the data control automatically created
for this application module. Note that the data model of the application module can be
empty; it doesn’t need to contain a view object usage.

You then can generate and run your application. Make sure you have properly installed
OraFormsFaces in your project before you run the application.

If you experience any problems, then first manually create and test an ADF Faces page
that uses the OraFormsFaces JSF components to make sure OraFormsFaces is configured
correctly you in your project. See the OraFormsFaces documentation for more info.

ORACLE" JHeadstart Demo

Administration SelfService

Administrate Conference Tracks | Administrate Companies | Adminiskrake Conference Rooms | Administrake Evaluation Questions | Administrate People

Administrate Companies

WS PEFRRA L AR I 27

Mame Country Company Size

|— |Amis |Nether|and3 v| |Jus{ under average (50-100) - | =
E |_ |Arr0w3 Erterprizes |Un'rted Stated of America v| |Just under average (50-100) v| |

|— |Du|c:ian |United Stated of America v| |Jus{ under average (50-100) v| ::

|_ |Expl0rer Consulting |Un'rted Stated of America v| |Just under average (50-100) - | |

I |Orac|e Corporation |United Stated of America v| |Huge and above (1001 and ab... v|

[ [|ouestsottware | United Stated of America ~| |Pretty Big (101-1000 -|

|— |Qu0vera |Un'rted Stated of America v| |Jus{ under average (50-100) v|

[ [Riantsizng [ United Kingeiom ~| [Ty c1-5) |~

ORACLE
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